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Introduction

How This Book Came About

My first encounter with the Java programming language was during a one-week Java training session in 1997.

I did not get a chance to use Java in a project until 1999. I read two Java books and took a Java 2 Programmer
certification examination. I did very well on the test, scoring 95 percent. The three questions that I missed on the test
made me realize that the books I read did not adequately cover all of the details on all of the necessary Java topics.

I made up my mind to write a book on the Java programming language. So I formulated a plan to cover most of the
topics that a Java developer needs understand to use the Java programming language effectively in a project,

as well as to get a certification. I initially planned to cover all essential topics in Java in 700 to 800 pages.

AsIprogressed, I realized that a book covering most of the Java topics in detail could not be written in 700 to
800 hundred pages; one chapter that covered data types, operators, and statements spanned 90 pages. I was then
faced with the question, “Should I shorten the content of the book or include all the details that I think a Java
developer needs?” I opted for including all the details in the book, rather than shortening the content to keep the
number of pages low. It has never been my intent to make lots of money from this book. I was never in a hurry to
finish this book because that rush could have compromised the quality and the coverage of its contents. In short,
I'wrote this book to help the Java community understand and use the Java programming language effectively, without
having to read many books on the same subject. I wrote this book with the plan that it would be a comprehensive
one-stop reference for everyone who wants to learn and grasp the intricacies of the Java programming language.

One of my high school teachers used to tell us that if one wanted to understand a building, one must first
understand the bricks, steel, and mortar that make up the building. The same logic applies to most of the things that
we want to understand in our lives. It certainly applies to an understanding of the Java programming language. If you
want to master the Java programming language, you must start by understanding its basic building blocks. I have used
this approach throughout this book, endeavoring to build each topic by describing the basics first. In the book, you
will rarely find a topic described without first learning its background. Wherever possible, I have tried to correlate the
programming practices with activities in our daily life. Most books about the Java programming language either do
not include any pictures at all or have only a few. I believe in the adage, “A picture is worth a thousand words.” To a
reader, a picture makes a topic easier to understand and remember. I have included plenty of illustrations in this book
to aid readers in understanding and visualizing concepts. Developers who have little or no programming experience
can have difficulty putting things together to make a complete program. Keeping them in mind, the book contains
over 216 complete Java programs that are ready to be compiled and run.

I spent countless hours doing research for this book. My main sources of research were the Java Language
Specification, white papers and articles on Java topics, and Java Specification Requests (JSRs). I also spent quite a bit
of time reading the Java source code to learn more about some of the Java topics. Sometimes it took a few months to
research a topic before I could write the first sentence on it. It was always fun to play with Java programs, sometimes
for hours, to add them to the book.

XXix
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Structure of the Book

This is the third book in the three-book Beginning Java series. This book contains 10 chapters. The chapters cover the
Java libraries and extensions such as Swing, JavaFX, Nashorn, Java Native Interface, network programming, etc. If you
have intermediate level Java experience, you can pick up chapters in any order. The new features of Java 8 are included
wherever they fit in the chapter. The Nashorn script engine, which was added in Java 8, is covered in depth.

Audience

This book is designed to be useful for anyone who wants to learn the Java programming language. If you are a
beginner with little or no programming background in Java, you are advised to read the companion books,
Beginning Java 8 Fundamentals and Beginning Java 8 Language Features, before reading this book.

If you are a Java developer with an intermediate or advanced level of experience, you can jump to a chapter or a
section in a chapter directly.

If you are reading this book to get a certification in the Java programming language, you need to read almost all
of the chapters, paying attention to all of the detailed descriptions and rules. Most of the certification programs test
your fundamental knowledge of the language, not advanced knowledge. You need to read only those topics that are
part of your certification test. Compiling and running over 216 complete Java programs will help you prepare for
your certification.

If you are a student who is attending a class in the Java programming language, you should read the chapters of
this book selectively. You need to read only those chapters that are covered in your class syllabus. I am sure that you,
as a Java student, do not need to read the entire book page by page.

How to Use This Book

This book is the beginning, not the end, of gaining knowledge of the Java programming language. If you are reading this
book, it means you are heading in the right direction to learn the Java programming language, which will enable you to
excel in your academic and professional career. However, there is always a higher goal for you to achieve and you must
constantly work hard to achieve it. The following quotations from some great thinkers may help you understand the
importance of working hard and constantly looking for knowledge with both your eyes and mind open.

The learning and knowledge that we have is, at the most, but little compared with that of which
we are ignorant.

—Plato

True knowledge exists in knowing that you know nothing. And in knowing that you know nothing,
that makes you the smartest of all.

—Socrates

Readers are advised to use the API documentation for the Java programming language as much as possible while
using this book. The Java API documentation is where you will find a complete list of everything available in the Java
class library. You can download (or view) the Java API documentation from the official web site of Oracle Corporation
atwww.oracle.com. While you read this book, you need to practice writing Java programs yourself. You can also
practice by tweaking the programs provided in the book. It does not help much in your learning process if you just
read this book and do not practice by writing your own programs. Remember that “practice makes perfect,” which is
also true in learning how to program in Java.

XXX
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Source Code and Errata

Source code and errata for this book may be downloaded from www.apress.com/source-code.

Questions and Comments

Please direct all your questions and comments for the author to ksharan@jdojo.com.

XXXi
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CHAPTER 1

Introduction to Swing

In this chapter, you will learn
e What Swing s
e The difference between a character-based interface and a graphical user interface
e  How to develop the simplest Swing program
e  What a JFrame is and how it is made up of different components
e Howto add components to a JFrame
e  What alayout manager is and different types of layout managers in Swing
e  How to create reusable frames
e  How to handle events

e How to handle mouse events and how to use the adapter class to handle mouse events

What Is Swing?

Swing provides graphical user interface (GUI) components to develop Java applications with a rich set of graphics
such as windows, buttons, checkboxes, etc. What is a GUI? Before I define a GUI, let me first define a user interface (UT).
A program does three things:

e  Accepts inputs from the user
e  Processes the inputs, and
e  Produces outputs

A user interface provides a means to exchange information between a user and a program, in terms of inputs
and outputs. In other words, a user interface defines the way the interaction between the user and a program takes
place. Typing text using a keyboard, selecting a menu item using a mouse, or clicking a button can provide input to
a program. The output from a program can be displayed on a computer monitor in the form of character-based text,

a graph such as a bar chart, a picture, etc.

You have written many Java programs. You have seen programs where users had to provide inputs to the program
in the form of text entered on the console, and the program would print the output on the console. A user interface
where the user’s input and the program’s output are in text form is known as a character-based user interface. A GUI
lets users interact with a program using graphical elements called controls or widgets, using a keyboard, a mouse, and
other devices.
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Figure 1-1 shows a program that lets users enter a person’s name and date of birth (DOB), and save the
information by using the keyboard. It is an example of a character-based user interface.

Please enter person details
Hame :John Jacobs
DOB:81-/12-1971

Enter § to Save and E to exit without saving:S

Figure 1-1. An example of a program with a character-based user interface

Figure 1-2 lets the user perform the same actions, but using a graphical user interface. It displays six graphical
elements in a window. It uses two labels (Name: and DOB: ), two text fields where the user will enter the Name and DOB
values, and two buttons (Save and Close). A graphical user interface, compared to a character-based user interface,
makes the user’s interaction with a program easier. Can you guess what kind of application you are going to develop in
this chapter? It will be all about GUI. GUI development is interesting and a little more complex than character-based
program development. Once you understand the elements involved in GUI development, it will be fun to work with it.

| =/ Person Details

Name: |,.I|:|hn Jacobs

DOB: |p111211971

Figure 1-2. An example of a program with a graphical user interface

This chapter attempts to cover the basics of GUI development using Swing’s components and top-level
containers. Care has been taken to explain GUI-related details for those programmers who might not have used any
programming languages/tools (e.g. Visual C++, Visual Basic, VB.NET, or PowerBuilder) to develop a GUI before. If
you have already used a GUI development language/tool, it will be easier for you to understand the materials covered
in this chapter. Swing is a vast topic and it is not possible to cover every detail of it. It deserves a book by itself. In fact,
there are a few books in the market dedicated to only Swing.

A container is a component that can hold other components inside it. A container at the highest level is called a
top-level container. A JFrame, a JDialog, a JWindow, and a JApplet are examples of top-level containers. A JPanel is
an example of a simple container. A JButton, a JTextField, etc. are examples of components. In a Swing application,
every component must be contained within a container. The container is known as the component’s parent and the
component is known as container’s child. This parent-child relationship (or container-contained relationship) is
known as containment hierarchy. To display a component on the screen, a top-level container must be at the root of
the containment hierarchy. Every Swing application must have at least one top-level container. Figure 1-3 shows the
containment hierarchy of a Swing application. A top-level container contains a container called “Container 1,” which
in turn contains a component called “Component 1” and a container called “Container 2,” which in turn contains two
components called “Component 2” and “Component 3.

2
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Top-level Container

Container 1

| Component 1 |

Container 2

| Component 2 |

| Component 3 |

Figure 1-3. Containment hierarchy in a Swing application

The Simplest Swing Program

Let’s start with the simplest Swing program. You will display a JFrame, which is a top-level container with no
components in it. To create and display a JFrame, you need to do the following:

e  Create a JFrame object.
e  Make it visible.

To create a JFrame object, you can use one of the constructors of the JFrame class. One of the constructors
takes a string, which will be displayed as the title for the JFrame. Classes representing Swing components are in the
javax.swing package, so is the JFrame class. The following snippet of code creates a JFrame object with its title set to
“Simplest Swing”:

// Create a JFrame object
JFrame frame = new JFrame("Simplest Swing");

When you create a JFrame object, by default, it is not visible. You need to call its setVisible(boolean visible)
method to make it visible. If you pass true to this method, the JFrame is made visible, and if you pass false,

it is made invisible.

// Make the JFrame visible on the screen
frame.setVisible(true);

That is all you have to do to develop your first Swing application! In fact, you can wrap the two statements,
to create and display a JFrame, into one statement, like so:

new JFrame("Simplest Swing").setVisible(true);
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Tip Creating a JFrame and making it visible from the main thread is not the correct way to start up a Swing
application. However, it does not do any harm in the trivial programs that you will use here, so | will continue using this
approach to keep the code simple to learn, so you can focus on the topic you are learning. It also takes an understanding
of event-handling and threading mechanisms in Swing to understand why you need to start a Swing application the other
way. Chapter 3 explains how to start up a Swing application in detail. The correct way of creating and showing a JFrame
is to wrap the GUI creation and make it visible in a Runnable and pass the Runnable to the invokeLater() method of
the javax.swing.SwingUtilities or java.awt.EventQueue class as shown:

import javax.swing.JFrame;
import javax.swing.SwingUtilities;

SwingUtilities.invokelater(() -> new JFrame("Test").setVisible(true));

Listing 1-1 has the complete code to create and display a JFrame. When you run this program, it displays a JFrame
at the top-left corner of the screen as shown in Figure 1-4. The figure shows the frame when the program was run on
Windows XP. On other platforms, the frame may look a little different. Most of the screenshots for the GUIs in this
chapter were taken on Windows XP.

Listing 1-1. Simplest Swing Program

// SimplestSwing.java
package com.jdojo.swing;

import javax.swing.JFrame;

public class SimplestSwing {
public static void main(String[] args) {
// Create a frame
JFrame frame = new JFrame("Simplest Swing");

// Display the frame
frame.setVisible(true);

This was not very impressive, was it? Do not despair. You will improve this program as you learn more about
Swing. This was just to show you the tip of the iceberg of what Swing offers.

You can resize the JFrame shown in the Figure 1-4 to make it bigger. Place your mouse pointer on any of the four
edges (left, top, right, or bottom) or any of the four corners of the displayed JFrame. The mouse pointer changes its
shape to a resize pointer (a line with arrows at both ends) when you place it on the JFrame’s edge. Then just drag the
resize mouse pointer to resize the JFrame in the direction you want to resize it.

EEmEX]

Figure 1-4. The Simplest Swing frame
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Figure 1-5 shows the resized JFrame. Note that the text “Simplest Swing” that you passed to the constructor when
you created the JFrame is displayed in the title bar of the JFrame.

rliJ Simplest Swing g@ﬂ

Figure 1-5. The Simplest Swing frame affter resizing

How do you exit a Swing application? How do you exit when you run the program listed in Listing 1-1? When you
click the close button in the title bar (right-most button on the title bar with an X), the JFrame is closed. However, the
program does not exit. If you are running this program from a command prompt, the prompt does not return when you
close the JFrame. You will have to force exit the program, for example, by pressing Ctrl + C if you are running it from a
command prompt on Windows. So, how do you exit a Swing application? You can define one of the four behaviors of a
JFrame to determine what happens when the JFrame is closed. They are defined in the javax. swing.WindowsConstants
interface as four constants. The JFrame class implements the WindowsConstants interface. You can reference all
these constants using JFrame.CONSTANT _NAME syntax (or you can use the WindowsConstants.CONSTANT NAME syntax).
The four constants are

e  DO_NOTHING_ON_CLOSE: This option does not do anything when the user closes a JFrame. If you
set this option for a JFrame, you must provide some other way to exit the application, such as
an Exit button or an Exit menu option in the JFrame.

e HIDE_ON_CLOSE: This option just hides a JFrame when the user closes it. This is the default
behavior. This is what happened when you clicked the close button from the title bar to close
the program listed in Listing 1-1. The JFrame was just made invisible and the program was
still running.

e DISPOSE_ON_CLOSE: This option hides and disposes of the JFrame when the user closes it.
Disposing a JFrame releases any operating system-level resources used by it. Note the difference
between HIDE_ON_CLOSE and DISPOSE_ON_CLOSE. When you use the option HIDE_ON_CLOSE,

a JFrame is just hidden, but it is still using all the operating system resources. If your JFrame
is hidden and shown very frequently, you may want to use this option. However, if your
JFrame consumes many resources, you may want to use the DISPOSE_ON_CLOSE option, so the
resources may be released and reused while it is not being displayed.

e  EXIT ON_CLOSE: This option exits the application. Setting this option works when a JFrame is
closed, as if System.exit() has been called. This option should be used with some care. This
option will exit the application. If you have more than one JFrame or any other type of window
displayed on the screen, using this option for one JFrame will close all other windows. Use this
option with caution as you may lose any unsaved data when the application exits.
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You can set the default close behavior of a JFrame by passing one of the four constants to its
setDefaultCloseOperation() method as shown:

// Exit the application when the JFrame is closed
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);

You solved one problem with the first example. Another problem is that the JFrame is displayed with no viewable
area. It displays only the title bar. You need to set the size and position of your JFrame before or after it is visible. The
size of a frame is defined by its width and height in pixels that you can set using its setSize(int width, int height)
method. The position is defined by the (x, y) coordinates in pixels of the top-left corner of the JFrame with respect to
the top-left corner of the screen. By default, its position is set to (0, 0) and this is the reason the JFrame was displayed
at the top-left corner of the screen. You can set the (x, y) coordinates of the JFrame using its setLocation(int x, int y)
method. If you want to set its size and its position in one step, use its setBounds (int x, int y, int width, int height)
method instead. Listing 1-2 fixes these two problems in the Simplest Swing program.

Listing 1-2. Revised Simplest Swing Program
// RevisedSimplestSwing.java
package com.jdojo.swing;

import javax.swing.JFrame;

public class RevisedSimplestSwing {
public static void main(String[] args) {
// Create a frame
JFrame frame = new JFrame("Revised Simplest Swing");

// Set the default close behavior to exit the application
frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);

// Set the x, y, width and height properties in one go
frame.setBounds(50, 50, 200, 200);

// Display the frame
frame.setVisible(true);

Tip You can position a JFrame in the center by calling its setLocationRelativeTo() method with a null argument.
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Components of a JFrame

You displayed a JFrame in the previous section. It looked empty; however, it was not really empty. When you create a
JFrame, the following things are automatically done for you:

e A container, which is called a root pane, is added as the sole child of the JFrame. The root pane
is a container. It is an object of the JRootPane class. You can get the reference of the root pane
by using the getRootPane() method of the JFrame class.

¢  Two containers called glass pane and layered pane are added to the root pane. By default, the
glass pane is hidden and it is placed on top of the layered pane. As the name suggests, the glass
pane is transparent, and even if you make it visible, you can see through it. The layered pane
is named as such because it can hold other containers or components in its different layers.
Optionally, a layered pane can hold a menu bar. However, a menu bar is not added by default
when you create a JFrame. You can get the reference of the glass pane and the layered pane by
using the getGlassPane() and getLayeredPane() methods of the JFrame class, respectively.

e Acontainer called a content pane is added to the layered pane. By default, the content pane
is empty. This is the container in which you are supposed to add all your Swing components,
such as buttons, text fields, labels, etc. Most of the time, you will be working with the
content pane of the JFrame. You can get the reference of the content pane by using the
getContentPane() method of the JFrame class.

Figure 1-6 shows the assembly of a JFrame. The root pane, layered pane, and glass pane cover the entire viewable
area of a JFrame. The viewable area of a JFrame is its size minus its insets on all four sides. Insets of a container consist
of the space used by the border around the container on four sides: top, left, bottom, and right. For a JFrame, the top
inset represents the height of the title bar. Figure 1-6 depicts the layered pane smaller than the size of the root pane for
better visualization.

T ar

The rootPane

Menu Bar i
y The layeredPane, which holds
1

a menu bar and a contentPane

— 1

contentPane

The glassPane, which is at
top of the layeredPane

Figure 1-6. The making of a JFrame

Are you confused? If you are confused with all the panes of a JFrame, here is a simpler explanation. Think of a
JFrame as a picture frame. A picture frame has a glass cover, and so does a JFrame, in the form of a glass pane. Behind
the glass cover, you place your picture. That is your layered pane. You can place multiple pictures inside one picture
frame. Each picture will make up one layer behind the glass cover. As long as one picture is not fully overlapped by
another, you can view it wholly or partly. All pictures taken together in different layers form the layered pane of your
picture frame. The picture layer, which is farthest from the glass cover, is your content pane. Usually your picture
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frame contains only one picture in it. So does the layered pane; by default, it contains one content pane. The picture
in the picture frame is the content of interest and paintings are placed there. So is the case with the content pane; all
components are placed in the content pane.

The containment hierarchy of a JFrame is listed below. A JFrame is at the top of the hierarchy, and the menu
bar (it is not added by default; it is shown here for completeness) and the content pane are at the bottom of the
containment hierarchy.

JFrame
root pane
glass pane
layered pane
menu bar
content pane

If you are still not able to understand all of the “pains” (read panes) of a JFrame, you can revisit this section later.
For now, you have to understand only one pane of the JFrame, and that is the content pane, which holds the Swing
components of a JFrame. You should add all components you want to add to a JFrame to its content pane. You can get
the reference of the content pane as follows:

// Create a JFrame
JFrame frame = new JFrame("Test");

// Get the reference of the content pane
Container contentPane = frame.getContentPane();

Adding Components to a JFrame

This section explains how to add components to the content pane of a JFrame. Use the add() method of a container
(note that a content pane is also a container) to add a component to the container.

// Add aComponent to aContainer
aContainer.add(aComponent);

The add() method is overloaded. The arguments to the method, apart from the component being added, depend
on other factors such as how you want the component to be laid out in the container. The next section discusses all
versions of the add() method.

I will limit the current discussion to adding a button, which is a Swing component, to a JFrame. An object of the
JButton class represents a button. If you have used Windows, you must have used a button such as an OK button on a
message box, Back and Forward buttons on an Internet browser window. Typically, a JButton contains text that is also
called its label. This is how you create a JButton:

// Create a JButton with Close text
JButton closeButton = new JButton("Close");

To add closeButton to the content pane of a JFrame, you have to do two things:
e  Getthe reference of the content pane of the JFrame.
Container contentPane = frame.getContentPane();
e  (Call the add() method of the content pane.

contentPane.add(closeButton);
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That is all it takes to add a component to the content pane. If you want to add a JButton using one line of code,
you can do so by combining all three statements into one, like so:

frame.getContentPane().add(new JButton("Close"));

The code to add components to a JFrame is shown in Listing 1-3. When you run the program, you get a JFrame
as shown in the Figure 1-7. Nothing happens when you click the Close button because you have not yet added any
action to it.

Listing 1-3. Adding Components to a JFrame

// AddingComponentToJFrame.java
package com.jdojo.swing;

import javax.swing.JFrame;
import javax.swing.JButton;
import java.awt.Container;

public class AddingComponentToJFrame {
public static void main(String[] args) {
JFrame frame = new JFrame("Adding Component to JFrame");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();

// Add a close button
JButton closeButton = new JButton("Close");
contentPane.add(closeButton);

// set the size of the frame 300 x 200
frame.setBounds(50, 50, 300, 200);
frame.setVisible(true);

r@ Adding Component to JFrame g@ﬂ

Close

Figure 1-7. A JFrame with a JButton with Close as its text
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The code did its job of adding a JButton with the Close text to the JFrame. However, the JButton looks very big
and it fills the entire viewable area of the JFrame. Note that you have set the size of the JFrame to 300 pixels wide and
200 pixels high using the setBounds () method. Since the JButton fills the entire JFrame, can you set the JFrame’s size
little smaller? Alternatively, can you set the size for the JButton itself? Both suggestions are not going to work in this
case. If you want to make the JFrame smaller, you need to guess how much smaller it needs to be made. If you want
to set the size for the JButton, it will fail miserably; the JButton will always fill the entire viewable area of the JFrame.
What is going on? To get a complete understanding of what is going on, you need to read the next section about the
layout manager.

Swing provides a magical and quick solution to the problem of computing the size of the JFrame and JButton.
The pack() method of the JFrame class is that magical solution. The method goes through all the components you
have added to the JFrame and decides their preferred size and sets the size of the JFrame just enough to display all
the components. When you call this method, you do not need to set the size of the JFrame. The pack() method will
calculate the size of the JFrame and set it for you. To fix the sizing problem, remove the call to the setBounds () method
and add a call to the pack() method instead. Note that the setBounds () method was setting the (x, y) coordinates for
the JFrame too. If you still want to set the (x, y) coordinates of the JFrame to (50, 50), you can use its setLocation(50, 50)
method. Listing 1-4 contains the modified code and Figure 1-8 shows the resulting JFrame.

Listing 1-4. Packing All Components of a JFrame

// PackedJFrame.java
package com.jdojo.swing;

import javax.swing.JFrame;
import java.awt.Container;
import javax.swing.JButton;

public class PackedJFrame {
public static void main(String[] args) {
JFrame frame = new JFrame("Adding Component to JFrame");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);

// Add a close button

JButton closeButton = new JButton("Close");
Container contentPane = frame.getContentPane();
contentPane.add(closeButton);

// Calculates and sets appropriate size for the frame
frame.pack();

frame.setVisible(true);

LEIA...Q@

Close

Figure 1-8. Packed JFrame with a JButton
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So far, you have been successful in adding one JButton to a JFrame. Let’s add another JButton to the same JFrame.
Call the new button helpButton. The code will be similar to Listing 1-4, except that this time you will add two instances
of the JButton class. Listing 1-5 contains the complete program. Figure 1-9 shows the result when you run the program.

Listing 1-5. Adding Two Buttons to a JFrame

// JFrameWithTwoJButtons.java
package com.jdojo.swing;

import javax.swing.JFrame;
import java.awt.Container;
import javax.swing.JButton;

public class JFrameWithTwoJButtons {
public static void main(String[] args) {
JFrame frame = new JFrame("Adding Component to JFrame");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);

// Add two buttons - Close and Help

JButton closeButton = new JButton("Close");
JButton helpButton = new JButton("Help");
Container contentPane = frame.getContentPane();
contentPane.add(closeButton);
contentPane.add(helpButton);

frame.pack();

frame.setVisible(true);

Help

Figure 1-9. A JFrame with two buttons: Close and Help. Only the Help button is visible

When you added the Help button, you lost the Close button. Does this mean that you can add only one button
to a JFrame? The answer is no. You can add as many buttons to a JFrame as you want. So, where is your Close button?
You need to understand the layout mechanism of a content pane before I can answer this question.

A content pane is a container. You add components to it. However, it hands over the task of laying out all
components within it to an object known as a layout manager. A layout manager is simply a Java object whose sole
job is to determine the position and size of components within a container. The example in Listing 1-5 was carefully
chosen to introduce you to the concept of the layout manager. Many types of layout managers exist. They differ in the
way they position and size components within the container.

By default, the content pane of a JFrame uses a layout manager called BorderLayout. Only the Help button was
displayed in the previous example because of the way the BorderLayout lays out the components. In fact, when you
added two buttons, the content pane received both of them. To confirm that both buttons are still there in the content
pane, add the following snippet of code at the end of the main() method in Listing 1-5 that displays the number
of components that the content pane has. It will print a message on the standard output: "Content Pane has 2
components." Each container has a getComponents () method, which returns an array of components added to it.
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// Get the components added to the content pane
Component[] comps = contentPane.getComponents();

// Display how many components the content pane has
System.out.println("Content Pane has " + comps.length +

components.");

With this background, it is time to learn various layout managers. You will solve the puzzle of the missing Close
button when I discuss the BorderLayout manager in a later section. But before I discuss the various layout managers,
Iwill introduce you to some utility classes that are frequently used when working with Swing applications.

Tip A component can be added to only one container at one time. If you add the same component to another container,
the component is removed from the first container and added to the second one.

Some Utility Classes

Before you start developing some serious Swing GUISs, it is worth mentioning some utility classes that are used
frequently. They are simple classes. Most of them have some properties that can be specified in their constructors,
and have getters and setters for those properties.

The Point Class

As the name suggests, an object of the Point class represents a location in a two-dimensional space. A location in
a two-dimensional space is represented by two values: an x coordinate and a y coordinate. The Point class is in the
java.awt package. The following snippet of code demonstrates its use:

// Create an object of the Point class with (x, y) coordinate of (20, 40)
Point p = new Point(20, 40);

// Get the x and y coordinate of p
int x = p.getX();
int y = p.getY();

// Set the x and y coordinate of p to (10, 60)
p.setLocation(10, 60);

The main usage of the Point class in Swing is to set and get the location (x and y coordinates) of a component.
For example, you can set the location of a JButton.

JButton closeButton = new JButton("Close");

// The following two statements do the same thing.

// You will use one of the following statements and not both.
closeButton.setLocation(10, 15);

closeButton.setLocation(new Point(10, 15));

// Get the location of the closeButton
Point p = closeButton.getlLocation();
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The Dimension Class

An object of the Dimension class wraps the width and height of a component. The width and height of a component
are collectively known as its size. In other words, an object of the Dimension class is used to represent the size of a
component. You can use an object of the Dimension class to wrap any two arbitrary integers. However, in this chapter,
it will be used in the context of the size of a component. The class is in the java.awt package.

// Create an object of the Dimension class with a width and height of 200 and 20
Dimension d = new Dimension(200, 20);

// Set the size of closeButton to 200 X 20. Both of the statements have the same efecct.
// You will use one of the following two statements.

closeButton.setSize(200, 20);

closeButton.setsize(d);

// Get the size of closeButton
Dimension d2 = closeButton.getSize();
int width = d2.width;

int height = d2.height;

The Insets Class

An object of the Insets class represents spaces that are left around a container. It wraps four properties named top,
left, bottom, and right. Their values represent the spaces left on the four side of a container. The class is in the
java.awt package.

// Create an object of the Insets class
// using its constructor Insets(top, left, bottom, right)
Insets ins = new Insets(20, 5, 5, 5);

// Get the insets of a JFrame
Insets ins = frame.getInsets();
int top = ins.top;

int left = ins.left;

int bottom = ins.bottom;

int right = ins.right;

The Rectangle Class

As its name suggests, an instance of the Rectangle class represents a rectangle. It is in the java.awt package. You can
define a rectangle in many ways. A Rectangle is defined by three properties:

¢ (x,y) coordinates of the upper-left corner
e  Width
e  Height
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You can think of a Rectangle object as a combination of a Point object and a Dimension object; the Point object
holds the (x, y) coordinates of the upper left corner and the Dimension object holds the width and height. You can
create an object of the Rectangle class by specifying different combinations of its properties.

// Create a Rectangle object whose upper-left corner is at (0, 0)
// with width and height as zero
Rectangle r1 = new Rectangle();

// Create a Rectangle object from a Point object with its width and height as zero
Rectangle r2 = new Rectangle(new Point(10, 10));

// Create a Rectangle object from a Point object and a Dimension object
Rectangle r3 = new Rectangle(new Point(10, 10), new Dimension(200, 100));

// Create a Rectangle object by specifying its upper-left corner's
// coordinate at (10, 10) and width as 200 and height as 100
Rectangle r4 = new Rectangle(10, 10, 200, 100);

The Rectangle class defines many methods to manipulate a Rectangle object and to inquire about its properties,
such as the (x, y) coordinate of its upper-left corner, width, and height.

An object of the Rectangle class defines the location and size of a component in a Swing application. The location
and size of a component are known as its bounds. Two methods, setBounds () and getBounds(), can be used to set
and get the bounds of any component or container. The setBounds () method is overloaded and you can specify x, y,
width, and height properties of a component, or a Rectangle object. The getBounds () method returns a Rectangle
object. In Listing 1-2, you used the setBounds () method to set the x, y, width, and height of the frame. Note that
the “bounds” of a component is a combination of its location and its size. The combination of the setLocation()
and setSize() methods will accomplish the same as the setBounds () method does. Similarly, you can use the
combination of getLocation() (or, getX() and getY()) and getSize() (or, getWidth() and getHeight()) instead of
using the getBounds () method.

Layout Managers

A container uses a layout manager to compute the position and size of all its components. In other words, the job of
a layout manager is to compute four properties (x, y, width, and height) of all components in a container. The x and y
properties determine the position of a component within the container. The width and height properties determine
the size of the component. You might ask, “Why do you need a layout manager to perform a simple task of computing
four properties of a component? Can’t you just specify these four properties in the program and let the container use
them for displaying the components?” The answer is yes. You can specify these properties in your program. If you do
that, your component will not be repositioned and resized when the container is resized. In addition, you will have
to specify the size of the component for all platforms on which your application will run because different platforms
render components a little differently. Suppose your application displays text in multiple languages. The optimal
size for a JButton, say a Close button, will be different in different languages and you will have to calculate the size
of the Close button in each language and set it, depending on the language the application is using. However, you do
not have to take all of these into consideration if you use a layout manager. The layout manager will do these simple,
though time-consuming, things for you.

Using a layout manager is optional. If you do not use a layout manager, you are responsible for computing and
setting the position and size of all components in a container.

Technically, a layout manager is an object of a Java class that implements the LayoutManager interface. There is
another interface called LayoutManager2 that inherits from the LayoutManager interface. Some of the layout manager
classes implement the LayoutManager2 interface. Both interfaces are in the java.awt package.
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There are many layout managers. Some layout managers are simple and easy to code by hand. Some are very
complex to code by hand and they are meant to be used by GUI builder tools such as NetBeans. If none of the
available layout managers meet your needs, you can create your own. Some useful layout managers are available for
free on the Internet. Sometimes you need to nest them to get the desired effects. I will discuss the following layout
managers in this section:

e FlowlLayout

e BorderlLayout

e (CardlLayout

e Boxlayout

e (GridlLayout

e (GridBaglayout
e  Grouplayout

e Springlayout

Every container has a default layout manager. The default layout manager for the content pane of a JFrame is
BorderlLayout, and for a JPanel, it is FlowLayout. It is set when you create the container. You can change the default
layout manager of a container by using its setLayout () method. If you do not want your container to use a layout
manager, you can pass null to the setLayout() method. You can use the getLayout () method of a container to get
the reference of the layout manager the container is currently using.

// Set FlowLayout as the layout manager for the content pane of a JFrame
JFrame frame = new JFrame("Test Frame");

Container contentPane = frame.getContentPane();
contentPane.setLayout(new FlowLayout());

// Set BorderlLayout as the layout manager for a JPanel
JPanel panel = new JPanel();
panel.setlLayout(new BorderLayout());

// Get the layout manager for a container
LayoutManager layoutManager = container.getlayout()

Starting from Java 5, the calls to add() and setLayout () methods on a JFrame are forwarded to its content pane.
Before Java 5, calling these methods on a JFrame would throw a runtime exception. That is, from Java 5, the two calls
frame.setlLayout() and frame.add() will do the same as calling frame.getContentPane().setLayout() and
frame.getContentPane().add(). It is very important to note that the getLayout () method of a JFrame returns
the layout manager of the JFrame and not its content pane. To avoid this trouble of asymmetric call forwarding
(some calls are forwarded and some not) from the JFrame to its content pane, it is better to call the content pane’s
methods directly rather than calling them on a JFrame.

FlowLayout

The FlowLayout is the simplest layout manager in Swing. It lays out the components horizontally, and then vertically.
It lays the components in the order they are added to the container. When it is laying the components horizontally, it
may lay them left to right, or right to left. The horizontal layout direction depends on the orientation of the container.
You can set the orientation of a container by calling its setComponentOrientation() method. If you want to set
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the orientation of a container and all its children, you can use the applyComponentOrientation() method instead.
Here is a snippet of code that sets the orientation of a container:

// Method - 1

// Set the orientation of the content pane of a frame to "right to left"
JFrame frame = new JFrame("Test");

Container pane = frame.getContentPane();
pane.setComponentOrientation(ComponentOrientation.RIGHT TO LEFT);

// Method - 2

// Set the orientation of the content pane and all its children to "right to left"
JFrame frame = new JFrame("Test");

Container pane = frame.getContentPane();
pane.applyComponentOrientation(ComponentOrientation.RIGHT TO LEFT);

If your application is multilingual and the component orientation will be decided at runtime, you may want to
set the components locale and orientation in a more generic way rather than hard-coding it in your program. You can
globally set the default locale for all Swing components in your application like so:

// “ar" is used for Arabic locale
JComponent.setDefaultLocale(new Locale("ar"));

When you create a JFrame, you can get the component’s orientation according to the default locale and set it to
the frame and its children. This way, you do not have to set the orientation for every container in your application.

// Get the default locale
Locale defaultlLocale = JComponent.getDefaultLocale();

// Get the component's orientation for the default locale
ComponentOrientation componentOrientation = ComponentOrientation.getOrientation(defaultLocale);

// Apply the component's default orientation for the whole frame
frame.applyComponentOrientation(componentOrientation);

A FlowLayout tries to place all components into one row, giving them their preferred size. If all components do
not fit into one row, it starts another row. Every layout manager has to compute the height and width of the space
where it needs to lay out all components. A FlowLayout asks for width, which is the sum of the preferred widths of all
components. It asks for height, which is the height of the tallest component in the container. It adds extra space to the
width and height to account for horizontal and vertical gaps between the components. Listing 1-6 demonstrates how
to use a FlowLayout for the content pane of a JFrame. It adds three buttons to the content pane. Figure 1-10 shows the
screen with three buttons using the FlowLayout.

Listing 1-6. Using a FlowLayout Manager
// FlowLayoutTest.java
package com.jdojo.swing;

import java.awt.Container;
import java.awt.Flowlayout;
import javax.swing.JButton;
import javax.swing.JFrame;
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public class FlowLayoutTest {
public static void main(String[] args) {
JFrame frame = new JFrame("Flow Layout Test");
frame.setDefaultCloseOperation(JFrame.EXIT _ON_CLOSE);

Container contentPane = frame.getContentPane();
contentPane.setlLayout(new FlowLayout());

for(int 1 = 1; 1 <= 3; i++) {

contentPane.add(new JButton("Button " + i));
}

frame.pack();
frame.setVisible(true);

}
}
£ Flow Layout Test =Jo&3
Button 1 Button 2 Button 3

Figure 1-10. Three buttons in a JFrame with a FlowLayout Manager

When you expand the frame horizontally, the buttons are displayed as shown in Figure 1-11.

-~

._é_j Flow Layout Test [;]@

Button 1 Button 2 Button 3

Figure 1-11. After the JErame using a FlowLatout has been expanded horizontally

By default, a FlowLayout aligns all components in the center of the container. You can change the alignment by
calling its setAlignment() method or passing the alignment in its constructor, like so:

// Set the alignment when you create the layout manager object
FlowLayout flowLayout = new FlowLayout(FlowLayout.RIGHT);

// Set the alignment after you have created the flow layout manager
flowLayout.setAlignment (FlowLayout.RIGHT);

The following five constants are defined in the FlowLayout class to represent the five different alignments: LEFT,
RIGHT, CENTER, LEADING, and TRAILING. The definitions of the first three constants are obvious. The LEADING alignment
may mean either left or right; it depends on the orientation of the component. If the component’s orientation is
RIGHT _TO_LEFT, the LEADING alignment means RIGHT. If component’s orientation is LEFT_TO_RIGHT, the LEADING
alignment means LEFT. Similarly, TRAILING alignment may mean either left or right. If the component’s orientation
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is RIGHT_TO_LEFT, the TRAILING alignment means LEFT. If component’s orientation is LEFT_TO_RIGHT, the TRAILING
alignment means RIGHT. It is always a good idea to use LEADING and TRAILING instead of RIGHT and LEFT, so you do
not have to worry about the orientation of your component.

You can set the gaps between two components either in the constructor of the FlowLayout class or using its
setHgap() and setVgap() methods. Listing 1-7 has the complete code that adds three buttons to a JFrame. The
content pane uses a FlowLayout with the LEADING alignment and the JFrame's orientation is set to RIGHT_TO_LEFT.
When you run the program, the JFrame will look as shown in Figure 1-12.

Listing 1-7. Customizing a FlowLayout

// FlowLayoutTest2.java
package com.jdojo.swing;

import java.awt.ComponentOrientation;
import java.awt.Container;
import java.awt.FlowlLayout;
import javax.swing.JButton;
import javax.swing.JFrame;

public class FlowLayoutTest2 {
public static void main(String[] args) {
int horizontalGap = 20;
int verticalGap = 10;
JFrame frame = new JFrame("Flow Layout Test");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);

Container contentPane = frame.getContentPane();

FlowLayout flowLayout =

new FlowLayout(FlowLayout.LEADING, horizontalGap, verticalGap);

contentPane.setlLayout(flowLayout);

frame.applyComponentOrientation(
ComponentOrientation.RIGHT_TO_LEFT);

for(int 1 = 1; 1 <= 3; i++) {

contentPane.add(new JButton("Button " + i));
}

frame.pack();
frame.setVisible(true);

-

< Flow Layout Test [:][:]EE{

i Button 3 Button 2 ‘ ‘ Button 1

Figure 1-12. A JFrame having three buttons and a customized FlowLayout
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You must remember that a FlowLayout tries to lay out all components in only one row. Therefore, it does not ask
for a height that will fit all components. Rather, it asks for the height of the tallest component in the container.
To demonstrate this subtle point, try adding 30 buttons to the JFrame so they all do not fit into one row. The following
snippet of code demonstrates this:

JFrame frame = new JFrame("Welcome to Swing");
frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);
frame.getContentPane().setLayout(new FlowLayout());

for(int 1 = 1; i <= 30; i++) {
frame.getContentPane().add(new JButton("Button " + i));
}

frame.pack();
frame.setVisible(true);

The JFrame is shown in Figure 1-13. You can see that not all 30 buttons are displayed. If you resize the JFrame
to make it bigger in height, you will be able to see all the buttons, as shown in Figure 1-14. The FlowLayout hides the
components that it cannot display in one row.

>

| £ FlowLayout — E}@|

Button 1 H Button 2 H Button 3 ‘ [ Button 4 ‘ ‘ Button 5 1[ Button 6 Button 7 . Button 8 [| Button 9

Figure 1-13. A JFrame with 30 buttons. Not all buttons are displayed

r@ FlowLayout g@ |
. Button 1 ‘ [ Button 2 ‘ ‘ Button 3 I Button 4 ‘ . Button 5 ‘ [ Button 6 ‘ ‘ Button 7 | . Button 8 . ‘ Button 9 .
[ Button 10 ‘ ‘ Button 11 ‘ ‘ Button 12 ‘ Button 13 | | Button14 || Button 15 Button 16 || Button 17 |
‘ Button 18 ‘ ‘ Button 19 ‘ ‘ Button 20 ‘ | Button21 | l Button 22 Button23 || Button24 Button 25 |
Button 26 ‘ ‘ Button 27 . ‘ Button 28 ‘ [ Button 29 ‘ ‘ Button 30

Figure 1-14. A JFrame with 30 buttons after it is resized

There is a very important implication of the feature of the FlowLayout where it tries to lay out all components
in only one row. It asks for the height just enough to display the tallest component. If you nest a container with a
FlowLayout manager inside another container that also uses a FlowLayout manager, you will never see more than
one row in the nested container. Just to demonstrate this, add 30 instances of the JButton to a JPanel. A JPanel is
an empty container with a FlowLayout as its default layout manager. Set the layout manager of the content pane of
the JFrame to a FlowLayout and add the JPanel to the content pane of the JFrame. This way, you have the container
JPanel with a FlowLayout nested within another container (a content pane), with a FlowLayout. Listing 1-8 contains
the complete program to demonstrate this. When you run the program, the resulting JFrame is shown in Figure 1-15.
You will always see only one row of buttons even if you resize the JFrame to make it bigger in height.
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Listing 1-8. Nesting FlowLayout Managers

// FlowLayoutNesting.java
package com.jdojo.swing;

import java.awt.FlowlLayout;
import javax.swing.JButton;
import javax.swing.JFrame;
import javax.swing.JPanel;

public class FlowLayoutNesting {
public static void main(String[] args) {
JFrame frame = new JFrame("FlowLayout Nesting");
frame.setDefaultCloseOperation(JFrame.EXIT _ON_CLOSE);

// Set the content pane's layout to FlowlLayout
frame.getContentPane().setLayout(new FlowLayout());

// JPanel is an empty container with a FlowlLayout manager
JPanel panel = new JPanel();

// Add thirty JButtons to the JPanel
for(int 1 = 1; i <= 30; i++) {

panel.add(new JButton("Button " + i));
}

// Add JPanel to the content pane
frame.getContentPane().add(panel);

frame.pack();
frame.setVisible(true);

| £ FlowLayout Nesting g@ |

1
tton 12 |‘ Button 13 H Button 14 Button 15 H Button 16 H Button 17 H Button 18 H Button 19 B

Figure 1-15. A nested FlowLayout always display only one row

I would like to finish the discussion about FlowLayout with a note that it has very limited use in a real world
applications because of the limitations discussed in this section. It is typically used for prototyping.
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BorderLayout

The BorderLayout divides a container’s space into five areas: north, south, east, west, and center. When you add a
component to a container with a BorderLayout, you need to specify to which of the five areas you want to add the
component. The BorderLayout class defines five constants to identify each of the five areas. The constants are NORTH,
SOUTH, EAST, WEST, and CENTER. For example, to add a button to the north area, you write

// Add a button to the north area of the container
JButton northButton = new JButton("North");
container.add(northButton, BorderLayout.NORTH);

The default layout for the content pane of a JFrame is a BorderLayout. Listing 1-9 contains the complete program
that adds five buttons to the content pane of a JFrame. The resulting JFrame is shown in Figure 1-16.

Listing 1-9. Adding Components to a BorderLayout

// BorderLayoutTest.java
package com.jdojo.swing;

import java.awt.BorderLayout;
import javax.swing.JFrame;
import java.awt.Container;
import javax.swing.JButton;

public class BorderLayoutTest {
public static void main(String[] args) {
JFrame frame = new JFrame("BorderLayout Test");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container container = frame.getContentPane();

// Add a button to each of the five areas of the BorderlLayout
container.add(new JButton("North"), BorderLayout.NORTH);
container.add(new JButton("South"), BorderLayout.SOUTH);
container.add(new JButton("East"), BorderlLayout.EAST);
container.add(new JButton("West"), BorderLayout.WEST);
container.add(new JButton("Center"), BorderLayout.CENTER);

frame.pack();
frame.setVisible(true);

}
}
r[ij BorderLayout Test E]@]1
North
West Center East
South

Figure 1-16. Five areas of the BorderLayout
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You can add at most one component to one area of a BorderLayout. You may leave some areas empty. If you
want to add more than one component to an area of a BorderLayout, you can do so by adding those components to a
container, and then adding that container to the desired area.

The five areas in a BorderLayout (north, south, east, west, and center) are fixed in direction and are not
dependent on the orientation of components. Four more constants exist to specify areas in a BorderLayout. These
constants are PAGE_START, PAGE_END, LINE_START, and LINE_END. The PAGE_START and PAGE_END constants are the
same as the NORTH and SOUTH constants, respectively. The LINE_START and LINE_END constants change their positions
depending on the orientation of the container. If the container’s orientation is left to right, LINE_START is the same as
WEST, and LINE_END is the same as EAST. If the container’s orientation is right to left, LINE_START is the same as EAST,
and LINE_END is the same as WEST. Figure 1-17 and Figure 1-18 depict the differences in positioning of the areas of a
BorderLayout with different component orientations.

F@J BorderLayout - left to right orientation E]@‘:
PAGE_START
LINE_START CENTER LINE_END
PAGE_END

Figure 1-17. A BorderLayout’s areas when the container’s orientation is left to right

-

|=/BorderLayout - right to left orientation Q@
PAGE_START

LINE_END CENTER LINE_START

PAGE_END

Figure 1-18. A BorderLayout’s areas when the container’s orientation is right to left

If you do not specify the area for a component, it is added to the center. The following two statements have the
same effect:

// Assume that the container has a Borderlayout
// Add a button to the container without specifying the area
container.add(new JButton("Close"));

// The above statement is the same as the following
container.add(new JButton("Close"), BorderLayout.CENTER);

I have already stated that you can add at most five components to a BorderLayout, one in each of the five areas.
What happens if you add more than one component to the same area of a BorderLayout? That is, what happens if you
write the following code?

// Assume that container has a Borderlayout

container.add(new JButton("Close"), BorderLayout.NORTH);
container.add(new JButton("Help"), BorderLayout.NORTH);
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You will find that the north area of the BorderLayout displays only one button: the button that was added to
it last. That is, the north area will only display the Help button. This is what happened in Listing 1-5. You added
two buttons called Close and Help to the content pane of the JFrame. Since you did not specify the area of the
BorderLayout in which you wanted to add them, both of them were added to the center area. Since you can have only
one component in each area of a BorderLayout, the Help button replaced the Close button. This is the reason that you
did not see the Close button when you ran the program in Listing 1-5. To fix this problem, specify the areas for both
buttons when you add them to the container.

Tip If you are missing some components in a BorderLayout managed container, make sure that you have not added
more than one component in the same area. If you add components to a BorderLayout mixing the area constants, the
PAGE_START, PAGE_END, LINE_START, and LINE_END constants take precedence over the NORTH, SOUTH, EAST, and WEST
constants. That is, if you add two components to a BorderLayout using add(c1, NORTH) and add(c2, PAGE_START), c2
will be used, not c1.

How does a BorderLayout compute the size of the components? It computes the size of the components based
on the area in which they are placed. It respects the preferred height of the component in north and south. However, it
stretches the component’s width horizontally according to the available space in north and south. That is, it does not
respect the preferred width of the components in north and south. It respects the preferred width of the components
in east and west and gives them height necessary to fill the entire space vertically. The component in the center area
is stretched horizontally as well as vertically to fit the available space. That is, the center area does not respect its
component’s preferred width and height.

CardLayout

The CardLayout lays out components in a container as a stack of cards. Like a stack of cards, only one card (the card at
the top) is visible in a CardLayout. It makes only one component visible at a time. You need to use the following steps
to use a CardLayout for a container:

e  (Create a container such as a JPanel.
JPanel cardPanel = new JPanel();
e Create a CardLayout object.
CardLayout cardlLayout = new CardLayout();
e  Set the layout manager for the container.
cardPanel.setlLayout(cardLayout);

¢ Add components to the container. You need to give a name to each component. To add a
JButton to the cardPanel, use the following statement:

cardPanel.add(new JButton("Card 1"), "myLuckyCard");

You have named your card myLuckyCard. This name can be used in the show() method of the
CardLayout to make this card visible.

e  (Callits next() method to show the next card.

cardLayout.next(cardPanel);
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The CardLayout class provides several methods to flip through components. By default, it shows the first
component that was added to it. All flipping-related methods take the container it manages as its argument. The
first() and last() methods show the first and the last card, respectively. The previous() and next () methods show
the previous and the next card from the card currently being shown. If the last card is showing, calling the next()
method shows the first card. If the first card is showing, calling the previous () method shows the last card.

Listing 1-10 demonstrates how to use a CardLayout. Figure 1-19 shows the resulting JFrame. When you click the
Next button, the next card is flipped. The program adds two JPanels to the content pane of the JFrame. One JPanel,
buttonPanel, has the Next button, and it is added to the south area of the content pane. Note that, by default, a JPanel
uses a FlowLayout.

Listing 1-10. The CardLayout in Action

// CardlLayoutTest.java
package com.jdojo.swing;

import java.awt.Container;
import javax.swing.JFrame;
import java.awt.CardlLayout;
import javax.swing.JPanel;
import javax.swing.JButton;
import java.awt.Dimension;
import java.awt.Borderlayout;

public class CardLayoutTest {
public static void main(String[] args) {
JFrame frame = new JFrame("CardLayout Test");
frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);
Container contentPane = frame.getContentPane();

// Add a Next JButton in a JPanel to the content pane
JPanel buttonPanel = new JPanel();

JButton nextButton = new JButton("Next");
buttonPanel.add(nextButton);
contentPane.add(buttonPanel, BorderLayout.SOUTH);

// Create a JPanel and set its layout to CardlLayout
final JPanel cardPanel = new JPanel();

final CardlLayout cardlLayout = new CardLayout();
cardPanel.setlLayout(cardLayout);

// Add five JButtons as cards to the cardPanel

for(int 1 = 1; i <= 5; i++) {
JButton card = new JButton("Card " + i);
card.setPreferredSize(new Dimension(200, 200));
String cardName = "card" + 1;
cardPanel.add(card, cardName);

}

// Add the cardPanel to the content pane
contentPane.add(cardPanel, BorderLayout.CENTER);

24

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 1 * INTRODUCTION TO SWING

// Add an action listener to the Next button
nextButton.addActionListener(e -> cardlLayout.next(cardPanel));

frame.pack();
frame.setVisible(true);

ﬂgj CardLayout Test E]@W

Card 1

Figure 1-19. A CardLayout in action. Click the Next JButton to flip through the cards

The program adds an action listener to the Next button. I have not discussed how to add an action listener to a
button yet. It is necessary to see the CardLayout in action. I will discuss how to add an action to a button in detail in
the event handling section. For now, it is sufficient to mention that you need to call the addActionListener () method
of the JButton class to add an action listener to it. This method accepts an object of type ActionListener interface
and has one method called actionPerformed(). The code in the actionPerformed() method is executed when
you click the JButton. The code that flips the next card is the call to the cardLayout.next(cardPanel) method. The
ActionListener interface is a functional interface and you can use a lambda expression to create its instance, like so:

// Add an action listener to the Next JButton to flip the next card
nextButton.addActionListener(e -> cardlLayout.next(cardPanel));

Tip A CardLayout is not used very often because all but one component are hidden from the user. A JTabbedPane,
which is easier to use, provides functionality similar to a CardLayout. | will discuss the JTabbedPane in Chapter 2.
A JTabbedPane is a container, not a layout manager. It lays out all components as tabs and lets the user switch between
those tabs.
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BoxLayout

The BoxLayout arranges components in a container either horizontally in one row or vertically in one column.
You need to use the following steps to use a BoxLayout in your program:

Create a container, for example, a JPanel.
JPanel hPanel = new JPanel();

Create an object of the BoxLayout class. Unlike other layout managers, you need to pass the
container to the constructor of the class. You also need to pass the type of box you are creating
(horizontal or vertical) to its constructor. The class has four constants: X_AXIS, Y_AXIS,
LINE_AXIS, and PAGE_AXIS. The constant X_AXIS is used to create a horizontal BoxLayout

that lays out all components from left to right. The constant Y_AXIS is used to create a

vertical BoxLayout that lays out all components from top to bottom. The other two constants,
LINE_AXIS and PAGE_AXIS, are similar to X_AXIS and Y_AXIS. However, they use the
orientation of the container in laying out the components.

// Create a BoxLayout for hPanel to lay out
// components from left to right
BoxLayout boxLayout = new BoxLayout(hPanel, BoxLayout.X_AXIS);

Set the layout for the container.
hPanel.setlLayout(boxLayout);
Add the components to the container.

hPanel.add(new JButton("Button 1"));
hPanel.add(new JButton("Button 2"));

Listing 1-11 uses a horizontal BoxLayout to display three buttons, as shown in Figure 1-20.

Listing 1-11. Using a Horizontal BoxLayout

// BoxLayoutTest.java
package com.jdojo.swing;

import java.awt.Container;
import javax.swing.JFrame;
import javax.swing.JButton;
import javax.swing.JPanel;
import javax.swing.BoxLayout;
import java.awt.BorderlLayout;

public class BoxlLayoutTest {
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public static void main(String[] args) {

JFrame frame = new JFrame("BoxLayout Test");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();

JPanel hPanel = new JPanel();

BoxLayout boxLayout = new BoxLayout(hPanel, BoxLayout.X_AXIS);
hPanel.setlLayout(boxLayout);
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for(int 1 = 1; i <= 3; i++) {
hPanel.add(new JButton("Button " + i));
}

contentPane.add(hPanel, Borderlayout.SOUTH);
frame.pack();
frame.setVisible(true);

}
}
= BoxLayout Test g@
Button 1 Button 2 Button 3

Figure 1-20. A JFrame with a horizontal BoxLayout with three buttons

A BoxLayout tries to give the preferred width to all components in a horizontal layout and the preferred height in
a vertical layout. In a horizontal layout, the height of the tallest component is given to all other components. If it cannot
adjust the height of a component to match the tallest component in the group, it aligns the component horizontally along
the center. You can change this default alignment by setting the component’s alignment or the container alignment by
using the setAlignmentY () method. In a vertical layout, it tries to give the preferred height to all components, and tries
to make the size of all components the same width as the widest component. If it cannot make all components have the
same width, it aligns them vertically along their centerlines. You can change this default alignment by changing either the
component’s alignment or the container’s alignment using the setAlignmentX() method.

The javax. swing package contains a Box class that makes using a BoxLayout easier. A Box is a container that uses
a BoxLayout as its layout manager. The Box class provides static methods to create a container with a horizontal or
vertical layout. The methods createHorizontalBox() and createVerticalBox()create a horizontal and vertical box,
respectively.

// Create a horizontal box
Box hBox = Box.createHorizontalBox();

// Create a vertical box
Box vBox = Box.createVerticalBox();

To add a component to a Box, use its add () method, like so:

// Add two buttons to the horizontal box
hBox.add(new JButton("Button 1");
hBox.add(new JButton("Button 2");

The Box class also allows you to create invisible components and add them to a box, so you can adjust spacing
between two components. It provides four types of invisible components:

e Glue
e  Strut
e Rigid Area
e  Filler
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A glue is an invisible, expandable component. You can create horizontal and vertical glues using the
createHorizontalGlue() and createVerticalGlue() static methods of the Box class. The following snippet of code
uses horizontal glue between two buttons in a horizontal box layout. You can also create a glue component using the
createGlue() static method of the Box class that can expand horizontally as well as vertically.

Box hBox = Box.createHorizontalBox();
hBox.add(new JButton("First"));
hBox.add(Box.createHorizontalGlue());
hBox.add(new JButton("Last"));

The buttons with a glue in between look as shown in Figure 1-21. Figure 1-22 shows them after the container is

expanded horizontally. Notice the horizontal empty space between the two buttons, which is the invisible glue that
has expanded.

First Last

Figure 1-21. A horizontal box with two buttons and a horizontal glue between them

rlgj BoxLayout with Glue [;]@

First Last

Figure 1-22. A horizontal box with two buttons and a horizontal glue between them after resizing

A strut is an invisible component of a fixed width or a fixed height. You can create a horizontal strut using the
createHorizontalStrut() method that takes the width in pixels as an argument. You can create a vertical strut using
the createVerticalStrut() method that takes the height in pixels as an argument.

// Add a 100px strut to a horizontal box
hBox.add(Box.createHorizontalStrut(100));

Arigid area is an invisible component that is always the same size. You can create a rigid area by using the

createRigidArea() static method of the Box class. You need to pass a Dimension object to it to specify its width and
height.

// Add a 10x5 rigid area to a horizontal box
hBox.add(Box.createRigidArea(new Dimesnion(10, 5)));

A filler is an invisible custom component that you can create by specifying your own minimum, maximum, and
preferred sizes. The Filler static nested class of the Box class represents a filler.

// Create a filler, which acts like a glue. Note that the glue is

// just a filler with a minimum and preferred size set to zero and
// a maximum size set to Short.MAX_ VALUE in both directions
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Dimension minSize = new Dimension(0, 0);

Dimension prefSize = new Dimension(0, 0);

Dimension maxSize = new Dimension(Short.MAX VALUE, Short.MAX VALUE);
Box.Filler filler = new Box.Filler(minSize, prefSize, maxSize);

You can get a very powerful layout by nesting boxes with a horizontal and vertical BoxLayout. The Box class
provides convenience methods to create glue, strut, and rigid areas. However, they are all objects of the Box.Filler class.
When the minimum and preferred sizes are set to zero, and the maximum size to Short.MAX VALUE in both directions,
aBox.Filler object acts as a glue. When the maximum height of a glue is set to zero, it acts like a horizontal glue.
When the maximum width of a glue is set to zero, it acts like a vertical glue. You can create a horizontal strut using the
Box.Filler class by using its minimum and preferred sizes of a specified width and zero height, and a maximum size
as the specified width and Short.MAX_VALUE height. Can you think of a way to create a rigid area using the Box.Filler
class? All sizes (minimum, preferred, and maximum) will be the same for a rigid area. The following snippet of code
creates a rigid area of 10x10:

// Create a 10x10 rigid area
Dimension d = new Dimension(10, 10);
JComponent rigidArea = new Box.Filler(d, d, d);

Listing 1-12 demonstrates how to use the Box class and glue. Figure 1-23 shows the resulting JFrame after you
expand it horizontally. When the HFrame is opened, there is no gap between the Previous and Next buttons.

Listing 1-12. A BoxLayout Using the Box Class and Glue

// BoxLayoutGlueTest.java
package com.jdojo.swing;

import java.awt.Container;
import javax.swing.JFrame;
import javax.swing.JButton;
import javax.swing.Box;
import java.awt.BorderLayout;

public class BoxLayoutGlueTest {
public static void main(String[] args) {
JFrame frame = new JFrame("BoxLayout with Glue");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);

Container contentPane = frame.getContentPane();
Box hBox = Box.createHorizontalBox();
hBox.add(new JButton("<<First"));

hBox.add(new JButton("<Previous"));
hBox.add(Box.createHorizontalGlue());
hBox.add(new JButton("Next>"));

hBox.add(new JButton("Last>>"));

contentPane.add(hBox, BorderLayout.SOUTH);

frame.pack();
frame.setVisible(true);
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|£ BoxLayout with Glue [Z]@

<<First <Previous | Next> Last>>

Figure 1-23. A BoxLayout with glue

GridLayout

A GridlLayout arranges components in a rectangular grid of equally sized cells. Each component is placed in exactly
one cell. It does not respect the preferred size of the component. It divides the available space into equally sized
cells and resizes each component to the cell’s size.

You can specify either the number of rows or the number of columns in the grid. If you specify both, only the
number of rows is used, and the number of columns is computed. Suppose ncomponents is the number of components
added to the container, and nrows and ncols are the specified number of rows and columns. If nrows is greater than
zero, the number of columns in the grid is computed using the following formula:

ncols = (ncomponents + nrows - 1)/nrows
If nrows is zero, the number of rows in the grid is computed using the following formula:
nrows = (ncomponents + ncols - 1)/ncols

You cannot specify a negative number for nrows or ncols, and at least one of them must be greater than zero.
Otherwise, a runtime exception is thrown.
You can create a GridLayout using one of the following three constructors of the GridLayout class:

e GridLayout()
e (GridLayout(int rows, int cols)
e (GridLayout(int rows, int cols, int hgap, int vgap)

You can specify the number of rows, the number of columns, a horizontal gap, and a vertical gap between two
cells in the grid. You can also set these properties using the methods setRows (), setColumns (), setHgap(), and
setVgap().

The no-args constructor creates a grid of one row. The number of columns is the same as the number of
components added to the container.

// Create a grid layout of one row
GridLayout gridlLayout = new GridLayout();

The second constructor creates a GridLayout by a specified number of rows or columns.
// Create a grid layout of 5 rows. Specify 0 as the number of columns.
// The number of columns will be computed.
GridLayout gridlLayout = new GridLayout(5, 0);
// Create a grid layout of 3 columns. Specify 0 as the number of rows.

// The number of rows will be computed.
GridLayout gridlLayout = new GridLayout(o, 3);
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// Create a grid layout with 2 rows and 3 columns. You have specified
// a non-zero value for rows, so the value for columns will be ignored.
// It will be computed based on the number of components.

GridlLayout gridlLayout = new GridLayout(2, 3);

The third constructor lets you specify the number of rows or the number of columns, and horizontal and vertical
gaps between two cells. You can create a GridLayout of three rows with a horizontal gap of 10 pixels and a vertical gap
of 20 pixels between cells, as shown:

GridLayout gridlLayout = new GridLayout(3, 0, 10, 20);

Listing 1-13 demonstrates how to use a GridLayout. Note that you do not specify in which cell the component
will be placed. You just add the component to the container and the layout manager decides the placement.

Listing 1-13. Using GridLayout

// GridlLayoutTest.java
package com.jdojo.swing;

import java.awt.GridlLayout;
import javax.swing.JPanel;
import java.awt.Borderlayout;
import javax.swing.JFrame;
import java.awt.Container;
import javax.swing.JButton;

public class GridlLayoutTest {
public static void main(String[] args) {
JFrame frame = new JFrame("GridLayout Test");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();

JPanel buttonPanel = new JPanel();
buttonPanel.setLayout(new GridlLayout(3,0));

for(int 1 = 1; i <= 9 ; i++) {
buttonPanel.add(new JButton("Button " + i));
}

contentPane.add(buttonPanel, BorderLayout.CENTER);
frame.pack();
frame.setVisible(true);

Figure 1-24 shows a container with a GridLayout that has three rows and nine components. Figure 1-25
shows a container with a GridLayout that has three rows and seven components. If you resize the container with a
GridLayout, all components will be resized and they will be of the same size. Try resizing the JFrame by running the
program in Listing 1-13.
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Button 1 Button 2 Button 3
Button 4 Button 5 Button 6
Button 7 Button 8 Button 9

Figure 1-24. A GridLayout with three rows and nine components

rlg] GridLayout Test g@ﬂ
Button 1 Button 2 Button 3
Button 4 Button 5 Button 6
Button 7

Figure 1-25. A GridLayout with three rows and seven components

A GridlLayout is a simple layout manager to code by hand. However, it is not very powerful, for two reasons.
First, it forces each component to have the same size, and second, you cannot specify the row and column number
(or exact location) of a component in the grid. That is, you can only add a component to the GridLayout. They will be
laid out horizontally, and then vertically in the order you add them to the container. If the container’s orientation is
LEFT_TO_RIGHT, components are laid out from left-to-right, and then top-to-bottom. If the container’s orientation is
RIGHT _TO_LEFT, components are laid out from right-to-left, and then top-to-bottom. One good use of the GridLayout
is to create a group of buttons of the same size. For example, suppose you add two buttons with the text OK and Cancel
to a container and want them to have the same size. You can do this by adding the buttons to a container managed by
aGridlLayout layout manager.

GridBagLayout

The GridBaglayout lays out components in a grid of rectangular cells arranged in rows and columns similar to the
GridLayout. However, it is much more powerful than the GridLayout. Its power comes with an added complexity in
its usage. It is not as easy to use as the GridLayout. There are so many things you can customize in the GridBaglLayout
that it becomes hard to learn and use all of its features quickly.

It lets you customize many properties of the components, such as size, alignment, expandability, etc. Unlike the
GridlLayout, all cells of the grid do not have to be of the same size. A component does not have to be placed exactly
in one cell. A component can span multiple cells horizontally as well as vertically. You can specify how a component
inside its cell should be aligned.

The GridBaglayout and GridBagConstraints classes are used while working with a GridBaglLayout layout
manager. Both classes are in the java.awt package. An object of the GridBaglLayout class defines a GridBaglLayout
layout manager. An object of the GridBagConstraints class defines constraints for a component in a GridBaglLayout.
The constraints of a component are used to lay out the component. Some of the constraints include the component’s
position in the grid, width, height, alignment inside the cell, etc.
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The following snippet of code creates an object of the GridBaglLayout class and sets it as the layout manager
for a JPanel:

// Create a JPanel container
JPanel panel = new JPanel();

// Set GridBaglLayout as the layout manager for the JPanel
GridBaglayout gridBaglayout = new GridBaglLayout();
panel.setlLayout(gridBaglLayout);

Let’s use GridBaglLayout in the simplest form: create a frame, set the layout for its content pane to
GridBaglayout, and add nine buttons to the content pane. This is accomplished in Listing 1-14. Figure 1-26 shows
the screen you get when you run the program.

Listing 1-14. A GridBagLayout Used in Its Simplest Form

// SimplestGridBaglayout.java
package com.jdojo.swing;

import javax.swing.JFrame;
import java.awt.Container;
import javax.swing.JButton;
import java.awt.GridBaglayout;

public class SimplestGridBaglLayout {
public static void main(String[] args) {
String title = "GridBaglLayout in its Simplest Form";
JFrame frame = new JFrame(title);
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();
contentPane.setlLayout(new GridBaglLayout());

for(int 1 = 1; i <= 9; i++) {
contentPane.add(new JButton("Button " + i));
}

frame.pack();
frame.setVisible(true);

| £ GridBagLayout in its Simplest Form Q@E
I Button 1 Button 2 Button 3 Button 4 Button 5 Button 6 Button 7 Button 8 I Button 9

Figure 1-26. Nine buttons in a GridBagLayout

At first, it seems that a GridBaglLayout behaves like a FlowLayout. The effect is the same as if you used a
FlowLayout. However, a GridBaglLayout is not the same as a FlowLayout, although it has the ability to work like a
FlowLayout. It is much more powerful (and error prone too!) than a FlowLayout. When you added nine buttons, you
did not specify their cells. You used the contentPane.add(Component c) method to add the buttons. The result was
that it placed one button after another in a single row.
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You can specify the cell in which a component in a GridBaglLayout should be placed. To specify the cell for a
component, you need to call the add(Component c, Object constraints) method, where the second argument
is an object of the GridBagConstraints class. If you do not specify the constraints object for a component in a
GridBaglayout, it places the component in the next cell. The next cell is the cell after the cell that was used to place
the previous component. If you do not use constraints for any components in a GridBaglLayout, all components are
placed in one row, as shown in Figure 1-26. I will discuss more about this when I cover the gridx and gridy properties
of a GridBagConstraints object.

Let’s set the record straight for the GridBaglLayout by showing that it is really a grid layout and that it places
components in a grid of cells. To prove this, you will display nine buttons in the previous example in a grid of cells
with three rows and three columns. This time, there will be only one difference: you will specify the position of the cell
in the grid for the buttons. The combination of the row number and column number denotes the position of a cell in
the grid. All properties for the components and its cells are specified using an object of the GridBagConstraints class.
It has many public instance variables. Its gridx and gridy instance variables specify the column number and row
number of a cell, respectively. The first column is denoted by gridx = 0, the second column by gridx = 1, and so on.
The first row is denoted by gridy = 0, the second row by gridy = 1, and so on.

Which one is the first cell in a grid—the upper-left corner, the upper-right corner, the lower-left corner, or
the lower-right corner? It depends on the orientation of the container. If the container uses the LEFT_TO_RIGHT
orientation, the cell in the upper-left corner of the grid is the first cell. If the container uses the RIGHT_TO_LEFT
orientation, the cell in the upper-right corner of the grid is the first cell. Table 1-1 and Table 1-2 show the cells with
their corresponding gridx and gridy values in a GridBaglayout with different container orientations. These tables
show only nine cells. A GridBagLayout is not limited to having only nine cells. You can have as many cells as you want.
To be exact, you can have a maximum of Integer .MAX_VALUE number of rows and columns, which you will never use
in any application for sure.

Table 1-1. Values of gridx and gridy for Cells in a Container With LEFT_TO_RIGHT Orientation

gridx=0, gridy=0 gridx=1, gridy=0 gridx=2, gridy=0
gridx=0, gridy=1 gridx=1, gridy=1 gridx=2, gridy=1
gridx=0, gridy=2 gridx=1, gridy=2 gridx=2, gridy=2

Table 1-2. Values of gridx and gridy for Cells in a Container with RIGHT _TO_LEFT Orientation

gridx=2, gridy=0 gridx=1, gridy=0 gridx=0, gridy=0
gridx=2, gridy=1 gridx=1, gridy=1 gridx=0, gridy=1
gridx=2, gridy=2 gridx=1, gridy=2 gridx=0, gridy=2

Setting the gridx and gridy properties of a component is easy. You create a constraint object for your
component, which is an object of the GridBagConstraints class; set its gridx and gridy properties; and pass the
constraint object to the add () method when you add your component to the container. The following snippet of
code shows how to set the gridx and gridy properties in a constraint for a JButton. When you call the
container.add(component, constraint) method, the constraint object is copied for the component being added,
so that you can change some of its properties and reuse it for another component. This way, you do not have to create
a new constraint object for each component you add to a GridBaglLayout. However, this approach is error prone.

You may set a constraint for a component and forget to change that when you reuse the constraint object for another
component. So, be careful when you reuse a constraint object.
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// Create a constraint object
GridBagConstraints gbc = new GridBagConstraints();

// Set gridx and gridy properties in the constraint object
gbc.gridx = 0;
gbc.gridy = 0;

// Add a JButton and pass the constraint object as the
// second argument to the add() method.
container.add(new JButton("B1"), gbc);

// Set the gridx property to 1. The gridy property
// remains as 0 as set previously.
gbc.gridx = 1;

// Add another JButton to the container
container.add(new JButton("B2"), gbc);

INTRODUCTION TO SWING

Listing 1-15 demonstrates how to set gridx and gridy values (or cell number) for a component. Figure 1-27

shows the JFrame that you get when you run the program.

Listing 1-15. Setting gridx and gridy Properties for Components in a GridBagLayout

// GridBaglayoutWithgridxAndgridy.java
package com.jdojo.swing;

import java.awt.GridBaglayout;
import java.awt.Container;

import javax.swing.JFrame;

import javax.swing.JButton;

import java.awt.GridBagConstraints;

public class GridBaglayoutWithgridxAndgridy {
public static void main(String[] args) {
String title = "GridBaglayout with gridx and gridy";
JFrame frame = new JFrame(title);
frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);

Container contentPane = frame.getContentPane();
contentPane.setlLayout(new GridBaglLayout());

// Create an object for GridBagConstraints to set
// the constraints for each JButton
GridBagConstraints gbc = new GridBagConstraints();

for(int y = 0; y < 3; y++) {
for(int x = 0; x < 3; x++) {
gbc.gridx = x;
gbc.gridy = y;
String text = "Button (" + x+ ", "+y + ")";
contentPane.add(new JButton(text), gbc);
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frame.pack();

frame.setVisible(true);

rL;J GridBaglayout with gridx and g... g@\

Button (0, 0) Button (1, 0) Button (2, 0)
Button (0, 1) Button (1, 1) Button (2, 1)
Button (0, 2) Button (1, 2) Button (2, 2)

Figure 1-27. A GridBagLayout with nine buttons

You can specify other constraints for a component using a GridBagConstraints object. All constraints in a
GridBagConstraints object are set using one of the instance variables listed in Table 1-3. The class also defines many
constants such as RELATIVE, REMAINDER, etc. Note that all instance variables are in lowercase.

Table 1-3. Instance Variables of the GridBagConstraints Class

Instance Variable

Default Value

Possible Values

Usage

gridx RELATIVE RELATIVE Column number and row
gridy An integer number of the cell in the grid
in which the component is
placed.
gridwidth 1 An integer Number of grid cells used to
gridheight RELATIVE display the component.
REMAINDER
fill NONE BOTH Specifies how the
HORIZONTAL component will fill the
VERTICAL cell(s) allotted to it in the
NONE grid.
ipadx 0 An integer Specifies the internal
ipady padding of a component
that is added to its minimum
size. A negative integer is
allowed, which will decrease
the minimum size of the
component.
insets (0,0,0,0) An Insets object Specifies the external
padding between edges of
the components and its cell
in the grid. Negative values
are allowed.
(continued)
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Table 1-3. (continued)

Instance Variable  Default Value  Possible Values Usage
anchor CENTER CENTER, NORTH, NORTHEAST, EAST, SOUTHEAST, Where in the display area the
SOUTH, SOUTHWEST, WEST, NORTHWEST, component is placed.

PAGE_START, PAGE_END, LINE_START, LINE_END,
FIRST LINE START, FIRST LINE_END,

LAST LINE_START, LAST LINE_END, BASELINE,
BASELINE_LEADING, BASELINE TRAILING,
ABOVE_BASELINE, ABOVE_BASELINE_LEADING,
ABOVE_BASELINE_TRAILING,BELOW_BASELINE,
BELOW_BASELINE_LEADING,

BELOW BASELINE TRAILING

weightx 0.0 A positive double value How the extra space

weighty (horizontally and vertically)
is distributed among the grid
cells when the container is
resized.

The following sections discuss the effects of each constraint in detail.

The gridx and gridy Constraints

The gridx and gridy constraints specify the cell in the grid in which the component is placed. A component can
occupy multiple cells horizontally as well as vertically. All the cells that a component occupies, when taken together,
are known as the display area of the component.

Let’s have a precise definition of the gridx and gridy constraints. They specify the starting cell of the display area
of a component. By default, each component occupies only one cell. I will discuss how to make a component occupy
multiple cells in the next section when I discuss the gridwidth and gridheight constraints. Please refer to Listing 1-15
for more details on setting gridx and gridy constraints values for a component.

You can specify a RELATIVE value for either or both gridx and gridy constraints. If you specify the values for
gridx and gridy (an integer greater than or equal to zero), you decide where the component will be placed. If you
specify either or both constraint values as RELATVE, the layout manager will determine the value for gridx and/or
gridy. If you read the API documentation for the GridBagLayout class, the description of the RELATIVE value for gridx
and/or gridy is not very clear. All it says is that when you specify the value for gridx and/or gridy as RELATIVE, the
component will be placed next to the component that was added before this component. This description in the API
documentation is as clear as mud! The following paragraphs will describe setting the values for gridx and gridy in
full detail with examples.

Case #1

You have specified values for both gridx and gridy. This is the case of absolute positioning in the grid. Your
component is placed according to the value of gridx and gridy that you have specified. You have already seen an
example of this kind in Listing 1-15.
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Case #2

You have specified a value for gridx and you have set the value for gridy to RELATIVE. In this case, the layout manager
needs to determine the value for gridy. Let’s look at an example. Assume that you have three buttons to place in the
grid, and you have a container object whose layout manager is set to a GridBaglLayout. The following snippet of code
adds the three buttons to the grid. Figure 1-28 shows the screen with three buttons.

rli’l GridBag. .. g@

Button 1 Button 3

Button 2

Figure 1-28. Specifying gridx and Setting gridy to RELATIVE

GridBagConstraints gbc = new GridBagConstraints();
JButton bl = new JButton("Button 1");

JButton b2 = new JButton("Button 2");
JButton b3 = new JButton("Button 3");
gbc.gridx = 0;
gbc.gridy = 0;

)
container.add(b1, gbc);

gbc.gridx = 0;
gbc.gridy = GridBagConstraints.RELATIVE;
container.add(b2, gbc);

gbc.gridx = 1;
gbc.gridy = GridBagConstraints.RELATIVE ;
container.add(b3, gbc);

There is no confusion about the placement of the button b1 because you have specified both gridx and gridy
values. It is placed in the first row (gridy = 0) and first column (gridx = 0).

For button b2, you have specified gridx = 0. You want it to be placed in the first column and the result is the
same as you expected. You have specified gridy as RELATIVE for b2. This means that you are telling the GridBaglLayout
to find an appropriate row for b2 by placing it in the first column (gridx = 0). Since the first row is already occupied
by b1 in the first column, the next row available for b2 is the second row and it is placed there.

You have set gridx = 1 for the button b3. This means that it should be placed in the second column. You have
specified its gridy as RELATIVE. It means that the layout manager needs to find a row for it in the second column.
Since the very first row does not have any component placed in the second column, the layout manager places it in
the first row. Where will b3 be placed if you had specified its gridx as 0? Apply the same logic again. Since the first
column already had b1 and b2 in the first row and the second row, respectively, the only next row available for b3 is the
third row and the layout manager would place it just below b2.
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Case #3

You have specified a value for gridy and you have set the value for gridx to RELATIVE. In this case, the layout manager
needs to determine the value for gridx. That is, based on the specified value of the row number, the layout manager
has to determine its column number. Figure 1-29 shows the three buttons laid out when you use the following snippet
of code. The logic to lay out the buttons this way is the same as in the previous example, except that this time the
layout manager decides the column numbers for b2 and b3 instead of their row numbers.

?ug. GridBag... |~ |[O/E3

Button 1 Button 2

-

Button 3

Figure 1-29. Specifying gridy and setting gridx to RELATIVE in a GridBagLayout

gbc.gridx = 0;
gbc.gridy = 0;
container.add(b1, gbc);

gbc.gridx = GridBagConstraints.RELATIVE;
gbc.gridy = 0;
container.add(b2, gbc);

gbc.gridx = GridBagConstraints.RELATIVE;
gbc.gridy = 1;
container.add(b3, gbc);

Case #4

This is the last of the four possibilities in which you specify both gridx and gridy as RELATIVE. The layout manager
has to determine the row number as well as the column number for the component being added. It will determine the
row number first. The row for the component will be the current row. Which row is the current row? By default, the
first row (gridy = 0)is the current row. When you add a component, you can also specify its gridwidth constraint.
One of its values is REMAINDER, which means that this is the last component in the row. If you add a component to
the first row with its gridwidth set to REMAINDER, the second row becomes the current row. Once the layout manager
determines the row number for a component, which is the current row, it will place the component in the column
next to the last component added in that row. The default value for gridx and gridy is RELATIVE. Now you can
understand why Listing 1-14 placed all buttons in the first row, which used RELATIVE as gridx and gridy for all
buttons, by default. Since the default gridwidthis 1, the first row was always the current row. Whenever you added a
button, the first row (the current row) was assigned as its row and its column was the next to the last button added in
that row. Let’s have some examples in which you will set both gridx and gridy to RELATIVE.

Example 1:

The following snippet of code lays out the buttons as shown in Figure 1-30:

gbc.gridx = 0;
gbc.gridy = 0;
container.add(b1, gbc);
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gbc.gridx = GridBagConstraints.RELATIVE;
gbc.gridy = GridBagConstraints.RELATIVE;
container.add(b2, gbc);

gbc.gridx = GridBagConstraints.RELATIVE;

gbc.gridy = 1;
container.add(b3, gbc);

12/ GridBag... (= J(OJE3

Button 1 Button 2

Button 3

Figure 1-30. Specifying Both gridx and gridy as RELATIVE

You used absolute positioning for b1 by specifying its gridx = 0and gridy = 0. It resulted in placing b1 in the
first row and the first column. You have specified both gridx and gridy for b2 as RELATIVE. The layout manager has
to determine the row number and the column number for b2. It looks at the current row, which is the first row by
default. Therefore, it sets b2’s row number to 0. It finds that there is already one component (b1) placed in the first
column. Therefore, it sets the next column, which is the second column, for b2. And here you see b2 placed in the
first row and the second column. It is simple to understand the placement of b3. Since you have specified its
gridy = 1,itis placed in the second row. Its gridx is RELATIVE and since the first column is available in the second
row, it is placed in the first column.

Example 2:

The following snippet of code lays out the buttons as shown in Figure 1-31. Note that the b1 button is placed
in the center of its available space, which is the default behavior. You can customize the placement of a component
inside its allocated space using the anchor property that I will discuss shortly.

Bl e = <

Button 1

Button 2 Button 3

Figure 1-31. Specifying gridx and gridy as RELATIVE with gridwidth as REMAINDER

gbc.gridx = 0;
gbc.gridy = 0;
gbc.gridwidth = GridBagConstraints.REMAINDER;// Last component in the row

container.add(b1, gbc);
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gbc.gridx = GridBagConstraints.RELATIVE;
gbc.gridy = GridBagConstraints.RELATIVE;
gbc.gridwidth = 1; // Reset to the default value
container.add(b2, gbc);

gbc.gridx = GridBagConstraints.RELATIVE; gbc.gridy = 1;
container.add(b3, gbc);

You specified gridx = 0and gridy = 0 for bi. This time, you specified gridwidth for b1 as REMAINDER. This means
that b1 is the last component in the first row. Since this is the only component added to the first row, it becomes the first
and the last component in this row. After b1 is added with its gridwidth as REMAINDER, the second row becomes the
current row. For b2, gridx and gridy are set to RELATIVE. The layout manager will set the second row (gridy = 1) as
its row number. Since there is no component placed in the second row before b2, it will be the first one in the row. This
results in placing b2 in the second row and the first column. Note that you set the value for gridwidth to 1 for b2 and b3.
Determining the position of b3 is simple. Since you specified its gridy to 1 (the second row), it is placed in the second
row. Its gridx is RELATIVE. Since b2 is already in the first column, it is placed in the second column.

The gridwidth and gridheight Constraints

The gridwidth and gridheight constraints specify the width and height of the display area of a component,
respectively. The default value for both is 1. That is, by default, a component is placed in one cell. If you specify
gridwidth = 2 for a component, its display area will be two cells wide. If you specify gridheight = 2fora
component, its display area will be two cells high. If you have worked with HTML tables, you can compare gridwidth
with colspan and gridheight with rowspan properties of a cell of an HTML table.

You can specify two predefined constants for gridwidth and gridheight. They are REMAINDER and RELATIVE. The
REMAINDER value for gridwidth means that the component will span from its gridx cell to the remainder of the row.
In other words, it is the last component in the row. The REMAINDER value for the gridheight indicates that it is the last
component in the column. The RELATIVE value for gridwidth indicates that the width of the display area of the
component will be from its gridx to the second last cell in the row. The RELATIVE value for gridheight indicates that
the height of the display area of the component will be from its gridy to the second last cell. Let’s take an example of
each kind for gridwidth. You can extend this concept for gridheight. The only difference is that the gridwidth affects
the width of a component’s display area, whereas the gridheight affects the height.

The following snippet of code adds nine buttons to a container—three in the first row and six in the second row:

// Expand the component to fill the whole cell
gbc.fill = GridBagConstraints.BOTH;

ghc.gridx = 0;
gbc.gridy = 0;
container.add(new JButton("Button 1"), gbc);
gbc.gridx = 1;
gbc.gridy = 0;
gbc.gridwidth = GridBagConstraints.RELATIVE;

container.add(new JButton("Button 2"), gbc);
gbc.gridx = GridBagConstraints.RELATIVE; gbc.gridy = 0;

gbc.gridwidth = GridBagConstraints.REMAINDER;
container.add(new JButton("Button 3"), gbc);
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// Reset gridwidth to its default value 1
gbc.gridwidth = 1;

// Place six JButtons in second row
gbc.gridy = 1;
for(int 1 = 0; i < 6; i++) {
gbc.gridx = i;
container.add(new JButton("Button " + (i + 4)), gbc);

The very first statement is new to you. It sets the fill instance variable of GridBagConstraints to BOTH, which
indicates that the components added to cells will be expanded in both directions (horizontally and vertically) to fill
the entire cell area. I will discuss this in more detail later. The first button is placed in the first row and the first column.

The second button is placed in the first row and the second column. Its gridwidth is set to RELATIVE, which
means it will span from the second column (gridx = 1) to the second to last column in the row. Which column is the
last column in the first row? You do not know yet. You must look at all components that are added to a GridBagLayout
to find out the maximum number of rows and columns in the grid. For now, you know that the second button starts in
the second column, but you do not know in which column it will end (or up to what column it will extend).

Let’s look at the third button. You have specified its gridy = 0, which means that it should be placed in the first
row. You have set its gridx to RELATIVE, which means that it will be placed after the second button in the first row.
You have set its gridwidth value as REMAINDER, which means this is the last component in the first row. There is an
interesting point to note. The second button will expand as needed from the second column to the second to last
column. You are saying that the third button is the last component in the first row and it should occupy the rest of the
cells. The result is that there will always be only one cell (the last cell) left for the third button because of the greedy
value of RELATIVE for the gridwidth of the second button.

In the second row, you have added six buttons. The total number of cells in each row is decided by the maximum
number of columns in a row. Therefore, each row (first and second) will have six cells. You have set the gridwidth to its
default value of 1, so each button in the second row will occupy only one cell. In the first row, the first button occupies
one cell, the third one occupies one cell, and the second one occupies the remaining four, as shown in Figure 1-32.

-

= GridBagLayout gridwidth and gridheight Test g@
Button 1 Button 2 Button 3

Button 4 Button 5 Button 6 Button 7 Button 8 Button 9

Figure 1-32. Specifying gridwidth and gridheight

The fill Constraint

A GridBaglayout gives the preferred width and height to each component. The width of a column is decided by the
widest component in the column. Similarly, the height of a row is decided by the highest component in the row. The
fill constraint value indicates how a component is expanded horizontally and vertically when its display area is bigger
than its size. Note that the fill constraint is only used when the component’s size is smaller than its display area.

The fill constraint has four possible values: NONE, HORIZONTAL, VERTICAL, and BOTH. Its default value is NONE,
which means “do not expand the component.” The value HORIZONTAL means “expand the component horizontally
to fill its display area.” The value VERTICAL means “expand the component vertically to fill its display area.” The value
BOTH means “expand the component horizontally and vertically to fill its display area.”
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The following snippet of code adds nine buttons to a grid of three rows and three columns, as shown in Figure 1-33.

*’@ GridBaglLayout fill Test g@w

Button 1 | Button 2 Button 3

Button 4 This is a big Button 5 Button 6

Button 7 Button 8 Button 9

Figure 1-33. Specifying the fill constraint for a component in a GridBagLayout

gbc.gridx = 0; gbc.gridy =
container.add(new JButton("Button 1"), gbc);
gbc.gridx = 1; gbc.gridy =
container.add(new JButton("Button 2"), gbc);
gbc.gridx = 2; gbc.gridy =
container.add(new JButton("Button 3"), gbc);

gbc.gridx = 0; gbc.gridy = 1;
container.add(new JButton("Button 4"), gbc);
gbc.gridx = 1; gbc.gridy = 1;
container.add(new JButton("This is a big Button 5"), gbc);
gbc.gridx = 2; gbc.gridy = 1;
container.add(new JButton("Button 6"), gbc);
gbc.gridx = 0; gbc.gridy = 2;
container.add(new JButton("Button 7"), gbc);
gbc.gridx = 1; gbc.gridy =

gbc.fill = GridBagConstraints.HORIZONTAL;
container.add(new JButton("Button 8"), gbc);
gbc.gridx = 2; gbc.gridy =

gbc.fill = GridBagConstraints.NONE;
container.add(new JButton("Button 9"), gbc);

The fifth button decides the width of the second column because it is the widest JButton in that column. Note the
empty space in the second column of the first row. It has empty space because for the second button the fill value is
NONE, which is the default and the second button was not expanded to take the entire width of its display area. It was
left to its preferred size. Look at the eighth button. You specified that it should expand horizontally, and it did so to
match the width of its display area.

The ipadx and ipady Constraints

The ipadx and ipady constraints are used to specify internal padding for a component. They increase the preferred
size and the minimum size of the component. By default, both constraints are set to zero. Negative values are allowed.
The negative value for these constraints will decrease the component’s preferred and minimum size. If you specify the
value for ipadx, the component’s preferred and minimum width will be increased by 2*ipadx. Similarly, if you specify
the value for ipady, the component’s preferred and minimum height will be increased by 2*ipady. These options are
rarely used. The values for ipadx and ipady are specified in pixels.
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The insets Constraints

The insets constraint specifies the external padding around the component. It adds spaces around the component.
You specify the insets value as an object of the java.awt.Insets class. It has one constructor called

Insets(int top, int left, int bottom, int right). You can specify the padding for all four sides of the
component. By default, the value for insets is set to an Insets object with zero pixels on all four sides. The following
snippet of code adds nine buttons in a 3X3 grid with five pixels insets on all four sides for all buttons. The resulting
layout is shown in Figure 1-34. Note that you have specified the fil1 constraint as BOTH for all buttons but you still see
the gap between adjacent buttons because of their insets constraints. The insets constraints tell the layout manager
to leave a space between the edge of the component and the edge of the display area.

=%

[£] GridBagLayout insets Test

Button 1 Button 2 Button 3
Button 4 Button 5 Button 6
Button 7 Button 8 Button 9

Figure 1-34. Specifying insets for components in a GridBagLayout

gbc.fill = GridBagConstraints.BOTH;
gbc.insets = new Insets(5, 5, 5, 5);
int count = 1;
for(int y = 0; y < 3; y++) {
gbc.gridy = y;
for(int x = 0; x < 3; x++) {
gbc.gridx = x;
container.add(new JButton("Button

+ count++), gbc);

The anchor Constraint

The anchor constraint specifies where a component should be placed within its display area when its size is smaller
than that of its display area. By default, its value is set to CENTER, which means that the component is centered within
its display area.

There are many constants defined in the GridBagConstraints class that can be used as a value for the anchor
constraint. All constants can be categorized in three categories: absolute, orientation-based, and baseline-based.

The absolute values are NORTH, SOUTH, WEST, EAST, NORTHWEST, NORTHEAST, SOUTHWEST, SOUTHEAST, and CENTER.
Figure 1-35 shows how a component is placed inside a cell with different absolute anchor values. Note that all nine
components in the figure have their fill constraint set to NONE.
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| NORTHWEST l | NORTH NORTHEAST
WEST CENTER EAST
I SOUTHWEST SOUTH SOUTHEAST

Figure 1-35. Absolute anchor values and their effects on component location in the display area

The orientation-based values are used based on the ComponentOrientation property of the container. They are
PAGE_START, PAGE_END, LINE_START, LINE_END, FIRST LINE START, FIRST LINE END, LAST LINE START, and
LAST_LINE_END. Figure 1-36 and Figure 1-37 show the effects of using orientation-based anchor values when the
container’s orientation is set to LEFT_TO_RIGHT and RIGHT_TO_LEFT. You may notice that the orientation-based values
adjust themselves according to the orientation used by the container.

FIRST_LINE_START PAGE_START FIRST_LINE_END
LINE_START CENTER LINE_END
LAST_LINE_START PAGE_END LAST_LINE_END

Figure 1-36. Orientation-based anchor values and their effects when the container’s orientation is LEFT_TO_RIGHT

FIRST_LINE_END PAGE_START FIRST_LINE_START
LINE_END CENTER LINE_START
LAST_LINE_END PAGE_END LAST_LINE_START

Figure 1-37. Orientation-based anchor values and their effects when the container’s orientation is RIGHT _TO_LEFT
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The baseline-base anchor’s values are used when you want to align the components in a row along their baseline.
What is the baseline of a component? The baseline is relative to text. It is an imaginary line on which the characters
of the text rest. A component may have a baseline. Generally, the baseline for a component is the distance in pixels
between its top edge and the baseline of the text it displays. You can get the baseline value for a component by
using its getBaseline(int width, int height) method. Note that you need to pass the width and height of the
component to get its baseline. Not every component has a baseline. If a component does not have a baseline, this
method returns -1. Figure 1-38 shows three components, a JLabel, a JTextField and a JButton, that are aligned
along their baseline in a row in a GridBaglLayout.

| £ GridBagLayout Baseline anchor v... E]@

Nnme;[_\,_rnleramp__r_l_an hF'rF'! Save

Baseline

Figure 1-38. A JLabel, a JTextField, and a JButton aligned along their baselines

Each rowin a GridBaglLayout can have a baseline. Figure 1-38 shows the baseline for a row that has three
components. A solid horizontal line in the figure indicates the baseline. Note that this solid horizontal baseline
is an imaginary line and it does not really exist. It is shown only to demonstrate the baseline concept. A row in a
GridBaglayout has a baseline only if at least one component has a valid baseline and whose anchor value is BASLINE,
BASELINE_LEADING, or BASELINE_TRAILING. Figure 1-39 shows some of the baseline-based anchor values in action.
Table 1-4 lists all possible values and their descriptions.

L GridBagLayout Baseline anchor values :@ |
RASFL INF BASFIINF | FAMNG | RASF]INF_TRAN ING
= ; x Baseline forthe first row
BASELINE. ABOVE_BASELINE_TRAILING
BELOW _BASELINE_LEADING Baseline for the second row

Figure 1-39. Some baseline-based anchor values in action

Table 1-4. List of Baseline-Based Anchor’s Values and Descriptions

Baseline-Based Anchor Values  Vertical Alignment Horizontal Alignment
BASELINE Row baseline Center
BASELINE_LEADING Row baseline Aligned along the leading edge**
BASELINE_TRAILING Row baseline Aligned along the trailing edge***
ABOVE_BASELINE Bottom edge touches baseline of the Center
starting row
ABOVE_BASELINE_LEADING Bottom edge touches baseline of the Aligned along the leading edge**
starting row*
ABOVE_BASELINE_TRAILING Bottom edge touches baseline of the Aligned along the trailing edge***
starting row
(continued)
46

www.it-ebooks.info


http://www.it-ebooks.info/

Table 1-4. (continued)

CHAPTER 1 * INTRODUCTION TO SWING

Baseline-Based Anchor Values

Vertical Alignment

Horizontal Alignment

BELOW_BASELINE

BELOW_BASELINE_LEADING

BELOW_BASELINE_TRAILING

Top edge touches baseline of the
starting row*

Top edge touches baseline of the
starting row

Top edge touches baseline of the
starting row*

Center

Aligned along the leading edge**

Aligned along the trailing edge***

*starting row: The phrase “starting row” applies only when a component spans multiple rows. Otherwise, read it as the
row in which the component is placed. If a row has no baseline, the component is vertically centered

**Leading edge is left edge for LEFT_TO_RIGHT orientation and right edge for RIGHT_TO_LEFT orientation

***Trailing edge is right edge for LEFT_TO_RIGHT orientation and left edge for RIGHT_TO_LEFT orientation

The weightx and weighty Constraints

The weightx and weighty constraints control how the extra space in the container is distributed among rows and
columns. The default values for weightx and weighty are zero. They can have any non-negative value.

Figure 1-40 shows a JFrame using the GridBaglLayout with nine buttons. Figure 1-41 shows the same JFrame
expanded horizontally and vertically.

rlg] GridBaglayout weigh. .. E][@w

Button 1 Button 2 Button 3
Button 4 Button 5 Button 6
Button 7 Button 8 Button 9

Figure 1-40. A JFrame with a GridBagLayout having nine buttons with no extra spaces

|£: GridBagLayout weightx and weighty T... E]@

Button 1 Button 2 Button 3
Button 4 Button 5 Button 6
Button 7 Button 8 Button 9

Figure 1-41. A JFrame with a GridBagLayout having nine buttons after resizing
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Notice the extra spaces generated around the group of buttons. You have set the fill constraint as BOTH for all
buttons, so all buttons represent the grid of cells in the GridBaglLayout. The weightx and weighty constraints were left
to their default values of zero. When all the components have their weightx and weighty constraints set to zero, any
extra space in the container appears between the edge of the container and the edge of the grid of cells.

The weightx value determines the distribution of extra horizontal space among the columns, whereas the
weighty value works on distributing the extra vertical space among rows. If all components have the same weightx
and weighty, extra space is distributed equally among them. Figure 1-42 shows all nine buttons when their weightx
and weighty are set to 1.0. You could have set any positive values for weightx and/or weighty. Aslong as they are the
same for all components, extra space will be distributed equally among them.

1= GridBaglayout weightx and weighty Test Q@
Button 1 Button 2 Button 3
Button 4 Button 5 Button 6
Button 7 Button 8 Button 9

Figure 1-42. A JFrame with a GridBagLayout having nine buttons after resizing. All buttons have their weightx and
weighty set to 1. Extra space is distributed among the display area of all buttons equally

Here is how the extra space for each column is computed based on the weightx values. Suppose a container
with a GridBaglayout is expanded horizontally to make ES pixels of additional space available. Suppose there are
three columns in the grid with three rows. The layout manager will find the maximum value of weightx value for the
components in each column. Suppose cwx1, cwx2, and cwx3 are the maximum values for weightx for column 1,
column 2, and column 3, respectively. Column 1 will get (cwx1 * ES)/(cwx1 + cwx2 + cwx3) amount of the
additional space. Column 2 will get (cwx2 * ES)/(cwx1 + cwx2 + cwx3) amount of the additional space. Column 3
will get (cwx3 * ES)/(cwxl + cwx2 + cwx3) amount of the additional space. It is necessary to compute the extra
space given to a column by using the maximum weightx value in that column to maintain the grid of cells. The
computation for distributing extra vertical space among the cells using weighty is similar

Tip The weightx and weighty constraints affect the size of the display area of a component and the size of the
component itself. It is customary to use a value between 0.0 and 1.0 for weightx and weighty. However, you can use any
non-negative value. The size of the component is affected by other constraints such as fill, gridwidth, gridheight,
etc. If you want your component to expand as the extra space becomes available, you need to set its fill constraint to
HORIZONTAL, VERTICAL, or BOTH. You can also set the constraints for a component in a GridBagLayout after you have
added it to the container by using the setConstraints(Component c, GridBagConstraints cons) method of the
GridBaglayout class.
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SpringLayout

An instance of the SpringlLayout class in the javax. swing package represents a SpringlLayout manager. Recall that the
job of a layout manager is to compute four properties (x, y, width, and height) of components in a container. In other
words, it is responsible for positioning the components inside the container and computing their size. A SpringlLayout
manager represents these four properties of a component in terms of springs. It is cumbersome to code by hand. It is
meant for GUI builder tools. I will cover the basics of this layout in this section by hand-coding some simple examples.

What is a spring? In the context of a SpringlLayout manager, you can think of a spring the same way as a
mechanical spring, which can be stretched, compressed, or stay in its normal state. An object of the Spring class
represents a spring in a SpringlLayout. A Spring object has four properties: minimum, preferred, maximum, and
current value. You can think of these four properties as its four types of length. A spring has its minimum value when
it is most compressed. In its normal state (neither compressed nor stretched), it has its preferred value. In its most
stretched state, it has its maximum value. Its value at any given point in time is its current value. When the minimum,
preferred, and maximum values of a spring are the same, it is known as a strut.

How do you create a spring? The Spring class has no public constructors. It contains factory methods to create
springs. To create a spring or strut from scratch, you can use its overloaded constant () static method. You can also
create a spring using the width or height of a component. The minimum, preferred, and maximum values of the
spring are set from the corresponding values of the width or height of the component

// Create a strut of 10 pixels
Spring strutPadding = Spring.constant(10);

// Create a spring having 10, 25 and 50 as its minimum,
// preferred, and maximum value respectively.
Spring springPadding = Spring.constant(10, 25, 50);

// Create a spring from the width of a component named c1
Spring s1 = Spring.width(c1);

// Create a spring from the height of a component named c1
Spring s2 = Spring.height(c1);

The Spring class has some utility methods that let you manipulate spring properties. You can create a new spring
by adding two springs using the sum() method, like so:

// Assuming that s1 and s2 are two springs
Spring s3 = Spring.sum(s1, s2);

The computation sum is not performed at the time the statement is executed. Rather, the spring s3 stores the
references of s1 and s2. Whenever s1, s2, or both change, the value for s3 is computed. In this case, s3 behaves as if
you have connected springs s1 and s2 in series.

You can also create a spring by subtracting one spring from another. However, you do not have a method named
subtract(). There is a method called minus () that gives you the negative of a spring. You can use the combination of
the sum() and minus () methods to perform a subtraction, like so:

// Perform s1 - s2, which is the same as s1 + (-s2)
Spring s4 = Spring.sum(sl, Spring.minus(s2));
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To get the maximum of two springs s1 and s2, you can use Spring.max(s1, s2).Note that there is no
corresponding method called min(). However, you can simulate it by using the combination of the minus () and max()
methods, like so:

// Minimum of 2 and 5 is the minus of the maximum of -2 and -5.

// To get the minimum of two spring s1 and s2, you can use minus

// of maximum of -s1 and -s2

Spring min = Spring.minus(Spring.max(Spring.minus(s1), Spring.minus(s2)));

You can also get a fraction of another spring using the scale() method. For example, if you have a spring s1
and you want to create a spring that is 40% of its value, you can do so by passing 0.40f as the second argument to the

scale() method, like so:

String fractionSpring = Spring.scale(s1, 0.40f);

Tip You cannot change the minimum, preferred, and maximum values of a spring after you have created it. You can
set its current value by using its setvalue() method.

You just had a great deal of discussion about springs. It is time to see them in action. How do you add a
component to a container with a Springlayout? In the simplest form, you use the add() method of the container
to add a component. Listing 1-16 sets the layout for the content pane of a JFrame to a SpringlLayout and adds two
buttons to it. Figure 1-43 shows the JFrame when you run the program.

Listing 1-16. The Simplest SpringLayout

// SimplestSpringlayout.java
package com.jdojo.swing;

import java.awt.Container;
import javax.swing.JFrame;
import javax.swing.Springlayout;
import javax.swing.JButton;

public class SimplestSpringlLayout {
public static void main(String[] args) {
JFrame frame = new JFrame("Simplest Springlayout");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();

// Set the content pane's layout as Springlayout
Springlayout springlayout = new SpringlLayout();
contentPane.setlLayout(springlayout);

// Add two JButtons to the content pane

JButton b1 = new JButton("Button 1");

JButton b2 = new JButton("Little Bigger Button 2");
contentPane.add(b1);

contentPane.add(b2);
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frame.pack();
frame.setVisible(true);

V@I SE]@‘

Figure 1-43. The JFrame when you run the SimplestSpringLayout class

Figure 1-43 shows that you see only the title bar of the JFrame. When you expand the JFrame, you see the screen
as shown in Figure 1-44. Note that both of your buttons are in the JFrame. However, they overlap. The simplest
Springlayout example may be the simplest to code; however, it is not that simple to see the result.

*@ Simplest SpringlLayout E]@ "*

Button 1 1 Button 2

Figure 1-44. After expanding the JFrame when you run the SimplestSpringLayout class

So, what was wrong with your simplest SpringlLayout example? I mentioned that a SpringlLayout was hard to
hand code and you saw it now! You used the pack() method on the frame to give it an optimal size. But your frame
is shown with no display area. When you use a Springlayout, you must specify the x, y, width, and height for all
components and the container. It is too much work for developers, and this is why I stated that this layout manager is
meant for a GUI builder, not for coding by hand.

Let’s examine the screens shown in Figure 1-43 and Figure 1-44 one more time. You see that the container got
a position (x and y) and the buttons got size (width and height). A JFrame is displayed at (0, 0) by default, and this
is how you see the position for the container (in fact, your container is a content pane). Buttons get their default
minimum, preferred, and maximum size (all set to the same value) and this is how you see the buttons after you
expand the screen. By default, a Springlayout positions all components at (0, 0) within the container. In this case,
both buttons are positioned at (0, 0). To fix this problem, specify the x, y, width, and height of two buttons and the
content pane.

A Springlayout uses constraints to arrange components. An object of the Constraints class, which is a static
inner class of the SpringlLayout class, represents constraints for a component and the container. A Constraints
object lets you specify x, y, width, and height of a component using its methods. All four properties must be specified
in terms of a Spring object. When you specify these properties, you need to specify them using one of the constants
defined in the Springlayout class, listed in Table 1-5.
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Table 1-5. List of Constants Defined in the SpringLayout Class

Constant Name Description

NORTH It is synonymous with y. It is the top edge of the component.

WEST It is synonymous with x. It is the left edge of the component.

SOUTH It is the bottom edge of the component. Its value is the same as NORTH + HEIGHT.
EAST It is the right edge of the component. It is the same as WEST + WIDTH.

WIDTH The width of the component.

HEIGHT The height of the component.

HORIZONTAL_CENTER It is the horizontal center of the component. It is the same as WEST + WIDTH/2.
VERTICAL_CENTER It is the vertical center of the component. It is the same as NORTH + HEIGHT/2.
BASELINE It is the baseline of the component.

You can set the x and y constraints of a component relative to the container or to another component. An object
of the Constraints class specifies the constraints for a component. You need to create an object of the SpringlLayout.
Constraints class and use its methods to set the constraints’ values. When you add a component to a container, pass
this constraint object to the add () method. Listing 1-17 sets the x and y constraints for the two buttons. Note that the
values (10, 20) and (150, 20) are specified in terms of Spring objects and they are measured from the edges of the
content pane. Figure 1-45 shows the screen when you run the program and after you expand the JFrame.

Listing 1-17. Setting x and y Constraints for Components

// Springlayout2.java
package com.jdojo.swing;

import javax.swing.Springlayout;
import java.awt.Container;
import javax.swing.JFrame;
import javax.swing.JButton;
import javax.swing.Spring;

public class Springlayout2 {
public static void main(String[] args) {
JFrame frame = new JFrame("SpringlLayout2");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();

// Set the content pane's layout to a Springlayout
Springlayout springlayout = new SpringlLayout();
contentPane.setlLayout(springlLayout);

// Add two JButtons to the content pane
JButton bl = new JButton("Button 1");
JButton b2 = new JButton("Little Bigger Button 2");
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// Create Constraints objects for b1 and b2
SpringlLayout.Constraints bic = new SpringlLayout.Constraints();
Springlayout.Constraints b2c = new Springlayout.Constraints();

// Create a Spring object for y value for bi and b2
Spring yPadding = Spring.constant(20);

// Set (10, 20) for (x, y) for b1
bic.setX(Spring.constant(10));
bic.setY(yPadding);

// Set (150, 20) for (x, y) for b2
b2c.setX(Spring.constant(150));
b2c.setY(yPadding);

// Use the Constraints object while adding b1 and b2
contentPane.add(b1, bic);
contentPane.add(b2, b2c);

frame.pack();
frame.setVisible(true);

~

[£] Simplest SpringlLayout2 :]@ o

! Button 1

‘ Little Bigger Button 2 ‘

Figure 1-45. After expanding the JFrame when the (x, y) are set for two buttons

INTRODUCTION TO SWING

You have not fixed the size of the JFrame yet. When you run the program, the JFrame is still displayed with no
display area. At least the two buttons are not overlapping this time. You picked an arbitrary value of 150 pixels as the
value of x for b2. That is, the left edge of b2 is 150 pixels from the left edge of the content pane. There is a way to specify
that the left edge of b2 should be at a specified distance from the right edge of b1. To achieve this, you need to add b1
to the container first. When you add a component to the container, Springlayout associates a Constraints object to
the component, irrespective of whether you pass a constraints object to the add() method of the container or not. You
can get the constraint for any edge for a component using the getConstraint(String edge, Component c) method
of the SpringlLayout class. The following snippet of code does the same. It sets (x, y) for b1 to (10, 20) and sets (x, y) for
b2 to (b1’s right edge + 5, 20). If you replace the code for adding two buttons in Listing 1-17 with the following snippet
of code, b2 will appear 10 pixels right of b1:

// Create a Spring object for y value for bl and b2

Spring yPadding

// Set (10, 20)

bic.setX(Spring.

= Spring.constant(20);

for (x, y) for b1
constant(10));

bic.setY(yPadding);
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// Add b1 to the content pane first
contentPane.add(b1, bic);

// Now query the layout manager for bi's EAST constraint,
// which is the right edge of b1
Spring biRight = springlayout.getConstraint(Springlayout.EAST, b1);

// Add a 5-pixel strut to the right edge of bl to define the
// left edge of b2 and set it using setX() method on b2c
Spring b2left = Spring.sum(biRight, Spring.constant(5));
b2c.setX(b2Left);

b2c.setY(yPadding);

// Now add b2 to the content pane
contentPane.add(b2, b2c);

There is an easier and more intuitive way to set the constraints for components in a SpringlLayout. First, add
all components to the container without worrying about their constraints and then define the constraints using the
putConstraint() method of the SpringlLayout class. Here are two versions of the putConstraint() method:

e void putConstraint(String targetEdge, Component targetComponent, int padding,
String sourceEdge,Component sourceComponent)

e void putConstraint(String targetEdge, Component targetComponent, Spring padding,
String sourceEdge, Component sourceComponent)

The first version uses a strut. The third argument (int padding) defines a fixed spring, which will behave as a strut
(a fixed distance) between the edges of two components. The second version uses a spring instead. You can read the
method description as, “The targetEdge of the targetComponent is at a padding distance from the sourceEdge of the
sourceComponent”” For example, if you want the left edge of b2 to be 5 pixels from the right edge of b1, you call this method:

// Set b2's left edge 5 pixels from bi's right edge
springlayout.putConstraint(SpringlLayout.WEST, b2, 5,
Springlayout.EAST, b1);

To set the left edge of b1 (left edge defines the x value) 10 pixels from the left edge of the content pane, you use

springlayout.putConstraint(SpringlLayout.WEST, b1, 5,
SpringlLayout.WEST, contentPane);

Let’s go back to the sizing problem of your JFrame when you call its pack () method. You need to set the position
for the bottom and right edges for the content pane so that the pack () method will resize it correctly. You set its
bottom edge to 10 pixels below the bottom edge of b1 (or b2, whichever is the closest to its bottom edge). In this
example, both are at the same distance from the bottom edge of the content pane. You set its right edge 10 pixels from
the right edge of b2, which is the rightmost JButton in the content pane. The following snippet of code does this:

// Set the bottom edge of the content pane
springlayout.putConstraint(SpringlLayout.SOUTH, contentPane, 10,
Springlayout.SOUTH, b1);

// Set the right edge of the content pane

springlLayout.putConstraint(SpringlLayout.EAST, contentPane, 10,
Springlayout.EAST, b2);
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Listing 1-18 contains the complete program and Figure 1-46 shows the JFrame when you run the program.

Listing 1-18. Using the putConstraint() Method of the SpringLayout Class

// NiceSpringlayout.java
package com.jdojo.swing;

import javax.swing.JFrame;
import java.awt.Container;
import javax.swing.Springlayout;
import javax.swing.JButton;

public class NiceSpringlayout {
public static void main(String[] args) {
JFrame frame = new JFrame("SpringlLayout2");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();

// Set the content pane's layout to a Springlayout
Springlayout springlayout = new Springlayout();
contentPane.setlLayout(springlayout);

// Create two JButtons
JButton b1l = new JButton("Button 1");
JButton b2 = new JButton("Little Bigger Button 2");

// Add two JButtons without using any constraints
contentPane.add(b1);
contentPane.add(b2);

// Now add constraints to both JButtons

// Set x for bl as 10

springlayout.putConstraint(SpringlLayout.WEST, b1, 10,
Springlayout.WEST, contentPane);

// Set y for b1l as 20

springlLayout.putConstraint(SpringlLayout.NORTH, b1, 20,
SpringlLayout.NORTH, contentPane);

// Set x for b2 as 10 from the right edge of b1

springlayout.putConstraint(SpringlLayout.WEST, b2, 10,
Springlayout.EAST, b1);

// Set y for b1 as 20

springlayout.putConstraint(SpringlLayout.NORTH, b2, 20,
SpringlLayout.NORTH, contentPane);

/* Now set height and width for the content pane as the bottom
edge of bl + 10 and right edge of b2 + 10. Note that source
is b1 for content pane's height and b2 for its width

*/
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// Set the bottom edge of the content pane
springlayout.putConstraint(SpringlLayout.SOUTH, contentPane, 10,
SpringlLayout.SOUTH, b1);

// Set the right edge of the content pane
springlayout.putConstraint(Springlayout.EAST, contentPane, 10,
SpringlLayout.EAST, b2);

frame.pack();
frame.setVisible(true);

}
}
|= SpringLayout2 Q@
Button 1 | Little Bigger Button 2

Figure 1-46. Nice SpringLayout with the JFrame sized automatically

Springlayout is a very powerful layout to mimic many complex layouts. The following snippet of code has some
more examples. The comments explain what it is supposed to do.

// Place a JButton bl horizontally centered at the top of the content pane, you
// would set its constraints as below. Replace HORIZONTAL_CENTER with
// VERTICAL_CENTER to center the JButton vertically
springlayout.putConstraint(SpringlLayout.HORIZONTAL CENTER, north, o,
Springlayout.HORIZONTAL CENTER,
contentPane);

// You can set the width of two JButtons, bl and b2, to be the same by

// assigning the maximum width to the both of them. Assuming that you have
// already added b1 and b2 JButtons to the container
Springlayout.Constraints bic = springlayout.getConstraints(b1);
Springlayout.Constraints b2c = springlayout.getConstraints(b2);

// Get a spring that represents the maximum of the width of b1 and b2,
// and set that spring as width for both b1 and b2

Spring maxWidth = Spring.max(bilc.getWidth(), b2c.getWidth());
bic.setWidth(maxWidth);

b2c.setWidth(maxWidth);

GroupLayout

The Grouplayout is in the javax.swing package. It is meant to be used by GUI builders. However, it is easy enough to
be hand-coded as well.

A Grouplayout uses the concept of a group. A group consists of elements. An element of a group may be a
component, a gap, or another group. You can think of a gap as an invisible area between two components.
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You must understand the concept of groups before using a GroupLayout. There are two types of groups:
e  Sequential group
e  Parallel group

When the elements in a group are placed in series, one after another, it is called a sequential group. When the
elements in a group are placed in parallel, it is called a parallel group. A parallel group aligns its elements in one of
the four ways—baseline, centered, leading, and trailing. In a GroupLayout, you need to define the layout for each
component twice—once along the horizontal axis and once along the vertical axis. That is, you need to specify
separately how all components form a group horizontally and vertically. Let’s look at some examples of groups.
Figure 1-47 shows a group of two components.

»

» Horizontal Axis

C1

C2

v
Vertical Axis

Figure 1-47. Two components, C1 and C2, form a sequential group along the horizontal axis and a parallel group
along the vertical axis

In Figure 1-47, the two axes have been shown only for discussion purpose and they are not part of the layout.
Components are placed one after another (left to right), forming a sequential group along the horizontal axis. They
form a parallel group along the vertical axis. Along the vertical axis, in the parallel group, the two components are
aligned along their top edges. If you have a problem visualizing the sequential and parallel groups along the horizontal
and vertical axes, you can redraw Figure 1-47 as Figure 1-48. The two dashed arrows in the horizontal direction (left to
right) represent C1 and C2 when you visualize their grouping in the horizontal direction. You can see that two arrows
are in series and therefore C1 and C2 form a sequential group along the horizontal axis. The two dashed arrows in the
vertical direction (top to bottom placed left of the component C1) represent C1 and C2 when you visualize them along
the vertical axis. You can see that these two arrows are not in series. Rather, they are in parallel. Therefore, C1 and C2
form a parallel group along the vertical axis. You need to figure out the alignment for a parallel group. In this case,

C1 and C2 are aligned along their top edges, which is called leading alignment in the GroupLayout terminology.

» Horizontal Axis

- - Vertically aligned at the top (LEADING)

v
Vertical Axis

Figure 1-48. Groupings for components C1 and C2
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What are the other possible alignments for C1 and C2? There are four possible alignments in a parallel group:
baseline, centered, leading, and trailing. If the parallel group occurs along the vertical axis, all four types of alignment
are possible. If the parallel group occurs along the horizontal axis, only three alignments (centered, leading, and
trailing) are possible. Along the vertical axis, leading is the same as top edge, trailing is the same as bottom edge.
Along the horizontal axis, leading is left edge if the component orientation is LEFT_TO_RIGHT, and it is right edge if the
component orientation is RIGHT_TO_LEFT. Figure 1-49 and Figure 1-50 show the possible alignments along the vertical
and horizontal axes. The alignment is shown by dashed lines. Note that along the vertical axis, the alignment line is
horizontal and along horizontal axis, it is vertical. The four constants in the GroupLayout.Alignment enum, LEADING,
TRAILING, CENTER, and BASELINE, are used to represent the four alignment types.

. LEADING
ci -
__Cct__ | |._.C2 . CENTERED
L__Cv__[__|_.C2 | _____. BASELINE
c1 2
T TRAILING

Figure 1-49. The four possible alignments in a parallel group along the vertical axis in a group

c1 G C1

C2 G2 c2

I
I
|
LEADING CENTER TRAILING

Figure 1-50. The three possible alignments in a parallel group along the horizontal axis in a group for component
orientation of LEFT _TO_RIGHT. For RIGHT _TO_LEFT orientation, LEADING and TRAILING will swap edges

How do you create sequential and parallel groups for a GroupLayout? The GroupLayout class contains three
inner classes: Group, SequentialGroup, and ParallelGroup. Group is an abstract class and the other two classes are
inherited from the Group class. You do not have to create an object of these classes directly. Rather, you use the factory
methods of the GroupLayout class to create their objects.

The GrouplLayout class provides two separate methods to create groups: createSequentialGroup()and
createParallelGroup(). It is obvious from the name of these methods the kind of groups they create. Note that you
need to specify the alignment for a parallel group. The createParallelGroup() method is overloaded. The version
with no arguments defaults the alignment to LEADING. Another version lets you specify the alignment. Once you have
a group object, you can add components, gaps, and groups to it using its addComponent (), addGap(), and addGroup()
methods, respectively.
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How do you use the GroupLayout manager? Here are the steps you need to follow to use a GroupLayout. Assume
that you have to place two buttons in a JFrame, as shown in Figure 1-51.

f@ Simplest GroupLayout E]@ﬂ

Button 1 Little Bigger Button 2

Figure 1-51. The simplest GroupLayout in which two buttons are placed side by side

Assume that the JFrame is named frame and the two JButtons are named b1 and b2. First, you need to create an
object of the GroupLayout class. It contains only one constructor that takes the container reference as an argument.
This means that you need to get the reference to the container for which you want to create the GroupLayout, before
you can create an object of the GroupLayout class.

// Get the reference of the container
Container contentPane = frame.getContentPane();

// Create a Grouplayout object
GrouplLayout grouplayout = new Grouplayout(contentPane);

// Set the layout manager for the container
contentPane.setlLayout(groupLayout);

Second, you need to create the group of components along horizontal axis (called horizontal group) and set that
group to the GroupLayout using the setHorizontalGroup() method. Note that a group can be sequential or parallel
along any axis—horizontal and vertical. In your case, two buttons, b1 and b2, form a sequential group along the
horizontal axis.

// Create a sequential group
Grouplayout.SequentialGroup sGroup = grouplayout.createSequentialGroup();

// Add two buttons to the group
sGroup.addComponent(b1);
sGroup.addComponent(b2);

// Set the horizontal group for the Grouplayout
grouplayout.setHorizontalGroup(sGroup);

You can combine all steps into one, like so:
grouplayout.setHorizontalGroup(grouplayout.createSequentialGroup()

.addComponent (b1)
.addComponent(b2));
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Finally, create the group of components along the vertical axis (called vertical group) and set that group to the
GrouplLayout using the setVerticalGroup() method. Two buttons form a parallel group along vertical axis. You can
accomplish this as follows:

grouplayout.setVerticalGroup(
grouplayout.createParallelGroup(GroupLayout.Alignment.BASELINE)
.addComponent (b1)
.addComponent(b2));

Tip InaGroupLayout, you do not add a component to the container using its add() method. Rather, you add
a component to a group along the horizontal and vertical axes and add the group to the GroupLayout using the
setHorizontalGroup() and setVerticalGroup() methods.

Listing 1-19 demonstrates how to use a GroupLayout to display two buttons side by side in a JFrame. When you
run the program, the JFrame is displayed as shown in Figure 1-51. I will discuss more complex examples shortly.

Listing 1-19. The Simplest GroupLayout

// SimplestGrouplLayout.java
package com.jdojo.swing;

import java.awt.Container;
import javax.swing.JFrame;
import javax.swing.JButton;
import javax.swing.Grouplayout;

public class SimplestGrouplLayout {
public static void main(String[] args) {
JFrame frame = new JFrame("Simplest GrouplLayout");
frame.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = frame.getContentPane();

// Create an object of the GrouplLayout class for contentPane
GrouplLayout grouplayout = new Grouplayout(contentPane);

// Set the content pane's layout to a GrouplLayout
contentPane.setlLayout(groupLayout);

// Add two JButtons to the content pane
JButton b1l = new JButton("Button 1");
JButton b2 = new JButton("Little Bigger Button 2");

grouplLayout.setHorizontalGroup(
grouplayout.createSequentialGroup()

.addComponent (b1)
.addComponent(b2));
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grouplayout.setVerticalGroup(
grouplayout.createParallelGroup(GroupLayout.Alignment.BASELINE)
.addComponent (b1)
.addComponent(b2));

frame.pack();
frame.setVisible(true);

A Grouplayout has two more features that are worth discussing:

It lets you add a gap between two components.

It lets you specify the resizing behaviors for the components, gaps, and groups.

You can think of a gap as an invisible component. There are two types of gaps: the gap between two components,
and the gap between a component and the container. You can add a gap between two components using the addGap ()
method of the Group class. You can add a rigid gap as well as a flexible gap (as a spring). A rigid gap is fixed in size.

A flexible gap has a minimum, a preferred, and a maximum size, and it acts like a spring when the container is resized.
To add a rigid gap of 10 pixels between b1 and b2 in your previous example, you set up your horizontal group like so:

grouplayout.setHorizontalGroup(grouplayout.createSequentialGroup()

.addComponent(b1)
.addGap(10)
.addComponent(b2));

There are three ways to add gaps between two components. They are based on the gap size and their
ability to resize.

You can add a rigid gap between two components using the addGap(int gapSize).

You can add a flexible (spring-like) gap between two components, which has a minimum, a
preferred, and a maximum size, using the addGap(int min, int pref, int max) method.
To add a flexible gap with 5, 10, and 50 as the minimum, preferred, and maximum size
respectively, you set up your horizontal group like so:

grouplayout.setHorizontalGroup(grouplLayout.createSequentialGroup()
.addComponent(b1)
.addGap(5, 10, 50)
.addComponent(b2));

You can add a preferred gap between two components. In this case, you have the option to
specify the size of the gap or let the layout manager compute it for you. However, you must
specify the way in which these two components are related as far as this gap is concerned. There
are three kinds of such gaps: RELATED, UNRELATED, and INDENT. If you are adding a preferred

gap between a label and its corresponding field, you add a RELATED gap between them. For
example, if you have a login form, and you want to add a preferred gap between “User ID:” and
the text field to enter the user id, you add a RELATED gap between them. You use an UNRELATED
gap when two components belong to different groups. When you are adding a gap just to indent
a component, you add an INDENT gap. Three types of gaps are represented by three constants,
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RELATED, UNRELATED and INDENT, defined in the LayoutStyle.ComponentPlacement enum.
Use the addPreferredGap() method to add a preferred gap. The following snippet of code adds
a RELATED preferred gap between b1 and b2:

grouplayout. setHorizontalGroup(

grouplayout.createSequentialGroup()
.addComponent (b1)
.addPreferredGap(LayoutStyle.ComponentPlacement.RELATED)
.addComponent(b2));

You need to use the addContainerGap() method of the GroupLayout. SequentialGroup class
to add a gap between edges of a component and a container. The method is overloaded. It also
lets you specify the preferred and maximum size of the gap.

Setting hard-coded gaps may create problems when you run your application on different platforms. This is the
reason that the GroupLayout has two methods that let you specify that you want the GroupLayout to compute the preferred
gaps depending on the platform your application is running on. To let the GroupLayout compute and set the gaps
between two components, you need to call its setAutoCreateGaps (true) method. To let it compute and set gaps between
components and the container edges, you need to call its setAutoCreateContainerGaps (true) method. By default, the
auto-computing of gaps is disabled. Replace the statement

// Create an object of the Grouplayout class
GrouplLayout grouplayout = new Grouplayout(contentPane);

in Listing 1-19 with the following statements

// Create an object of the GrouplLayout class and setup gaps
GrouplLayout grouplayout = new Grouplayout(contentPane);
grouplLayout.setAutoCreateGaps(true);
grouplayout.setAutoCreateContainerGaps(true);

Now, the JFrame will look as shown in Figure 1-52. You can see that the layout manager added the necessary
gaps for you.

<) Simplest GroupLayout E]@

Button 1 '| Little Bigger Button 2 ‘

Figure 1-52. The simplest GroupLayout with auto gaps enabled

A GroupLlayout respects the minimum, preferred, and maximum size of a component. When the container is
resized, the layout manager asks the components for their sizes and resizes them accordingly. However, you can
override this behavior by using the addComponent (Component ¢, int min, int pref, int max) method thatlets
you specify the minimum, preferred, and maximum size of a component. You need to understand the meaning of
the two constants defined in the GroupLayout class. They are DEFAULT_SIZE and PREFERRED_SIZE. They can be used
for the min, pref, and max arguments in the addComponent () method. DEFAULT _SIZE means that the layout manager
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should ask the component for this size type and use it. PREFERRED_SIZE means that the manager should use the
component’s preferred size. For example, if you want the JButton b2 in your previous example to expand (by default,
a JButton has the same min, pref, and max size), you add it to the horizontal group like so:

grouplayout.setHorizontalGroup(grouplayout.createSequentialGroup()
.addComponent (b1)
.addComponent (b2,
Grouplayout.PREFERRED_SIZE,
GroupLayout.PREFERRED SIZE,
Integer.MAX VALUE));

By specifying PREFERRED_SIZE as the minimum size and preferred size, you are telling the layout manager that
b2 should not be shortened below its preferred size. Integer .MAX_VALUE as its maximum size tells the layout manager
that it can expand it infinitely. To make a component not resizable, you can use all three of its sizes the same as
GroupLayout.PREFERRED_SIZE.

You can nest groups in a GroupLayout. Let’s look at a layout of four buttons named b1, b2, b3, and b4 as shown in
Figure 1-53.

e

£/ Nested Groups in Group... E]@

Button 1 | Little Bigger Button 2

3 Button 4

Figure 1-53. Nested groups in GroupLayout

Let’s look at components layout along horizontal axis. You can see two parallel groups (b1, b3) and (b2, b4) and
these two groups are placed sequentially. Let’s use PG and SG to represent parallel and sequential groups, respectively,
in the pseudo code. Note that in PG(b1, b3), the components are aligned along the LEADING edge (here, the left edge)
and in PG(b2, b4), they are aligned along the TRAILING edge (here, the right edge). Let’s insert the alignment to your
pseudo code and the groups will look like this: PG[ LEADING] (b1, b3) and PG[TRAILING](b2, b4).Ihave made
up this syntax for the purpose of discussing this example. You will see the Java code shortly. If you have a problem
visualizing the arrangement, you can refer to Figure 1-54, where each button has been shown by an arrow along the

horizontal axis.
o g Horizontal Axis

_— > Four arrows represent
E— E— four JButtons along
horizontal axis

Figure 1-54. Four buttons represented by four arrows along horizontal axis
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The arrows are aligned the same as the buttons. You can observe that arrows for b1 and b3 are parallel, and that
the arrows for b2 and b4 are parallel. If you visualize the two parallel groups, you can observe that these two groups
make up one sequential group along the horizontal axis. To help you visualize this final arrangement, the arrow
arrangements have been refined in Figure 1-55.

~ :! Horizontal Axis

| 1 »
T T 1 )

! | > ! —_— > A sequential group of
it b e ! two parallel groups

Figure 1-55. Four buttons represented by four arrows along horizontal axis

Each parallel group is shown inside a dashed rectangle. The arrow coming out of the dashed rectangle shows that
these groups are sequential along the horizontal axis. It may take a while to understand these parallel and sequential
arrangements of components along an axis. Once you get it, it will be quite easy to use a GroupLayout in a complex
scenario. Most likely, you will be using a GUI builder tool to arrange your components, and you won'’t care about the
complexity of the groups. However, it always helps to understand the concept behind a layout.

To finalize this discussion along the horizontal axis, the pseudo code looks as follows:

Horizontal Group = SG(PG[LEADING](b1, b3), PG[TRAILING](b2, b4))

Similarly, you can visualize the grouping arrangements along the vertical axis. If you have a problem visualizing
this, you can draw all four buttons as arrows pointing from top to bottom and see how they form groups along the
vertical axis. Here is the vertical groupings arrangement:

Vertical Group = SG(PG[BASELINE](b1, b2), PG[BASELINE](b3, b4))

Now, it is easy to translate the pseudo code into Java code, as shown in Listing 1-20.

Listing 1-20. Nested Groups in GroupLayout

// NestedGroupLayout.java
package com.jdojo.swing;

import java.awt.Container;

import javax.swing.JFrame;

import javax.swing.JButton;

import javax.swing.Grouplayout;

import static javax.swing.GrouplLayout.Alignment.*;

public class NestedGroupLayout {
public static void main(String[] args) {
JFrame frame = new JFrame("Nested Groups in GrouplLayout");
frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);
Container contentPane = frame.getContentPane();

// Set the content's pane layout to Grouplayout
GrouplLayout grouplayout = new Grouplayout(contentPane);
grouplayout.setAutoCreateGaps(true);
grouplLayout.setAutoCreateContainerGaps(true);
contentPane.setlLayout(groupLayout);
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// Add four JButtons to the content pane

JButton bl = new JButton("Button 1");

JButton b2 = new JButton("Little Bigger Button 2");
JButton b3 = new JButton("3");

JButton b4 = new JButton("Button 4");

grouplayout.setHorizontalGroup(
grouplayout.createSequentialGroup()
.addGroup(grouplLayout.createParallelGroup(LEADING)
.addComponent (b1)
.addComponent (b3))
.addGroup(grouplLayout.createParallelGroup (TRAILING)
.addComponent (b2)
.addComponent (b4))

);

grouplayout.setVerticalGroup(
grouplayout.createSequentialGroup()
.addGroup(groupLayout.createParallelGroup (BASELINE)
.addComponent (b1)
.addComponent (b2))
.addGroup(grouplLayout.createParallelGroup (BASELINE)
.addComponent (b3)
.addComponent(b4))

);

frame.pack();
frame.setVisible(true);

How do you make the sizes of two components the same? Let’s try to make b1 and b3 the same size. You need
to consider two things when making a component resizable. First, you need to consider the resizable behavior of
the group. Second, you need to consider the resizable behavior of the components inside the group. The size of a
parallel group is the size of the largest element. If you consider PG{LEADING] (b1, b3), the width of this group would
be the size of b1 because b1 is the largest component in this group. By default, a JButton has a fixed size. To make
b3 stretch to the size of the group (which is the size of b1), you must add it to the group specifying that it can expand
as addComponent (b3, Grouplayout.DEFAULT SIZE, Grouplayout.DEFAULT SIZE, Integer.MAX VALUE). This will
force b3 to stretch to the same size as its group, which in turn is the same as the b1 width. If two components are not in
the same parallel group, to make them the same size, you can use the 1inkSize() method of the GroupLayout class.
When you use the 1inkSize () method to make components the same size, the components become non-resizable
irrespective of their minimum, preferred, and maximum size.

// Make b1, b2, b3 and b4 the same size
grouplayout.linkSize(b1, b2, b3, b4);

// Make b1 and b3 the same size horizontally
grouplayout.linkSize(SwingConstants.HORIZONTAL, new Component[]{b1, b3});

You can also make a group resizable when you create a parallel group using the
createParallelGroup(Grouplayout.Alignment a, boolean resizable) method. If you place resizable components
in a resizable group, the group will resize when you resize the container, which in turn makes the components resize.
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The null Layout Manager

By now, you may have realized that a layout manager handles the positioning and resizing of components within a
container. If a container is resized, the layout manager will take care of repositioning and resizing of the components
within it. If you do not want to have a layout manager, you lose this benefit and you are responsible for positioning and
resizing of all components within a container. It is simple to tell a container that you do not want a layout manager.
Just set the layout manager to null, like so:

// Do not use a layout manager for myContainer
myContainer.setlLayout(null);

You can set the layout manager of a JFrame’s content pane to null, like so:

JFrame frame = new JFrame("No Layout Manager Frame");
Container contentPane = frame.getContentPane();
contentPane.setlLayout(null);

The phrase “null layout manager” simply means that there is no layout manager. It is also known as absolute
positioning. Note that your program may run on different platforms. The size of components may differ when they are
displayed on different platforms, and your null layout manager cannot account for this inconsistency. When you are using
anull layout manager, make sure that your component’s size is big enough to be displayed properly on all platforms.

Listing 1-21 uses a null layout manager for the content pane of a JFrame. It adds two buttons to it. It also sets the
position and size of buttons and JFrame using the setBounds () method. Figure 1-56 shows the resulting JFrame.

Listing 1-21. Using a null Layout Manager

// Nulllayout.java
package com.jdojo.swing;

import javax.swing.JFrame;
import java.awt.Container;
import javax.swing.JButton;

public class Nulllayout {
public static void main(String[] args) {
JFrame frame = new JFrame("Null Layout Manager");
frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);
Container contentPane = frame.getContentPane();
contentPane.setLayout(null);

JButton b1l = new JButton("Small Button 1");
JButton b2 = new JButton("Big Big Big Button 2...");
contentPane.add(b1);

contentPane.add(b2);
// Must set (x, y) and (width, height) of components

b1.setBounds(10, 10, 100, 20);
b2.setBounds(120, 10, 150, 20);
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// Must set the size of JFrame, because it uses a null layout.
// Now, you cannot use the pack() method to compute its size.
frame.setBounds(0, 0, 350, 100);

frame.setVisible(true);

£/ Null Layout Manager E]@

Small But... | [ Big Big Big Button ... |

Figure 1-56. A JFrame using a null layout manager

Note that the labels for buttons are not displayed fully. This is one of the problems that you will face when using
anull layout manager. If you try to resize the JFrame at runtime, you will notice that the buttons are not resized
automatically, as they would have been if you had used a layout manager. A layout manager computes the size of a
JButton based on the platform, its text, and font whereas with a null layout manager you are supposed to compute
(most of the time, you just guess) the button’s size considering all these factors. It is not good practice in Java to use a
null layout manager, except when you are prototyping or learning the null layout manager.

Creating a Reusable JFrame

In previous sections, you created a JFrame by instantiating the JFrame class and you used the main() method of the
class to write the code to build the GUI. The JFrames in your examples were not reusable. So far, you were fine because
the Swing programs were simple and their sole purpose was to display some components in a JFrame. As you start
writing more complex Swing programs, this way of programming is not going to work well. For example, suppose you
want to make a JButton in a JFrame invisible or disabled after the JFrame is displayed. Since you have been declaring
all your JButtons as local variables inside the main() method, you will not have access to their references once the
main() method has finished executing. To make your JFrame reusable and keep the references of the components
added to the JFrame handy, so you can refer to them later, you need to change the approach of creating a JFrame.

Here is your new approach to creating a JFrame. You create your own class, inheriting it from the JFrame class
as shown:

public class CustomFrame extends JFrame {
// Code for CustomFrame goes here
}

All your components are declared as instance variables in your custom class, as shown:

public class CustomFrame extends JFrame {
// Declare all components in the JFrame as instance variables
JButton okButton = new JButton("OK");
JButton cancelButton = new JButton("Cancel");
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You have an initFrame() method to add components to the JFrame’s content pane. You call this method from
the constructor of your custom JFrame. The method initFrame() is not required by Java. It is just your convention for
writing code for your Swing applications. To display your JFrame, you instantiate your class and make it visible. This
approach has similar code, arranged differently, so you can write some more serious Swing programs. Listing 1-22
accomplishes the same thing as the code in Listing 1-19.

Listing 1-22. Creating a Cutom JFrame

// CustomFrame.java
package com.jdojo.swing;

import javax.swing.JFrame;

import javax.swing.Grouplayout.Alignment;
import javax.swing.JButton;

import java.awt.Container;

import javax.swing.Grouplayout;

public class CustomFrame extends JFrame {
// Declare all components as instance variables
JButton b1l = new JButton("Button 1");
JButton b2 = new JButton("Little Bigger Button 2");

public CustomFrame(String title) {
super(title);
initFrame();

}

// Initialize the frame and add components to it.

private void initFrame() {
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = this.getContentPane();
GrouplLayout grouplayout = new Grouplayout(contentPane);
contentPane.setlLayout(groupLayout);

grouplayout. setHorizontalGroup(
grouplayout.createSequentialGroup()
.addComponent (b1)
.addComponent (b2)
);

grouplayout.setVerticalGroup(
grouplayout.createParallelGroup(Alignment.BASELINE)
.addComponent (b1)
.addComponent (b2)
)
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// Display the CustomFrame

public static void main(String[] args) {
CustomFrame frame = new CustomFrame("Custom Frame");
frame.pack();
frame.setVisible(true);

Event Handling

What is an event? The literal meaning of an event is

“An occurrence of something at a specific point in time.”

The meaning of an event in a Swing application is similar. An event in Swing is an action taken by a user at a
particular point in time. For example, pressing a button, pressing a key down/up on the keyboard, and moving the
mouse over a component are events in a Swing application. Sometimes the occurrence of an event in Swing (or any
GUI-based application) is also known as “triggering an event” or “firing an event.” When you say that a clicked event
has occurred on a button, you mean that the button has been pressed using the mouse, the spacebatr, or by any other
means your application allows you to press a button. Sometimes you can use the phrase “clicked event has been
triggered or fired on a button” to mean the same that the button has been pressed.

When an event occurs, you want to respond to the event. Taking an action in a program is nothing but executing a
piece of code. Taking an action in response to the occurrence of an event is called event handling. The piece of code that
is executed when an event occurs is called an event handler. Sometimes an event handler is also called an event listener.

How you write an event handler depends on the type of event and the component that generates the event.
Sometimes the event handler is built into a Swing component, and sometimes you need to write the event handler
yourself. For example, when you press a JButton, you need to write the event handler yourself. However, when you
press a letter key on the keyboard when the focus is in a text field, the corresponding letter is typed in the text field
because of the key pressed event has a default event handler that is supplied by Swing.

There are three participants in an event:

e  The source of the event
e Theevent
e The event handler (or the event listener)

The source of an event is the component that generates the event. For example, when you press a JButton,
the clicked event occurs on that JButton. In this case, the JButton is the source of the clicked event.

An event represents the action that takes place on the source component. An event in Swing is represented by
an object that encapsulates the details about the event such as the source of the event, when the event occurred, what
kind of event occurred, etc. What is the class of the object that represents an event? It depends on the type of the
event that occurs. There is a class for every type of event. For example, an object of the ActionEvent class in
the java.awt.event package represents a clicked event for a JButton.

I will not discuss all types of events in this chapter. I will list the important events for a component when I discuss
components in Chapter 2. This section will explain how to handle any type of event in a Swing application.

An event handler is the piece of code that is executed when an event occurs. Like an event, an event handler
is also represented by an object, which encapsulates the event handling code. An object of what class represents
an event handler? It depends on the type of event that the event handler is supposed to handle. An event handler
is also known as an event listener because it listens for the event to occur in the source component. I will use the
phrases “event handler” and “event listener” interchangeably in this chapter. Typically, an event listener is an object
that implements a specific interface. The specific interface an event listener has to implement depends on the type
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of event it will listen for. For example, if you are interested in listening for a clicked event of a JButton (to rephrase,
if you are interested in handling the clicked event of a JButton), you need an object of a class that implements the
ActionListener interface, which is in the java.awt.event package.

Looking at the descriptions of the three participants of an event handling, it seems you need to write a lot of code
to handle an event. Not really. Event handling is easier than it seems. I will list the steps to handle an event, followed
by an example of how to handle the clicked event of a JButton. Here are the steps to handle an event. These steps
apply to handle any kind of event on any Swing component.

70

Identify the component for which you want to handle the event. Assume that you have named
the component as sourceComponent. So your event source is sourceComponent.

Identify the event that you want to handle for the source component. Assume that you are
interested in handling Xxx event. Here Xxx is an event name that you will have to replace by
an event name that exists for the source component. Recall that an event is represented by an
object. The Java naming convention for event classes comes to your rescue in identifying the
name of the class whose object represents Xxx event. The class whose object represents Xxx
event is named XxxEvent. Usually the event classes are in the java.awt.event and
javax.swing.event package.

It is time to write an event listener for the Xxx event. Recall that an event listener is nothing
but an object of a class that implements a specific interface. How do you know what specific
interface you need to implement in your event listener class? Here again, the Java naming
convention comes to your rescue. For Xxx event, there is an XxxListener interface that you
need to implement in your event listener class. Usually the event listener interfaces are in
the java.awt.event and javax.swing.event package. The XxxListener interface will have
one or more methods. All methods for XxxListener take an argument of type XxxEvent
because these methods are meant to handle an XxxEvent. For example, suppose you have an
XxxListener interface that has a method named aMethod() as

public interface XxxListener {
void aMethod(XxxEvent event);
}

Your event listener class will look as follows. Note that you will be creating this class.

public class MyXxxEventListener implements XxxListener {
public void aMethod(XxxEvent event) {
// Your event handler code goes here
}

}

You are almost done. You have identified the event source, the event you are interested in, and
the event listener. There is only one thing missing. You need to let the event source know that
your event listener is interested in listening to its Xxx event. This is also known as registering
an event listener with the event source. You register an object of your event listener class with
the event source. In your case, you will create an object of the MyXxxEventListener class.

MyXxxEventListener myXxxListener = new MyXxxEventListener();
How do you register an event listener with the event source? Here again, the Java naming

convention comes in handy. If a component (an event source) supports an Xxx event, it will
have two methods, addXxxListener (XxxListener 1) and removeXxxListener(XxxListener 1).
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When you are interested in listening for an Xxx event of a component, you call the
addXxxListener() method, passing an event listener as an argument. When you do not want
to listen for Xxx event of a component anymore, you call its removeXxxListener () method.
To add your myXxxListener object as the Xxx event listener for sourceComponent, you write

sourceComponent.addXxxListener (myXxxListener);

That is all you need to do to handle an Xxx event. It may seem that you have to perform many steps to handle
an event. However, that is not the case. You can always avoid writing a new event listener class, which implements
the XxxListener interface by using an anonymous inner class, which implements the XxxListener interface. For
example, you could have written the above pieces of code in two statements, like so:

// Create an event listener object using an anonymous inner class
XxxListener myXxxListener = new XxxListener() {
public void aMethod(XxxEvent event) {
// Your event handler code goes here
}

};

// Add the event listener to the event source component
sourceComponent.addXxxListener (myXxxListener);

If the listener interface is a functional interface, you can use a lambda expression to create its instance. Your
XxxListener is a functional interface because it contains only one abstract method. You can avoid creating the bulky
anonymous class and rewrite the above code as follows:

// Add the event listener using a lambda expressions
sourceComponent.addXxxListener ((XxxEvent event) -> {
// Your event handler code goes here

1;

I have discussed enough theories about handling events. It is time to look at an example. Add an event listener
to a JButton, and then add a JButton with text Close to a JFrame. When the JButton is pressed, the JFrame is closed
and the application exits. A JButton generates an Action event when it is pressed. Once you know the name of the
event, which is Action in this case, you just need to replace Xxx in the previous generic example with the word Action.
You will come to know the class and method names you need to use to handle the Action event of JButton. Table 1-6
compares the names of classes/interfaces/method used to handle Action event for a JButton to that of generic names
I'had used in the discussion.

Table 1-6. A Comparison Between Generic Event Handlers With Action Event Handlers for a JButton

Generic Event Xxx Action Event for JButton Comments
XxxEvent ActionEvent An object of ActionEvent class in java.awt.event

package represents Action event for JButton.
XxxListener ActionListener An object of a class that implements ActionListener

interface represents Action event handler for a JButton.
addXxxListener addActionlListener The addActionListener() method of a JButton is used to
(XxxListener 1) (ActionListener 1) add a listener for its Action event.
removeXxxListener removeActionlListener The removeActionListener() method of JButton is used
(XxxListener 1) (ActionListener 1) to remove a listener for its Action event.
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The ActionlListener interface is simple. It has one method called actionPerformed(). The interface declaration
is as follows:

public interface ActionListener extends EventListener {
void actionPerformed(ActionEvent event);
}

All event listener interfaces inherit from the EventListener interface, which is in the java.util package.
The EventlListener interface is a marker interface, and it does not have any methods. It just acts as the ancestor for
all event listener interfaces. When a JButton is pressed, the actionPerformed() method of all its registered Action
listeners is called.

Using a lambda expression, here is how you add an Action listener to a JButton:

// Add an Actionlistener to closeButton
closeButton.addActionListener(e -> System.exit(0));

Listing 1-23 displays a JFrame that contains a JButton. It adds an Action listener to the JButton. The Action
listener simply exits the application. Clicking the Close button in the JFrame will close the application.

Listing 1-23. A JFrame with a Close JButton With an Action

// SimplestEventHandlingFrame.java
package com.jdojo.swing;

import java.awt.FlowlLayout;
import javax.swing.JFrame;
import javax.swing.JButton;

public class SimplestEventHandlingFrame extends JFrame {
JButton closeButton = new JButton("Close");

public SimplestEventHandlingFrame() {
super("Simplest Event Handling JFrame");
this.initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(EXIT_ON_CLOSE);

// Set a FlowlLayout for the content pane
this.setLayout(new FlowLayout());

// Add the Close JButton to the content pane
this.getContentPane().add(closeButton);

// Add an ActionlListener to closeButton
closeButton.addActionListener(e -> System.exit(0));
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public static void main(String[] args) {

Let’s have one more example of adding an Action listener to JButton. This time, add two buttons to a JFrame:
a Close button and another to display the number of times it is clicked. Every time the second button is clicked, its

SimplestEventHandlingFrame frame =

new SimplestEventHandlingFrame();
frame.pack();
frame.setVisible(true);

INTRODUCTION TO SWING

text is updated to show the number of times it has been clicked. You need to use an instance variable to maintain the

click count. Listing 1-24 contains the complete code. Figure 1-57 shows the JFrame when it is displayed and after

the counter button has been clicked three times.

Listing 1-24. A JFrame With Two Buttons With Actions

// JButtonClickedCounter.java
package com.jdojo.swing;

import javax.swing.JFrame;

import java.awt.Flowlayout;

import java.awt.event.ActionEvent;
import javax.swing.JButton;

import java.awt.event.ActionlListener;

public class JButtonClickedCounter extends JFrame {
int counter;
JButton counterButton = new JButton("Clicked #0");
JButton closeButton = new JButton("Close");

public JButtonClickedCounter() {

}

super("JButton Clicked Counter");
this.initFrame();

private void initFrame() {

this.setDefaultCloseOperation(EXIT_ON_CLOSE);

// Set a FlowLayout for the content pane
this.setLayout(new FlowLayout());

// Add two JButtons to the content pane
this.getContentPane().add(counterButton);
this.getContentPane().add(closeButton);

// Add an Actionlistener to the counter JButton
counterButton.addActionListener(new ActionListener() {
public void actionPerformed(ActionEvent event) {
// Increment the counter and set the JButton text
counter++;
counterButton.setText("Clicked #" + counter);

1
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// Add an ActionlListener to closeButton
closeButton.addActionListener(new ActionListener() {
public void actionPerformed(ActionEvent event) {
// Exit the application, when this button is pressed
System.exit(0);

};
}

public static void main(String[] args) {
JButtonClickedCounter frame = new JButtonClickedCounter();
frame.pack();
frame.setVisible(true);

}
}
Bl M=) X (B L™ =) %
I Clicked #0 H Close ‘ l Clicked #3 H Close ‘

Figure 1-57. A JFrame when it is displayed and after the counter JButton is clicked three times

Figure 1-58 shows the class diagram for the classes and interfaces involved in handling the Action event.
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EventObject
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getSource()
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l J AWTEv ent(Ev ent event)
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convertToOld()
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getAccessControlContext()
getiD()
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nativeSetSource(ComponentPeer peer)
paramString()

4
Ij java.aw t.event D java.awtevent
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+ void actionPerformed(ActionEvent e) ActionEvent{Object source, int id, String command)
ActionEv ent(Object source, int id, String command, int modifiers)
ActionEv ent(Object source, int id, String command, long w hen, int modifiers)
getActionCommand()
getModifiers()
getWhen()

paramString()

- v,

Figure 1-58. A class diagram for classes and interfaces realted to Action Event

Note that you do not create an object of the ActionEvent class. The JButton, when pressed, creates an object
of the ActionEvent class, and passes it to the actionPerformed() method of your event handler object. The
getActionCommand() method of the ActionEvent returns, by default, the text of the JButton. You can explicitly set the
action command text for a JButton using its setActionCommand() method. The getModifiers() returns the state of
the modifier keys such as Shift, Ctrl, Alt held down during the action event. A modifier key is a key on the keyboard
that is meaningful only when used in combination with other keys. The paramString() method returns a string
describing the action event. It is usually used for debugging purposes.

One of the uses of the getActionCommand() method is to take some action, depending on the text displayed on
the JButton. For example, you may have a JButton that is used to show or hide some details on the screen. Suppose
you want to display the text of a JButton as Show or Hide. You can write its Action listener as follows:

JButton showHideButton = new JButton("Hide");
showHideButton.addActionListener(e -> {
if (e.getActionCommand().equals("Show")) {
// Show the details here...
showHideButton.setText("Hide");

75

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 1 © INTRODUCTION TO SWING

else {
// Hide the details here...
showHideButton.setText("Show");

;s

In this section, you learned how to add an event handler for a component. The examples were simple. They
added action event handlers to JButtons. The ActionListener interface is a functional interface and you took
advantage of lambda expression to write the action event listener. Swing was developed a long time before the
lambda expressions. All event listener interfaces are not functional interfaces, so you cannot use lambda expressions
for creating their objects. In those cases, you can use an anonymous class, a member inner class, or implement the
listener interface in your main class.

Handling Mouse Events

You can handle mouse activities (clicked, entered, exited, pressed, and released) on a component. You will experiment
with mouse events using a JButton. An object of the MouseEvent class represents a Mouse event on a component. Now,
you can guess that to handle Mouse events, you will need to work with the MouseListener interface. Here is how the
interface is declared:

public interface Mouselistener extends EventlListener {
public void mouseClicked(MouseEvent e);
public void mousePressed(MouseEvent e);
public void mouseReleased(MouseEvent e);
public void mouseEntered(MouseEvent e);
public void mouseExited(MouseEvent e);

The MouselListener interface has five methods. You cannot use a lambda expression to create mouse event
handler. One of the methods of the MouseListener interface is called when a specific mouse event occurs. For
example, when a mouse pointer enters a component’s boundary, a mouse entered event occurs on the component,
and the mouseEntered() method of the mouse listener object is called. When the mouse pointer leaves the boundary
of the component, a mouse exited event occurs, and the mouseExited() method is called. The names of other
methods are self-explanatory.

The MouseEvent class has many methods that provide the details about a mouse event:

e  ThegetClickCount() method returns the number of clicks a mouse made.

e ThegetX() and getY() methods return the x and y positions of the mouse with respect to the
component when the event occurs.

e  ThegetXOnScreen() and getYOnScreen() methods return the absolute x and y positions of
the mouse at the time the event occurs.

Suppose you are interested in handling only two kinds of mouse events for a JButton: the mouse entered and mouse
exited events. The text of the JButton changes to describe the event. The mouse event handler code is as follows:

mouseButton.addMouselListener(new MouselListener() {
@0verride
public void mouseClicked(MouseEvent e) {
// Nothing to handle
}
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@0verride
public void mousePressed(MouseEvent e) {
// Nothing to handle

}

@0verride

public void mouseReleased(MouseEvent e) {
// Nothing to handle

}

@0verride

public void mouseEntered(MouseEvent e) {
mouseButton.setText("Mouse has entered!");

}

@0verride

public void mouseExited(MouseEvent e) {
mouseButton.setText("Mouse has exited!");

}

1

In this code, you provided an implementation for all five methods of the MouseListener interface even though
you were interested in handling only two kinds of mouse events. You left the body of three methods empty.

Listing 1-25 demonstrates the mouse entered and exited event for a JButton. When the JFrame is displayed,
try moving your mouse in and out of the boundary of the JButton to change its text to indicate the appropriate
mouse event.

Listing 1-25. Handling Mouse Events

// HandlingMouseEvent.java
package com.jdojo.swing;

import java.awt.Flowlayout;

import javax.swing.JFrame;

import javax.swing.JButton;

import java.awt.event.Mouselistener;
import java.awt.event.MouseEvent;

public class HandlingMouseEvent extends JFrame {
JButton mouseButton = new JButton("No Mouse Movement Yet!");

public HandlingMouseEvent() {
super("Handling Mouse Event");
this.initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(EXIT ON_CLOSE);
this.setLayout(new FlowLayout());
this.getContentPane().add(mouseButton);
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// Add a Mouselistener to the JButton
mouseButton.addMouselListener(new MouselListener() {
@0verride
public void mouseClicked(MouseEvent e) {

}

@0verride
public void mousePressed(MouseEvent e) {

}

@0verride
public void mouseReleased(MouseEvent e) {

}

@0verride

public void mouseEntered(MouseEvent e) {
mouseButton.setText("Mouse has entered!");

}

@0verride

public void mouseExited(MouseEvent e) {
mouseButton.setText("Mouse has exited!");

}

};
}

public static void main(String[] args) {
HandlingMouseEvent frame = new HandlingMouseEvent();
frame.pack();
frame.setVisible(true);

Do you always have to provide implementation for all event-handling methods of an event listener interface,
even though you are not interested in all of them? No, you do not. Swing designers thought of this inconvenience
and devised a way to avoid this. Swing includes a convenience class for some XxxListener interfaces. The class is
named XxxAdapter. I will call them adapter classes. An XxxAdapter class is declared abstract and it implements the
XxxListener interface. The XxxAdapter class provides empty implementation for all methods in the XxxListener
interface. The following snippet of code shows the relationship between an XxxListener interface having two
methods m1() and m2() and its corresponding XxxAdapter class.

public interface XxxListener {
public void m1();
public void m2();

}

public abstract class XxxAdapter implements XxxListener {
@0verride
public void m1() {
// No implementation provided here
}
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@0verride
public void m2() {

// No implementation provided here
}

Not all event listener interfaces have corresponding adapter classes. The event listener interface, which declares
more than one method, has a corresponding adapter class. For example, you have an adapter class for the MouseListener
interface that is called MouseAdapter. What good will the MouseAdapter do for you? It can save you a few lines of
unnecessary code. If you only want to handle a few of the mouse events, you can create an anonymous inner class
(or regular inner class) that inherits from the adapter class and overrides the only methods that are of interest to you.
The following snippet of code rewrites the event handler used in Listing 1-28 using the MouseAdapter class:

mouseButton.addMouseListener(new MouseAdapter() {
@0verride
public void mouseEntered(MouseEvent e) {
mouseButton.setText("Mouse has entered!");
}

@0verride

public void mouseExited(MouseEvent e) {
mouseButton.setText("Mouse has exited!");

}

};

You may notice that you did not have to worry about three other methods of the MouseListener interface because
the MouseAdapter class provided empty implementation for you.

There is no adapter class named ActionAdapter for the ActionListener interface. Can you guess why there is no
ActionAdapter class? Since the ActionListener interface has only one method in it, providing an adapter class will
not save any keystrokes for you.

Note that using an adapter class to handle an event has no special advantage, except for saving some keystrokes.
However, it does have a limitation. If you want to create an event handler by using the main class itself, you cannot use
an adapter class. Typically, your main class is inherited from the JFrame class and Java does not allow you to inherit a
class from multiple classes. So you cannot inherit your main class from the JFrame class as well as the adapter class. If
you are using an adapter class to create an event handler, you must use either an anonymous inner class or a regular
inner class.

Summary

Swing is a widget toolkit to develop Java applications with GUIs. Most classes used in developing Swing applications
are in the javax.swing package. A GUI consists of several parts; each part represents a graphic that displays
information to the user and lets them interact with the application. Each part in a Swing-based GUI application
is called a component that is a Java object. A component that can contain other components is called a container.
Containers and components are arranged to form a parent-child hierarchy. Components are contained within a
container that, in turn, can be contained within another container. Two types of containers exist: top-level containers
and non-top-level containers. A top-level container is not contained within another container and it can be displayed
directly on the desktop. For example, an instance of the JFrame class represents a top-level container, which is a
window that can have a title bar, a menu bar, a border, and other components. An instance of the JButton class
represents a component.

A top-level container consists of many layers such as root pane, layered panes, a glass pane, and a content pane.
Components are added to the content pane.

79

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 1 © INTRODUCTION TO SWING

Swing provides layout managers that are responsible for laying out components in a container. A layout manager
is an object that is responsible for determining the position and size of components to be displayed in a container.
Each container has a default layout manager. For example, BorderLayout is the default layout manager for a JFrame.
You can use the setLayout() method of the container to set a different layout manager. If the layout manager of
a component is set to null, no layout manager is used and you are responsible for laying out the components in a
container.

FlowLayout is the simplest of all layout managers that lays out components horizontally, and then vertically.
BorderLayout divides the container’s space into five areas (north, south, east, west, and center) that can be used to
lay out components. CardLayout lays out components in a container as a stack of cards in which only one component
is visible at a time. BoxLayout arranges components in a container either horizontally in one row or vertically in one
column. GridlLayout arranges components in a rectangular grid of equally sized cells placing each component in
exactly one cell. GridBagLayout lays out components in a grid of rectangular cells arranged in rows and columns
where each component occupies one or multiple cells. SpringlLayout lays out components by defining constraints
between their edges; constraints are defined in terms of springs. GroupLayout lays out components by forming
sequential and parallel groups of components.

An event indicates a user action, for example, clicking of a button by the user. Users interact with Swing
component through events. Taking an action in a program in response to an event is called event handling. There
are three participants in an event: the event source, the event, and the event handler. The source of an event is the
component that generates the event. The event is represented by an object that encapsulates the details of the user’s
action that led to the occurrence of the event. The event handler is an instance of a specific interface that is executed
in response to the occurrence of the event. Components that let you handle events contain methods to add and
remove event handlers. The classes, interfaces, and methods used in event handling follow a naming convention that
makes names easy to remember.
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Swing Components

In this chapter, you will learn

What Swing components are

Different types of Swing components

How to validate input in a text component

How to use menus and toolbars

How to edit tabular and hierarchical data using JTable and JTree components
How to use custom and standard dialogs

How to customize a component’s properties such as colors, borders, fonts, etc.
How to paint components and how to draw shapes

Immediate painting and double buffering

What Is a Swing Component?

Swing provides a huge set of components to build GUIs. In Java programs, a Swing component is an instance of the
JComponent class. The JComponent class is in the javax.swing package and it serves as the base class for all Swing
components. Its class hierarchy is shown in Figure 2-1.

[D

Component ]

[IZI

Container ]

A

[[] JComponent }

Figure 2-1. The class hierarchy for the JComponent class
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The JComponent class inherits from the java.awt.Container class, which in turn inherits from the
Jjava.awt.Component class. JComponent is an abstract class. You cannot instantiate it directly. You must use one of its
subclasses, such as JButton, JTextField, etc.

As the JComponent class inherits from the Container class, every JComponent can also act as a container. For
example, a JButton can actlike a container for another JButton or other JComponents. You would not use (or need) a
JComponent as a container unless a JComponent such as a JPanel has been provided by the Swing library to be used as
a container. However, this hierarchy allows you to write code like this:

JButton btn = new JButton("Container JButton");
btn.setLayout(new FlowLayout());
btn.add(new JButton("Container JButton. Do not use."));

The JComponent class, as a base class for all Swing components, provides the following basic functionalities that
are inherited by all Swing components. I will discuss these features in detail later in this chapter.

e It provides support for tool tips. A tool tip is short text that is displayed when the mouse
pointer is paused on a component for a certain period of time.

e Itprovides support for a pluggable look and feel. All aspects of a component related to how
itlooks (painting and layout) and how it feels (responding to the user’s interaction with a
component such as event handling) is handled by a UI delegate object. Like the JComponent
class, ComponentUI in the javax.swing.plaf package is the base class used as a UI delegate
object. Each descendant of JComponent uses a different kind of UI delegate object, which is
derived from the ComponentUI class. For example, a JButton uses ButtonUI, a JLabel uses
LabelUI, and a JToolTip uses ToolTipUI as a UI delegate.

e Itprovides support for adding a border around a Swing component. The border can be any
one of the predefined types (Line, Bevel, Titled, Etched, etc.) or a custom border type.

e It provides support for accessibility. Accessibility of an application is the degree to which it can
be used by people with varying abilities and disabilities. For example, it has features that can
display text in a bigger font size for vision-impaired users. This book does not cover the Java
Accessibility API.

e Itprovides support for double buffering that facilitates smooth on-screen painting. When a
component is erased and painted on-screen, a flicker may occur. To avoid any flickering, it
provides an off-screen buffer. The erasing and repainting (updating a component) is done in
an off-screen buffer, and the off-screen buffer is copied to on-screen.

e Itprovides binding of a key on the keyboard to a Swing component. You can bind any key on
the keyboard with an ActionlListener object to a component. When that key is pressed, the
actionPerformed() method of the associated ActionlListener is called.

e Itprovides support for laying out the component when a layout manager is used. It contains
methods to get and set the minimum, preferred, and maximum size of a component. The
three different type size settings for a JComponent serves as a hint to a layout manager in
deciding the size of the JComponent.

It allows associating multiple arbitrary properties (key-value pairs) to a Swing component and retrieving those
properties. The putClientProperty() and getClientProperty() methods of the JComponent allows working with
component properties.

Table 2-1 lists some of the commonly used methods of the JComponent class that are available to be used in all
Swing components.
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Table 2-1. Commonly Used Methods of the JComponent Class and Their Descriptions

Method Name

Description

Border getBorder()

void setBorder(Border border)

Object getClientProperty(Object key)

void putClientProperty(Object key,
Object value)

Graphics getGraphics()

Dimension getMaximumSize()
Dimension getMinimumSize()
Dimension getPreferredSize()
Dimension getSize(Dimension d)

void setMaximumSize(Dimension d)
void setMinimumSize(Dimension d)
void setPreferredSize(Dimension d)
void setSize(Dimension d)

void setSize(int width, int height)

String getToolTipText()
void setToolTipText(String text)

boolean isDoubleBuffered()

void setDoubleBuffered(boolean db)

boolean isFocusable()

void setFocusable(boolean focusable)

boolean isVisible()

void setVisible(boolean v)

boolean isEnabled()

void setEnabled(boolean e)

Returns the border of the component or null if the component has
no border.

Sets the border for the component.

Returns the value associated with the specified key. The value must
have been set using the putClientProperty (Object key, Object
value) method.

Adds an arbitrary key-value pair to the component.

Returns the graphics context object for the component, which can
be used to draw on the component.

Gets/sets the maximum, minimum, preferred, and actual size of the
component. When you call the getSize() method, you can pass
aDimension object and the size will be stored in it and the same
object is returned. This way, the method may avoid creating a new
Dimension object. If you pass null, it creates a Dimension object,
stores the actual size in it, and returns that object.

Returns the tool tip text for this component.

Sets the tool tip text, which is displayed when mouse pointer pauses
on the component for a specified amount of time.

Returns true if the component uses double buffering. Otherwise,
it returns false.

Sets if the component should use double buffering to paint or not.

Returns true if the component can gain focus. Otherwise,
itreturns false.

Sets if the component can gain focus or not.

Returns true if the component is visible. Otherwise, it returns
false.

Sets the component visible or invisible.

Returns true if the component is enabled. Otherwise, it returns
false.

Enables or disables the component. A component is enabled by
default. An enabled component responds to the user inputs and
generates events.

(continued)
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Table 2-1. (continued)

Method Name Description

boolean requestFocus(boolean temporary) BothrequestFocus() and requestFocusInWindow() methods
boolean requestFocusInWindow() request that the component should get the input focus. You
boolean requestFocusInWindow(boolean should use the requestFocusInWindow() method instead of the
temporary) requestFocus () method because its behavior is consistent across

all platforms. The boolean argument indicates if the request is
temporary. These methods return false if the request is guaranteed
to fail. They return true if the request will succeed unless it is

vetoed.

boolean isOpaque() Returns true if the JComponent is opaque. Otherwise, it returns
false.

void setOpaque(boolean opaque) Sets the opacity of the JComponent. If a JComponent is opaque, it

will paint every pixel within its bounds. If it is non-opaque, it may
paint some or no pixels in its bounds, allowing the pixels behind it
to show through. By default, the JComponent class sets this value to
false, making it transparent. However, the default value for opacity
for its subclasses depends on the look and feel, and the specific
component.

Table 2-2 lists some of the commonly used events that are available for all Swing components. Each Swing
component also supports some specialized events. I will explain those specialized events when I discuss those
components. Note that all the events listed in the table follow the XxxEvent class, XxxListener interface, XxxAdapter
abstract class, and addXxxListener () method naming convention unless noted otherwise. That is, to handle Xxx
event for a component, you need to call its addXxxListener (XxxListener 1) method and pass object of a class that
implements an XxxListener interface. All the methods in an XxxListener interface accept an argument of the type
XxxEvent. If there is more than one method in XxxListener, there is a corresponding XxxAdapter abstract class that
implements the XxxListener interface and it provides empty implementations for the XxxListener methods.

Table 2-2. Some Commonly Used Events Available for All Swing Components

Event Class Name Event Listener Interface Description
ComponentEvent ComponentListener The event occurs when a component’s visibility,
Methods: size, or location is changed.
componentShown ()
componentHidden()
componentResized()
componentMoved()
FocusEvent FocusListener The event occurs when a component gains or loses
Methods: the focus.
focusGained()
focusLost()
(continued)
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Event Class Name

Event Listener Interface

Description

KeyEvent

MouseEvent

MouseEvent

MouseWheelEvent

KeyListener

Methods:
keyPressed()
keyReleased()

keyTyped()

Mouselistener

Methods:
mousePressed()
mouseReleased()
mouseClicked()
mouseEntered()
mouseExited()

MouseMotionlListener

Methods:

mouseDragged ()
mouseMoved ()

Note: It uses a MouseEvent
object as an argument

in the event methods.
There is no corresponding
MouseMotionEvent class.

MouselWheelListener

Method:
mouseWheelMoved()

The event occurs when the component has the focus
and a key on the keyboard is pressed, released, or typed.
The key pressed and released events are triggered when
you press or release any key on the keyboard. The key
typed event is triggered only when a Unicode character
is typed. For example, when you type character 'a’ on the
keyboard, a key pressed, a key typed, and a key released
event are triggered in sequence.

The mouse pressed, released, and clicked events
are triggered when the mouse is pressed, released,
and clicked on a component. When a mouse enters
the component’s bound, a mouse entered event is
triggered. A mouse exited event is triggered when a
mouse leaves the component’s bounds.

Note that the MouseAdapter class implements three
interfaces: MouselListener, MouseMotionListener,
and Mouselheellistener (see two more mouse
events below).

A mouse dragged event is triggered when you drag the
mouse over a component by pressing a mouse button.
The mouse dragged event continues to trigger even

if the mouse leaves the component until the mouse
button is released.

The mouse moved event is triggered when you move
the mouse over a component, but no mouse button is
pressed.

You can use either the MouseAdapter or
MouseMotionAdapter abstract class to write your
listener object for this event.

A mouse wheel moved event is triggered if the wheel of
the mouse is rotated when the component is in focus.
If a mouse does not have a wheel, this event is not
triggered.

In the beginning, Java provided the AWT (Abstract Window Toolkit) for building a GUI. All AWT components
were in the java.awt package and they used peers to handle how they worked. If you create a button using AWT, there
is a corresponding button created by the operating system, which is called the peer, to handle most of how the AWT
button works. Because of the fact that each AWT component has a peer, AWT components are called heavyweight

components.

Swing became part of the Java class library in JDK 1.2 as an alternative to AWT. Most of the Swing components
do not use peers, and hence, they are called lightweight components. For every AWT component, you will find a
corresponding Swing component. Swing provides some additional components that are not present in AWT such as
JTabbedPane. Swing components have their names prefixed with a J. For example, to use a button component, AWT
provides a Button class and Swing provides a JButton class. To display a decorated window, AWT provides a Frame
class and Swing provides a JFrame class. Some components in Swing are still heavyweight components. After all, basic
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GUI capabilities are always provided by the operating system. All top-level containers in Swing (JFrame, JDialog,
JWindow, and JApplet) are heavyweight components, and they have peers. Swing components, other than top-level
containers, are lightweight components. Swing’s lightweight components use their heavyweight containers’ area to
paint. Swing’s lightweight components are written in Java.

The main disadvantage of AWT is that a GUI may look different on different operating systems. AWT supports
features that are available on all platforms. Because of their dependence on operating system peers, AWT can provide
only rectangular components. None of these limitations exist with Swing lightweight components. In Swing, you can
have a component of any shape because Swing paints lightweight components using Java code. Swing offers pluggable
look and feel, so that you are not limited to seeing GUI components only in the way the operating system paints them.
It is not advisable to mix Swing and AWT components in the same application, although it is allowed. Mixing them
may result in problems that are hard to debug. This book covers only Swing.

In the next sections, I will discuss several Swing components in detail.

JButton

A JButton is also known as a push button or a command button. The user presses or clicks a JButton to perform an
action. Typically, it displays text that describes the action it performs when it is clicked. The text is also known as the
label. A JButton also supports displaying an icon. You can use one of the constructors listed in Table 2-3 to create an
instance of a JButton.

Table 2-3. Constructors of the JButton Class

Constructor Description

JButton() Creates a JButton without any label or icon.

JButton(String text) Creates a JButton and sets the specified text as its label.
JButton(Icon icon) Creates a JButton with an icon and no label.

JButton(String text, Icon icon) Creates a JButton with the specified label and icon.

JButton(Action action) Creates a JButton with an Action object. You will have an example of

using an Action object for a JButton later in this section.

You can create a JButton with its text as Close, like so:
JButton closeButton = new JButton("Close");

To create a JButton with an icon, you need to have an image file. An icon is a fixed-sized image. An object of a
class that implements the javax.swing.Icon interface represents an icon. Swing provides a very useful ImageIcon
class that implements the Icon interface. You can create an icon in your program using the ImageIcon class from
an image file or a URL that contains a GIF, JPEG, or PNG image. The following snippet of code shows how to create
buttons with icons:

// Create icons
Icon previousIcon = new ImageIcon("C:/images/previous.gif");
Icon nextIcon = new ImageIcon("C:/images/next.gif");

// Create buttons with icons

JButton previousButton = new JButton("Previous", previousIcon);
JButton nextButton = new JButton("Next", nextIcon);
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It is advised that you use a forward slash (/) in the file path in the constructor of the ImageIcon class. The file path
you specify is converted to a URL and the forward slash works on all platforms. This file path example (C:/images/
next.gif) is for the Windows platform. Figure 2-2 shows a JFrame with three buttons. Two buttons have icons and one
has only text.

?-

=/ JButton Test Q@ N
o Previous o Next : Close

Figure 2-2. Buttons with an icon and text, and with only text

There is only one event for a JButton that you will be using in your Java program most of the time. It is called the
ActionEvent. It is triggered when you click the JButton. The ActionlListener interface is a functional interface and it
contains only one method called actionPerformed(ActionEvent e).You can use alambda expression to represent
an ActionlListener. Here is how you add code using a lambda expression for the ActionEvent for a closeButton:

closeButton.addActionListener(() -> {
// The code to handle the action event goes here
;s

A JButton supports keyboard mnemonic, which is also known as a keyboard shortcut or keyboard indicator. It is a
key that, when pressed, activates the JButton if the focus is in the window that contains the JButton. The mnemonic
key is often pressed in combination with a modifier key such as an Alt key. The modifier key is platform-dependent;
however, it is usually an A1t key. For example, suppose you set the C key as a mnemonic for a Close JButton. When
you press Alt + C, the Close JButton is clicked. If the character that is represented by the mnemonic key is found in
the JButton text, its first occurrence is underlined.

The following snippet of code sets C as a mnemonic key for a Close JButton:

// Set the 'C' key as mnemonic key for closeButton
closeButton.setMnemonic('C"');

// You can also use the following code to set a mnemonic key.
// The KeyEvent class is in the java.awt.event package.
closeButton.setMnemonic(KeyEvent.VK_C);

The code shows two methods to set the mnemonic key. The second method can be used when you do not use
a character key as a mnemonic key. For example, if you want to set the F3 key as a mnemonic key, you can use the
KeyEvent.VK_F3 constant using the second method. Figure 2-3 shows the Close JButton in which the first character of

the text is underlined. When you press A1t + C, the Close JButton is activated (the same as if you clicked it with the
mouse). Table 2-4 shows commonly used method in the JButton class.

Close |

Figure 2-3. A Close button with C as its keyboard mnemonic
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Table 2-4. Commonly Used Methods of the JButton Class

Method Description
Action getAction() Returns the Action object associated with the JButton.
void setAction(Action a) Sets an Action object for the JButton. When this method is called, all properties

for the JButton are refreshed from the specified Action object. If there was an
Action object already set, the new one replaces the old one. The new Action
object is registered as an ActionListener. Any other ActionListener registered
with the JButton using addActionlListener() method remains registered.

Icon getIcon() Returns the Icon object associated with the JButton.
void setIcon(Icon icon) Sets an icon for the JButton.

int getMnemonic() Returns the keyboard mnemonic for this JButton.
void setMnemonic(int n) Sets the keyboard mnemonic for the JButton.

void setMnemonic(char c)

String getText() Returns the text for the JButton.

void setText() Sets the text for the JButton.

Let’s use an Action object to create a JButton. So far, you have seen that a JButton has only four commonly used
properties: text, icon, mnemonic, and action listener. Using these properties of a JButton is easy and straightforward.
How does using an Action object help you deal with a JButton? Let’s take an example where you have a button, say
Close, placed in different areas of the window, say different tab pages. If the button is placed four times on a window,
and all of them have to look and behave the same, an Action object will help you write the code for the Close button
only once and use it at multiple times.

An Action object encapsulates the state and the behavior of a button. You set the text, icon, mnemonic, tool
tip text, other properties, and the ActionListener in an Action object, and use the same Action object to create all
instance of the JButton. One obvious benefit of doing this is that if you want to enable/disable all four JButtons, you
do not need to enable/disable all of them separately. Rather, you set the enabled property in the Action object and it
will enable/disable all of them. Let’s extend this usage to the menu item and tool bar. It is common to provide a menu
item, a tool bar item, and a button to perform the same action in a window. In such cases, you create all three of them
(amenu item, a tool bar item and a button) using the same Action object to keep their states synchronized. Now
you can realize the benefits of an Action object is in reusing the code and keeping the state of multiple components
synchronized.

Actionis an interface. The AbstractAction class provides the default implementation for the Action interface.
AbstractAction is an abstract class. You need to inherit your class from it. Listing 2-1 defines a CloseAction inner
class, which inherits from the AbstractAction class.

Listing 2-1. Using an Action Object to Create and Configure a JButton

// Action]ButtonTest.java
package com.jdojo.swing;

import java.awt.FlowlLayout;
import javax.swing.JFrame;
import javax.swing.JButton;
import java.awt.event.ActionEvent;
import javax.swing.AbstractAction;
import javax.swing.Action;
import java.awt.Container;
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public class ActionJButtonTest extends JFrame {
// Inner Class starts here
public class CloseAction extends AbstractAction {
public CloseAction() {
super("Close");
}

@0verride
public void actionPerformed(ActionEvent event) {
System.exit(0);

} // Inner Class ends here

JButton closeButtoni;
JButton closeButton2;
Action closeAction = new CloseAction(); // See inner class above

public ActionJButtonTest() {
super("Using Action object with JButton");
this.initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(EXIT_ON_CLOSE);
this.setLayout(new FlowLayout());
Container contentPane = this.getContentPane();

// Use the same closeAction object to create both Close buttons
closeButtonl = new JButton(closeAction);
closeButton2 = new JButton(closeAction);

contentPane.add(closeButton1);
contentPane.add(closeButton2);

}

public static void main(String[] args) {
ActionJButtonTest frame = new ActionJButtonTest();
frame.pack();
frame.setVisible(true);

The ActionJButtonTest class creates an Action object, which is of type CloseAction, and uses it to create two

buttons, closeButton1 and closeButton2. The CloseAction class sets the text to Close, and in its actionPerformed()
method, it simply exits the application. Figure 2-4 shows the JFrame that you get when you run the program. It shows
two Close buttons. Clicking either of them will call the actionPerformed() method of the Action object and that will

exit the application.
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£/ Using ... E]@

Close Close

Figure 2-4. Two Close buttons created using the same Action object

If you want to set any property for the JButton while using the Action object, you can do so by using
putValue(String key, Object value) method of the Action interface. For example, the following snippet of code
sets the tool tip text and mnemonic key for the object closeAction:

// Set the tool tip text for the Action object
closeAction.putValue(Action.SHORT DESCRIPTION, "Closes the application");

// Set the mneminic key for the Action object
closeAction.putValue(Action.MNEMONIC_KEY, KeyEvent.VK_C);

Tip If you use an Action object to configure a JButton, and later change a property for the JButton directly, the
changed property will be in effect until you change that property in the Action object again. Suppose you have created
two Close buttons using a CloseAction object. If you call closeButtoni.setText("Exit"), the first button will display
the text as Exit. If you call closeAction.putValue(Action.NAME, "Close/Exit"), both buttons will display the text as
Close/Exit.

JPanel

A JPanel is a container that can contain other components. You can set its layout manager, border, and background
color. Typically, you use a JPanel to group related components and add it to another container such as to a content
pane of a JFrame. Note that a JPanel is a container, but not a top-level container, whereas a JFrame is a top-level
container. Therefore, you cannot display a JPanel by itself in a Swing application, unless you add it to a top-level
container. Sometimes, a JPanel is inserted between two components to create a gap. You can also use a JPanel asa
canvas for drawing such as for drawing lines, rectangles, circles, etc.

The default layout manager for a JPanel is FlowLayout. Note that the default layout manager of the content pane
of a JFrame is a BorderLayout. You have the option to specify its layout manager in the constructor of the JPanel class.
You can change its layout manager after you create it by using its setLayout () method. Table 2-5 lists the constructors
of the JPanel class.

Table 2-5. Constructors for the JPanel Class

Constructor Description

JPanel() Creates a JPanel with FlowLayout and double buffering.

JPanel(boolean isDoubleBuffered) Creates a JPanel with FlowLayout and the specified double buffering flag.
JPanel(LayoutManager layout) Creates a JPanel with the specified layout manager and double buffering.
JPanel(LayoutManager layout, Creates a JPanel with the specified layout manager and double

boolean isDoubleBuffered) buffering flag.
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The following snippet of code shows how to create a JPanel with a BorderLayout and add four buttons to it. Note
that the buttons are added to the JPanel, which in turn is added to the content pane of a JFrame. You can also add a
JPanel to another JPanel to create a nested, complex components layout.

// Create a JPanel and four buttons

JPanel buttonPanel = new JPanel(new BorderlLayout());
JButton northButton = new JButton(“"North");

JButton southButton = new JButton("South");

JButton eastButton = new JButton("East");

JButton westButton = new JButton("west");

// Add buttons to the JPanel
buttonPanel.add(northButton, BorderLayout.NORTH);
buttonPanel.add(southButton, BorderLayout.SOUTH);
buttonPanel.add(eastButton, BorderLayout.EAST);
buttonPanel.add(westButton, BorderLayout.WEST);

// Add the buttonPanel to the JFrame's content pane assuming that
// the content's pane layout is set to a BorderLayout
contentPane.add(buttonPanel, BorderLayout.SOUTH);

JLabel

As the name suggest, a JLabel is a label used to identify or describe another component on the screen. It can display
text, an icon, or both. Typically, a JLabel is placed next to (to the right or left) or at the top of the component it
describes. Figure 2-5 shows a JLabel with its text set to Name :, which is an indicator for the user that he is supposed to
enter a name in the field that is placed next to it.

A JLabel with the text Name:

/

Name: Please enter your name

Figure 2-5. A JLabel component with the text Name: and the mnemonic set to N

Another common use of a JLabel is to display an image. Swing does not include a component such as a JImage
to display an image. You need to use a JLabel with an Icon to display an image. Table 2-6 lists the constructors of the
JLabel class.
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Table 2-6. Constructors of the JLabel Class

Constructor Description

JLabel() Creates a JLabel with an empty string as its text and no icon.
JLabel(Icon icon) Creates a JLabel with an icon and an empty string as its text.
JLabel(Icon icon, int Creates a JLabel with an icon and the specified horizontal alignment.
horizontalAlignment) A JLabel is aligned vertically in the center inside its display area. You can

specify its horizontal alignment in its display area as one of the following
constants defined in the SwingConstants class: LEFT, CENTER, RIGHT, LEADING,
or TRAILING.

JLabel(String text) Creates a JLabel with the specified text. This is the most commonly used
constructor. It is aligned in the center vertically and with the leading edge
horizontally inside its display area. The leading edge is determined by the
component’s orientation.

JLabel(String text, Icon icon,  Creates a JLabel with the specified text, icon, and horizontal alignment.
int horizontalAlignment)

JLabel(String text, int Creates a JLabel with the specified text and horizontal alignment.
horizontalAlignment)

The following snippet of code shows some examples of how to create a JLabel:

// Create a JLabel with a Name: text
JLabel namelabel = new JLabel("Name:");

// Display an image warning.gif in a Jlabel
JLabel warningImage = new JLabel(new Icon("C:/images/warning.gif"));

A JLabel does not generate any interesting events. However, it has some useful methods that you can use
to customize it. You will use three of its methods very frequently: setText (), setDisplayedMnemonic(), and
setLabelFor(). The setText() method is used to set the text for the JLabel. The setDisplayedMnemonic() method
is used to set a keyboard mnemonic for the JLabel. If the keyboard mnemonic is a character that occurs in the
text of the JLabel, that character is underlined to give a hint to the user. The setLabelFor() method accepts a
reference to another component and it indicates that this JLabel describes that component. The two methods -
setDisplayedMnemonic() and setLabelFor () work in tandem. When the mnemonic key for the JLabel is pressed,
the focus is set to the component that was used in the setLabelFor() method. The JLabel shown in Figure 2-5 has its
mnemonic set to the character N and you can see that the character N in its text is underlined. When the user presses
ALt + N, the focus will be set to the JTextField that is displayed to the right of the JLabel. The following snippet of
code shows how to create the component arrangements shown in Figure 2-5:

// Create a JTextField where the user can enter a name
JTextField nameTextField = new JTextField("Please enter your name...");

// Create a JLabel with N as its mnemonic and nameTextField as its label-for component
JLabel namelLabel = new JLabel("Name:");

nameLabel.setDisplayedMnemonic('N");

namelabel.setlabelFor(nameTextField);
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// Add name label and field to a container, say a contentPane
contentPane.add(namelLabel);
contentPane.add(nameTextField);

There are other methods defined in the JLabel class that let you set/get its alignments inside the display area
and its text inside its bounds. If you look at a JLabel component’s features, you will find that it exists only to describe
another component—a truly altruistic component!

Text Components

In simple terms, you can define text as a sequence of characters. Swing provides a rich set of features to work with text.
Figure 2-6 shows a class diagram for classes representing text components in Swing.

=

JComponent

Ly

=

JTextComponent

JEditorPane ] [DJTexbﬂ\rea [El.ﬂ'exlﬁeld ]

iy | 3’1\ /]\ |

[:IJTexIPane [DJPassworaneu I [DformtledTextFneH ]

Figure 2-6. A class diagram for text-related components in Swing

|I:I

Swing provides so many text-related features that it has a separate package, javax.swing.text, which contains
all text related classes. The JTextComponent class is in the javax.swing.text package. The rest of the classes are in the
javax.swing package.

There are different Swing components to work with different kinds of text. We can categorize the text components
based on two criteria: the number of lines in text and the type of text they can handle. Based on the number of lines of
text that a text component can handle, you can further categorize them as follows:

e Single-line text component
e  Multiline text component

A single line text component is designed to handle one line of text, for example, a user name, a password, a birth
date etc. Instances of the JTextField, JPasswordField, and JFormattedTextField classes represent single-line text
components.

A multiline text component is designed to handle multiple lines of text, for example, comments, the description
of an item in a store, a document, etc. Instances of the JTextArea, JEditorPane, and JTextPane classes represent
multiline text components.
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Based on the type of the text that a text component can handle, you can categorize text components as follows:
e  Plain text component
e  Styled text component

The style of text (or parts of text) is the way the text is displayed, such as bold, italic, underlined, etc., font, and
color. In the context of a text component, a plain text means that the entire text contained in the text component is
displayed using only one style. JTextField, JPasswordField, JFormattedTextField, and JTextArea are examples of
plain text components. That is, you cannot display multiline text in a JTextArea in which some parts of the text is in
boldface font and others not. You can display either the entire text in a JTextArea in boldface font or the entire text in
aregular font. Note that plain text does not mean that text cannot have a style. It means that there is only one style that
applies to the entire text (all characters comprising the text).

In styled text, you can apply different styles to different parts of the text. In styled text, some part of the text can be
in boldface (or italic, bigger font size, underlined, etc.) and some part not in boldface. JEditorPane and JTextPane are
examples of styled components.

All Swing components, including Swing text components, are based on a model-view-controller (MVC) pattern.
An MVC pattern uses three components: a model, a view, and a controller. The model is responsible for storing the
contents (the text). The view is responsible for displaying the contents. The controller is responsible for responding
to user actions. Swing combines the view and the controller into one object called the UI, which is responsible for
displaying the content and reacting to the user’s actions. It keeps the model separate and it is represented by an
instance of the Document interface, which is in the javax. swing.text package. The model of a text component is
sometimes also referred to as its document. Figure 2-7 depicts the different parts of a Swing text component.

STRANGE fits of passion have | — »
View \

STRANGE fits of passion have | known:
And | will dare to tell,

But in the lover's ear alone,

What once to me befell.

A Swing text
component

Model

Figure 2-7. Components of the model-view-controller pattern for Swing text components

Note that the view may not always display the entire contents of a text component. In Figure 2-7, the model
contains four lines of the part of a poem by William Wordsworth, whereas the view displays only some words from the
first line.

Swing provides a default implementation of the Document interface, which makes is easy for developers to work
with commonly used text types. When you use a text component, it creates an appropriate model (sometimes I will
refer to it as a document in the discussion) for you, which is suitable to store the content of the text component.
Figure 2-8 shows a class diagram for the Document interface, plus related classes and interfaces. All classes and
interfaces shown in the figure are in the javax.swing.text package.
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Figure 2-8. A class diagram for the document interface and related interfaces and classes

You can set the model for a text component using the setDocument (Document doc) method. The getDocument()
method returns the model for a text component.

By default, JTextField, JPasswordField, JFormattedTextField, and JTextArea use an instance of the
PlainDocument class as their models. If you want to customize the models for these text components, you need to
create a class inheriting from the PlainDocument class and override some of the methods.

The model for JEditorPane and JTextPane depends on the content type that is being edited and/or displayed.
The position of the characters in a text component uses a zero-based index. That is, the first character in the text
occurs at index 0.

JTextComponent

JTextComponent is an abstract class. It is the ancestor of all Swing text components. It includes common
functionalities that are available to all text components. Table 2-7 lists some commonly used methods of text
components that are included in the JTextComponent class.

Table 2-7. Commonly Used Methods in the JTextComponent Class

Method Description
Keymap addKeymap(String name, Adds a new keymap to the keymap hierarchy of the component.
Keymap parentKeymap)
void copy() Copies the selected text to the system clipboard.
void cut() Moves the selected text to the system clipboard.
Action[] getActions() Returns the command list for the text editor.
Document getDocument () Returns the model for the text component.
Keymap getKeymap() Returns the currently active keymap for the text component.
(continued)
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Table 2-7. (continued)

Method

Description

static Keymap getKeymap
(String keymapName)

String getSelectedText()

int getSelectionEnd()
int getselectionStart()
String getText()

String getText(int offset,
int length) throws
BadLocationException

TextUI getUI()
boolean isEditable()
void paste()

void print()

void read(Reader source, Object
description) throws IOException

void replaceSelection(String
newContent)

void select(int start, int end)
void selectAll()

void setDocument(Document doc)
void setEditable(boolean editable)

void setKeymap(Keymap keymap)

Returns the keymap associated with this document with the name
keymapName.

Returns the selected text in the component. It returns null if there is no
selected text or the document is empty.

Returns the end position of the selected text.
Returns the start position of the selected text.

Returns the text that is contained in this text component. It returns the
text contained in the model of the component and not what is displayed
by the view.

Returns a portion of the text contained in the text component starting

at the offset position and number of characters equal to the length. It
throws BadLocationException if offset or length is invalid. For example,
if a text component contains Hello as its text, getText(1,3) will return ell.

Returns the user-interface factory for the text component.
Returns true if the text component is editable. Otherwise, returns false.

Transfers the content of the system clipboard to the text component
model. If text is selected in the component, the selected text is replaced. If
there is no selection, the content is inserted before the current position. If
the system clipboard is empty, it does nothing.

It displays a print dialog and lets you print the content of the text
component without a header and footer. This method is overloaded.
Other versions of this method provide more functionality to print the
content of a text component.

Reads the content from the source stream into the text component,
discarding the component’s old content. The description is an object
that describes the source stream. For example, to read the text of file
test.txt into a JTextArea named ta you would write

FileReader fr =

new FileReader("test.txt");
ta.read(fr, "Hello");
fr.close();

Replaces the selected content with the newContent. If there is no selected
content, it inserts the newContent. If newContent is null or an empty
string, it removes the selected content.

Selects the text between the start and end positions.
Selects all text in a text component
Sets the document (that is, the model) for the text component.

Sets a text component as editable if editable is true. If editable is
false, sets the text component as non-editable.

Sets the keymap for the text component.
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Table 2-7. (continued)

Method Description

void setSelectionEnd(int end) Sets the end position of selection.

void setSelectionStart(int start)  Sets the start position of selection.

void setText(String newText) Sets the text of the text component.

void setUI(TextUI newUI) Sets new UI for the text component.

void updateUI() Reloads the pluggable Ul for the text component.

void write(Writer output) Writes the contents of the text component to a stream defined by output.

For example, to write the text of a JTextArea named ta into a file named
test.txt, you would write

FileWriter wr = new FileWriter("test.txt");
ta.write(wr);
wr.close();

The most commonly used methods of text components are getText () and setText(String text).The
getText () method returns the contents of a text component as a String, and the setText(String text) method sets
the content of a text component specified in the argument.

JTextField

A JTextField can handle (display and/or edit) one line of plain text. You can create a JTextField in a number of
different ways using its constructors. Its constructors accept a combination of

e Astring
e  The number of columns
e  ADocument object

The string specifies the initial text. The number of columns specifies the width. The Document object specifies
the model. The default value for the initial text is null, the number of columns is zero, and document (or model) is an
instance of the P1lainDocument class.

If you do not specify the number of columns, its width is determined by the initial text. Its preferred width will be
wide enough to display the entire text. If you specify the number of columns, its preferred width will be wide enough
to display as many m characters in the current font of the JTextField as the specified number of columns. Table 2-8
lists constructors of the JTextField class.

Table 2-8. Constructors of the JTextField Class

Constructor Description

JTextField() Creates a JTextField with default values for initial text, number of columns,
and document.

JTextField(Document document, Createsa JTextField with the specified document as its model, text as its

String text, int columns) initial text, and columns as its number of columns.

JTextField(int columns) Creates a JTextField with the specified columns as its number of columns.
JTextField(String text) Creates a JTextField with the specified text as its initial text.
JTextField(String text, Creates a JTextField with the specified text as its initial text and columns as
int columns) its number of columns.
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The following snippet of code creates many instance of JTextField using the different constructors:

// Create an empty JTextField
JTextField emptyTextField = new JTextField();

// Create a JTextField with an initial text of Hello
JTextField helloTextField = new JTextField("Hello");

// Create a JTextField with the number of columns of 20
JTextField nameTextField = new JTextField(20);

How many characters can you enter in a JTextField? There is no limit to the number of characters that you can
enter in a JTextField. If you want to limit the number of characters in a JTextField, you need to customize its model.
Note that the model of the JTextField stores its contents. Before you see a custom model in action, let’s see the power
of separating the model and the view for a text component in Swing.

Let’s create two instances of JTextField named name and mirroredName. You will set the model for mirroredName
to be the same as that of name. You are doing a very simple thing. You are using the same model for both text fields.
This makes both fields as mirror fields of each other. If you enter text in one of them, the same text is automatically
displayed for you in the other. How does this happen? When you enter text in a JTextField, its model is updated.

Any update in its model sends a notification to its views (in this case, the two components act as views) to update
themselves. Since two text fields are two views with the same model, any update in the model (through either of the
text fields) will send a notification to both text fields, and both will update their views to display the same text.

Listing 2-2 demonstrates how to share a model between two text fields. Run this program and enter some text in
either of the text fields. You will see that the other text field is updated simultaneously with the same text.

Listing 2-2. Mirroring a JTextField by Sharing Its Model With Another JTextField

// MirroredTextField.java
package com.jdojo.swing;

import javax.swing.JFrame;

import javax.swing.JTextField;
import javax.swing.JLabel;

import java.awt.GridlLayout;
import java.awt.Container;

import javax.swing.text.Document;

public class MirroredTextField extends JFrame {
JLabel namelLabel = new JLabel("Name:") ;
JLabel mirroredNameLabel = new JLabel("Mirrored Name:") ;
JTextField name = new JTextField(20);
JTextField mirroredName = new JTextField(20);

public MirroredTextField() {
super("Mirrored JTextField");
this.initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(EXIT ON_CLOSE);
this.setLayout(new GridLayout(2, 0));
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Container contentPane = this.getContentPane();
contentPane.add(namelLabel);
contentPane.add(name);
contentPane.add(mirroredNamelLabel);
contentPane.add(mirroredName);

// Set the model for mirroredName to be the same

// as name's model, so they share their content's storage.
Document nameModel = name.getDocument();
mirroredName.setDocument (nameModel);

}

public static void main(String[] args) {
MirroredTextField frame = new MirroredTextField();
frame.pack();
frame.setVisible(true);

To have your own model for a JTextField, you need to create a new class. The new class can either implement
the Document interface or inherit from the PlainDocument class. The latter approach is easier and most commonly
used. Listing 2-3 contains the code for a LimitedCharDocument class, which inherits from the P1lainDocument class
You can use this class as a model for a JTextField when you want to limit the number of characters in a JTextField.
By default, it lets a user enter an unlimited number of characters. You can set the number of allowed characters in its
constructor.

Listing 2-3. A Class That Represents a Plain Document With a Limited Number of Characters

// LimitedCharDocument.java
package com.jdojo.swing;

import javax.swing.text.PlainDocument;
import javax.swing.text.BadlLocationException;
import javax.swing.text.AttributeSet;

public class LimitedCharDocument extends PlainDocument {
private int limit = -1; // < 0 means an unlimited characters

public LimitedCharDocument() {
}

public LimitedCharDocument(int limit) {
this.limit = limit;
}

@0verride
public void insertString(int offset, String str, AttributeSet a)
throws BadLocationException {
String newString = str;
if (limit »>=0 && str != null) {
// Check for the limit
int currentLength = this.getlength() ;
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int newTextLength
if (currentLength

newString
}

str.length();
newTextLength > limit) {
str.substring(o, limit - currentlength);

n 4+ n

}

super.insertString(offset, newString, a);

The code of interest in the LimitedCharDocument class is the insertString() method. The Document interface
declares an insertString() method. The PlainDocument class provides the default implementation. The
LimitedCharDocument class overrides the default implementation and checks whether the inserted string will exceed
the number of characters allowed. If the inserted string exceeds the maximum number of characters allowed, it chops
off the extra characters. If you set the limit to a negative number, an unlimited number of characters are allowed. At
the end, the method simply calls its implementation in the PlainDocument class to execute the real action.

The insertString() of the model is called every time a text is inserted into the JTextField. This method gets the
following three arguments:

e int offset: Itis the position where the string is inserted in the JTextField. The first
character is inserted at offset 0, the second at offset 1, and so on.

e String str: Itisthe string that is inserted into the JTextField. When you enter a text in
a JTextField, the insertString() method is called for each character you enter and this
argument will contain only one character. However, when you paste text into a JTextField or
use its setText () method, this argument may contain more than one character.

e AttributeSet a: The attributes that have to be associated with the inserted text.

You can use the LimitedCharDocument in your code as follows:

// Create a JTextField, which will only allow 10 characters
Document tenCharDoc = new LimitedCharDocument(10);
JTextField t1 = new JTextField(tenCharDoc, "your name", 10);

There is another way to set a document for a JTextField. You need to create a new class inheriting from
JTextField and override its createDefaultModel() method. It is declared protected in the JTextField class, and by
default, it returns a PlainDocument. You can return an instance of your custom document class from this method. The
code for your custom JTextField would look as follows:

public class TenCharTextField extends JTextField {
@0verride
protected Document createDefaultModel() {
// Return a document object that allows maximum 10 characters
return new LimitedCharDocument(10);

}

// Other code goes here

You can use an instance of the TenCharTextField class whenever you need a JTextField with a capacity of ten
characters.
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The createDefaultModel () method is called from the constructor in the JTextField class. Therefore, you
should not pass an argument to your custom JTextField and use that argument’s value to construct the model in
the createDefaultModel() method in your class. For example, the following snippet of code will not produce the
desired result:

static class LimitedCharTextField extends JTextField {
private int maxChars = -1;

public LimitedCharTextField(int maxChars) {
this.maxChars = maxChars;
}

protected Document createDefaultModel() {
/* Wrong use of maxChars!!! By the time this method is called,
maxChars will have its default value of zero. This method will be
called from the constructor of the JTextField class and at that time
the constructor for this class would not start executing.
*/
return new LimitedCharDocument(maxChars);

Sometimes, you may want to force the user to enter text in a text field in a specific format, such as entering a date
in mm/dd/yyyy format or entering digits only. This is possible using a custom model for the JTextField component.
Swing contains another text component called JFormattedTextField thatlets you set the format for a text field.

A JFormattedTextField makes the job alot easier if you need a component that should allow a user to add text in a
specific format. I will discuss JFormattedTextField shortly.

JPasswordField

A JPasswordField is a JTextField, except that it allows hiding the actual characters being displayed in the field. For
example, when you are using a login form to enter your password, you do not want others looking over your shoulders
to see your password on the screen. By default, it displays an asterisk (*) character for each actual character in the
field. This is called the echo character. The default echo character also depends on the look-and-feel used for the
application. You can set your own echo character by using its setEchoChar (char newEchoChar) method.

The JPasswordField class has the same set of constructors as the JTextField class. You can use a combination of
the initial text, the number of columns, and a Document object to create a JPasswordField object.

// Create a password field 10 characters wide
JPasswordField passwordField = new JPasswordField(10);

The getText () method for JPasswordField has been deprecated for security reasons. You should use its
getPassword() method instead, which returns an array of char. You should reset all the elements in the char array
to zero value after you are done using it. The following snippet of code shows how to validate a password entered in a
JPasswordField:

// Get the password entered in the field
char c[] = passwordField.getPassword();

// Suppose you have the correct password in a string.
// Usually, you will get it from a file or database
String correctPass = "Hello";
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// Do not convert your password in c[] to a String. Rather, convert the correctPass
// to a char array. Or, better you would have correctPass as char array in the first place.
char[] cp = correctPass.toCharArray();

// Use the equals() method of the java.util.Arrays class to compare c and cp for equality
if (Arrays.equals(c, cp)) {

// The password is correct
}

else {

}

// The password is incorrect

// Null out the password that you have in the char arrays
Arrays.fill(c, (char)o);
Arrays.fill(cp, (char)o);

You can set an echo character of your choice using the setEchoChar () method as follows:

// Set # as the echo character
password.setEchoChar(‘#");

You can use a JPasswordField as a JTextField by setting its echo character to zero as follows:

// Set the echo character to 0, so the actual password characters are visible.
passwordField.setEchoChar((char)o);

Tip You need to set the echo character of a JPasswordField to a character value whose ASCII value is zero so
the JPasswordField will show the actual characters. If you set the echo character to o' (ASCII value of 48), the actual
password will not be displayed. Rather, a ‘o' character will be echoed for each actual character.

JFormattedTextField

A JFormattedTextFieldis a JTextField with the following two additional capabilities:
e [Itlets you specify the format in which the text will be edited and/or displayed.
e Italso lets you specify a format when the value in the field is null.

In addition to the getText () and setText() methods, which let you get and set the text in the field, the
JFormattedTextField offers two new methods called getValue() and setValue(), which let you work with any type
of data instead of just text.

The JFormattedTextField comes preconfigured to work with three kinds of data: numbers, dates, and
strings. However, you have the ability to format any object to be displayed in this field. You can set the format for a
JFormattedTextField in many ways using its different constructors, which are listed in Table 2-9.
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Table 2-9. Constructors of the JFormattedTextField Class

Constructor Description

JFormattedTextField() Creates a JFormattedTextField with no formatter. You
need to use its setFormatterFactory() or setValue()
method to set a formatter.

JFormattedTextField(Format format) Creates a JFormattedTextField and it will use the specified
format to format the text in the field.

JFormattedTextField( Creates a JFormattedTextField with the specified

JFormattedTextField.AbstractFormatter formatter.

formatter)

JFormattedTextField(JFormattedTextField. Creates a JFormattedTextField with the specified factory.

AbstractFormatterFactory

factory)

JFormattedTextField( Creates a JFormattedTextField with the specified factory

JFormattedTextField.AbstractFormatterFactory  and the specified an initial value.
factory, Object initialValue)

JFormattedTextField(Object value) Creates a JFormattedTextField with the specified value.
The field will configure itself to format the value based on
the class of the value. If a null is passed as the value, the
field has no way to know which type of value it needs to
format and it will not attempt to format the value at all.

It is necessary to understand the difference between format, formatter, and formatter factory. A java.text.
Format object defines the format of an object in a string form. That is, it defines how an object looks as a string; for
example, a date object in mm/dd/yyyy format would look like 07/09/2008.

A formatter is represented by a JFormattedTextField.AbstractFormatter object and it uses a java.text.
Format object to format an object. Its job is to convert an object to a string and a string back to an object.

A formatter factory is a collection of formatters. A JFormattedTextField uses a formatter factory to get a
formatter of a specific type. A formatter factory object is represented by an instance of the JFormattedTextField.
AbstractFormatterFactory class.

The following snippet of code configures dobField to format the text in it as a date in the current locale format:

JFormattedTextField dobField = new JFormattedTextField();
dobField.setValue(new Date());

The following snippet of code configures a salaryField to display a number in the current locale format:

JFormattedTextField salaryField = new JFormattedTextField();
salaryField.setValue(new Double(11233.98));

You can also create a JFormattedTextField with a formatter. You need to use the DateFormatter,
NumberFormatter, and MaskFormatter classes to format a date, a number, and a string, respectively. These classes are
in the javax.swing.text package.

// Have a field to format a date in mm/dd/yyyy format
DateFormat dateFormat = new SimpleDateFormat("mm/dd/yyyy");
DateFormatter dateFormatter = new DateFormatter(dateFormat);
dobField = new JFormattedTextField(dateFormatter);
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// Have field to format a number in $#0,000.00 format
NumberFormat numFormat = new DecimalFormat("$#0,000.00");
NumberFormatter numFormatter = new NumberFormatter(numFormat);
salaryField = new JFormattedTextField(numFormatter);

You need to use a mask formatter to format a string. A mask formatter uses the special characters listed in
Table 2-10 to specify a mask.

Table 2-10. Special Characters Used to Specify a Mask

Character Description

# A number

? A letter

A A letter or a number

* Anything

U A letter, with lowercase characters mapped to their uppercase equivalents
L A letter, with uppercase characters mapped to their lowercase equivalents
H A hexadecimal digit (A-F a-f, 0-9)

A single quote. It is an escape character that is used to escape any of the special
formatting characters.

To let the user enter a social security number in the ###-##-#### format, you create a JFormattedTextField as
follows. Note that the constructor, MaskFormatter (String mask), throws a ParseException.

MaskFormatter ssnFormatter = null,;
JFormattedTextField ssnField = null;
try {
ssnFormatter = new MaskFormatter ("##-##-####");
ssnField = new JFormattedTextField(ssnFormatter);
}
catch (ParseException e) {
e.printStackTrace();
}

When you use a mask formatter, you are forced to use only as many characters as you have specified in the mask.
All non-special characters (see Table 2-10 for the list of special characters) are displayed as they appear in the mask.
A placeholder (a space by default) is displayed for each special character in the mask. For example, if you specify the
mask as "##H-#H-#HHH#", the JFormattedTextField displays " - - " as the placeholder. You can also specify
a placeholder character for special characters using the setPlaceHolderCharacter(char placeholder) method of
the MaskFormatter class. To display 000-00-0000 in a SNN field, you need to use ‘0’ as a placeholder character for the
mast formatter, as shown:

ssnFormatter = new MaskFormatter ("#it-##-#i###");
ssnFormatter.setPlaceholderCharacter('o");
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You can use the setFormatterFactory() method of JFormattedTextField to change the formatter after you have
created the component. For example, to set a date format to a JFormattedTextField named payDate, after you have
created it, you write

DateFormatter df = new DateFormatter(new SimpleDateFormat("mm/dd/yyyy"));
DefaultFormatterFactory dff = new DefaultFormatterFactory(df, df, df, df);
dobField.setFormatterFactory(dff);

A JFormattedTextField lets you specify four types of formatters:

A null formatter: It is used when the value in the field is null.

An edit Formatter: It is used when the field has focus.

A display Formatter: It is used when the field does not have focus and it has a non-null value.

A default Formatter: It is used in the absence of any of the above three formatters.

You can specify all four formatters by using a formatter factory in the constructor of the JFormattedTextField
class or calling its setFormatterFactory() method. An instance of the JFormattedTextField.
AbstractFormatterFactory abstract class represents a formatter factory. The javax.swing.text.
DefaultFormatterFactory classis an implementation of the JFormattedTextField.AbstractFormatterFactory
class. When you specify a formatter, the same formatter is used in place of four formatters. When you specify a
formatter factory, you have the ability to specify different formatters for four different situations.

Suppose you have a JFormattedTextField named dobField to display a date. When this field has focus, you
want to let the user edit the date in the format mm/dd/yyyy (e.g. 07/07/2008). When it does not have focus, you want to
display a date in the mmmm dd, yyyy (e.g. July 07, 2008) format. The following snippet of code will do the job:

DateFormatter df = new DateFormatter(new SimpleDateFormat("mmmm dd, yyyy"));
DateFormatter edf = new DateFormatter(new SimpleDateFormat("mm/dd/yyyy"));
DefaultFormatterFactory ddf = new DefaultFormatterFactory(df, df, edf, df);
dobField.setFormatterFactory(ddf);

If you have configured the JFormattedTextField to format a date, you can use its getValue() method to get a
Date object. The getValue() method’s return type is Object and you will need to cast the returned value to the type
Date. You can place the cursor in the month, day, year, hour, minute, and second parts of the date value in the field
and use up/down arrow key to change that specific part. If you want to overwrite the value in the field as you type, you
need to set the formatter in overwrite mode by using the method setOverwriteMode(true).

Another advantage of using a JFormattedTextField is to set a limit on the number of characters that can be
entered in a field. Recall that you achieved this by using a custom document for a JTextField in the previous section.
You can achieve the same by setting a mask formatter. Suppose you want to let the user enter a maximum of two
characters in a field. You can accomplish this as follows:

JFormattedTextField twoCharField = new JFormattedTextField(new MaskFormatter("**"));

JTextArea

A JTextArea can handle multiline plain text. Most often, when you have multiline text in a JTextArea, you will need
scrolling capabilities. A JTextArea does not provide scrolling by itself. Rather, you need to get help from another
Swing component called JScrol1Pane when you need to have scrolling capability for any Swing component.

You can specify the number of rows and columns for a JTextArea that are used to determine its preferred size.
The number of rows is used to determine its preferred height. If you set the number of rows to N, it means that its
preferred height will be set to display N number of lines of text in the current font settings. The number of columns is
used to determine its preferred width. If you set the number of columns to M, it means that its preferred width is set to
M times the width of the character m (lowercase M) in the current font settings.
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A JTextArea provides a number of constructors to create a JTextArea component using a combination of the
initial text, the model, the number of rows, and the number of columns as arguments, as shown in Table 2-11.

Table 2-11. Constructors of the JTextArea Class

Constructor Description

JTextArea() Creates a JTextArea with a default model, initial string as null, and
rows/columns as zero.

JTextArea(Document doc) Creates a JTextArea with the specified doc as its model. Its initial
string is set to null, and rows/columns to zero.

JTextArea(Document doc, String text, Creates a JTextArea with all its properties (model, initial text, rows,

int rows, int columns) and column) as specified in its arguments.

JTextArea(int rows, int columns) Creates a JTextArea with a default model, initial string as null, and
the specified rows/columns.

JTextArea(String text) Creates a JTextArea with the specified initial text. A default model is
set and rows/columns are set to zero.

JTextArea(String text, int rows, Creates a JTextArea with the specified text, rows, and columns.

int columns) A default model is used.

The following snippet of code creates many instances of JTextArea using different initial values:

// Create a blank JTextArea
JTextArea emptyTextArea = new JTextArea();

// Create a JTextArea with 10 rows and 50 columns
JTextArea commentsTextArea = new JTextArea(10, 50);

// Create a JTextArea with 10 rows and 50 columns with an initial text of "Enter resume here"
JTextArea resumeTextArea = new JTextArea("Enter resume here", 10, 50);

It is very important to remember that when you work with a JTextArea, most often your text size will be bigger
than its size on the screen and you will need a scrolling capability. To add the scrolling capability to a JTextArea, you
need to add it to a JScrol1Pane, and add the JScrol1lPane to the container, not the JTextArea. The following snippet
of code demonstrates this concept. It is assumed that you have a JFrame named myFrame whose content pane’s layout
is set to BorderLayout and you want to add a scrollable JTextArea in the center region.

// Create JTextArea
JTextArea resumeTextArea = new JTextArea("Enter resume here", 10, 50);

// Add JTextArea to a JScrollPane
JScrollPane sp = new JScrollPane(resumeTextArea);

// Get the reference of the content pane of the JFrame
Container contentPane = myFrame.getContentPane();

// Add the JScrollPane (sp) to the content pane, not the JTextArea
contentPane.add(sp, BorderLayout.CENTER);
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Table 2-12 has some of the commonly used methods of a JTextArea. Most of the time, you will use its setText (),

getText(), and append() methods.

Table 2-12. Commonly Used Methods of JTextArea

Method

Description

void append(String text)
int getLineCount()

int getlineStartOffset(int line)
throws BadLocationException

int getLineEndOffset(int line)
throws BadLocationException

int getLineOfOffset(int offset)
throws BadLocationException

boolean getlLineWrap()
int getTabSize()
boolean getWrapStyleWord()

void insert(String text, int offset)
void replaceRange(String text,

int start, int end)

void setLineWrap(boolean wrap)

void setTabSize(int size)

void setWrapStyleWord(boolean word)

Appends the specified text to the end of the JTextArea.
Returns the number of lines in the JTextArea.

Returns the start and end offset (also called position, which is zero
based) for a specified 1ine number. Throws an exception if the line
number is out of range.

This method is useful when you combine it with the getLineCount()
method. You can parse the text contained in the JTextArea line by
line using these three methods inside a loop.

Returns the line number in which the specified offset occurs.

Returns true if line wrapping has been set. Otherwise, it returns false.
Returns the number of characters used for a tab. By default, it returns 8.

Returns true if word wrapping has been set to true. Otherwise, it
returns false.

Inserts the specified text at the specified offset. If the model is null
or the specified text is empty or null, calling this method has no effect.

Replaces the text between the start and end positions with the
specified text.

Sets the line-wrapping policy for the JTextArea. If line-wrapping is
set to true, a line is wrapped if it does not fit into the width of the
JTextArea. If it is set to false, lines are not wrapped even though it is
longer than the width of the JTextArea. By defaul, it is set to false.

Sets the number of characters that a tab will expand to the
specified size.

Sets the word-wrapping style when line wrapping is set to true. When
itis set to true, the line wraps at a word boundary. Otherwise, the line
wraps at a character boundary. By default, it is set to false.

JTextArea uses configurable policies for wrapping lines and words in its displayable area. If the line wrapping
is set to true and a line is longer than the width of the component, the line will be wrapped. By default, the line
wrapping is set to false. The line wrapping is set using the setLinelirap(boolean lineWrap) method.

A line can wrap at a word boundary or at a character boundary, which is determined by the word wrapping
policy. The word wrapping policy is set using the setWrapStylelWord(boolean wordWrap) method. Calling this
method takes effect only if the setLineWrap(true) is called. That is, a word wrapping policy defines the details of the
line wrapping policy. Figure 2-9 shows three JTextArea components displayed in a JFrame.
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£ JTextArea Line and Word Wrapping Test E]@
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Figure 2-9. The effects of line and word wrapping in a JTextArea

For the three JTextArea components in the figure (left to right), the line wrapping and word wrapping settings
are (true, true), (true, false) and (false, true). The first one wrapped the line at the word boundaries. The second
one wrapped the lines at a character boundary. The third one did not wrap the line at all and you are not able to view
the entire text in its width. Note that each of the three JTextArea components were added to the JFrame without
adding it to a JScrollPane.

JEditorPane

A JEditorPane is a text component that is designed to handle different kinds of text. By default, it knows how to
handle plain text, HTML, and Rich Text Format (RTF). Although it is designed to edit and display many types of
content, it is primarily used to display an HTML document, which contains only basic HTML elements. The support
for RTF content is very basic.

A JEditorPane handles a specific type of content using a specific EditorKit object. If you want to handle new
types of content in this component, you will need to create a custom EditorKit class, which is a subclass of the
javax.swing.text.EditorKit class. If you are using this component only to display HTML content, you do not need
to worry about an EditorKit; the component will handle the EditorKit related functionalities for you. It takes only
one line of code to use a JEditorPane to display a HTML page, as shown:

// Create a JEditorPane to display yahoo.com web page
JEditorPane htmlPane = new JEditorPane("http://www.yahoo.com");

Note that some of the constructors of the JEditorPane class throw an I0Exception. When you specify a URL, you
must use the full form of the URL, starting with the protocol. You can let JEditorPane know what type of an EditorKit
it needs to install to handle its content in the following three different ways:

e  Bycalling the setContentType(String contentType) method
e  Bycalling the setPage(URL url) or setPage(String url) method
e  Bycalling the read(InputStream in, Object description) method

JEditorPane is preconfigured to understand three types of contents: text/plain, text/html, and text/rtf. You can
use the following code to display the text Hello, using the <h1> tag in HTML:

htmlPane.setContentType("text/html");
htmlPane.setText("<html><body><hi>Hello</h1></body></html>");

When you call its setPage() method, it uses an appropriate EditorKit to handle the content provided by the
URL. In the following snippet of code, the JEditorPane uses an EditorKit depending on the content type:

// Handle an HTML Page
editorPane.setPage("http://www.yahoo.com");
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// Handle an RTF file. When you use a file protocol, you may use three slashes instead of one
editorPane.setPage("file:///C:/test.rtf");

The JEditorPane reads the contents from a stream into the editor pane. If its editor kit is already set to handle the
HTML content and the specified description is of type javax.swing.text.html.HTMLDocument, the content will be
read as HTML. Otherwise, the content will be read as plain text.

When you work with an HTML document, you may want to navigate to a different page when you click
a hyperlink. In order to use a hyperlink, you need to add a hyperlink listener to the JEditorPane, and in the
hyperlinkUpdate() method of the event listener, navigate to the new page using the setPage() method. One of the
three type of actions, ENTERED, EXITED, and ACTIVATED, on a hyperlink triggers the hyperlinkUpdate() method.

The ENTERED event occurs when the mouse enters a hyperlink area, the EXITED event occurs when the mouse leaves
the hyperlink area, and the ACTIVATED event occurs when a hyperlink is clicked. Make sure you check for an ACTIVATED
event in the hyperlinkUpdate() method in your hyperlink listener when you want to navigate to another page using a
hyperlink. The following snippet of code uses a lambda expression to add a HyperlinkListener to a JEditorPane:

editorPane.addHyperlinkListener((HyperlinkEvent event) -> {
if (event.getEventType() == HyperlinkEvent.EventType.ACTIVATED) {
try {

}
catch (IOException e) {

e.printStackTrace();
}

editorPane.setPage(event.getURL());

b

If you want to know when a new page is loaded in the JEditorPane, you need to add a property change listener to
listen to its property change event and to check if the property with the name page has changed. Listing 2-4 contains
the complete code that uses a JEditorPane as a browser to view a web page. When you run the program, you can
enter a web page address in the URL field and press the Enter key (or press the Go button), and the browser will
display the contents of the new URL. You can also click a hyperlink in the contents to navigate to another web page.
The code is simple and contains enough comments to assist you in understanding the program logic.

Listing 2-4. An HTML Browser Using the JEditorPane Component

// HTMLBrowser.java
package com.jdojo.swing;

import javax.swing.JFrame;

import java.awt.Container;

import javax.swing.JLabel;

import javax.swing.JScrollPane;

import javax.swing.Box;

import javax.swing.JEditorPane;

import javax.swing.JTextField;

import javax.swing.JButton;

import java.awt.BorderlLayout;

import java.net.URL;

import javax.swing.event.HyperlinkEvent;
import java.beans.PropertyChangeEvent;
import java.net.MalformedURLException;
import java.io.IOException;
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public class HTMLBrowser extends JFrame {
JLabel urllLabel = new JLabel("URL:");
JTextField urlTextField = new JTextField(40);
JButton urlGoButton = new JButton("Go");
JEditorPane editorPane = new JEditorPane();
JLabel statuslLabel = new JLabel("Ready");

public HTMLBrowser(String title) {
super(title);
initFrame();

}

// Initialize the JFrame and add components to it

private void initFrame() {
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = this.getContentPane();
Box urlBox = this.getURLBox();
Box editorPaneBox = this.getEditPaneBox();

contentPane.add(urlBox, BorderLayout.NORTH);
contentPane.add(editorPaneBox, BorderLayout.CENTER);
contentPane.add(statusLabel, BorderLayout.SOUTH);

}

private Box getURLBox() {
// URL Box consists of a JLabel, a JTextField and a JButton
Box urlBox = Box.createHorizontalBox();
urlBox.add(urllLabel);
urlBox.add(urlTextField);
urlBox.add(urlGoButton);

// Add an action listener to urlTextField, so when the user enters a url
// and presses the enter key, the appplication navigates to the new URL.
urlTextField.addActionListener(e -> {

String urlString = urlTextField.getText();

go(urlString);
1;

// Add an action listener to the Go button
urlGoButton.addActionListener(e -> go());

return urlBox;

}

private Box getEditPaneBox() {
// To display HTML, you must make the editor pane non-editable.
// Otherwise, you will see an editable HTML page that doesnot look nice.
editorPane.setEditable(false);

// URL Box consists of a JlLabel, a JTextField and a JButton
Box editorBox = Box.createHorizontalBox();
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// Add a JEditorPane inside a JScrollPane to provide scolling
editorBox.add(new JScrollPane(editorPane));

// Add a hyperlink listener to the editor pane, so that it
// navigates to a new page, when the user clicks a hyperlink
editorPane.addHyperlinkListener((HyperlinkEvent event) -> {
if (event.getEventType() == HyperlinkEvent.EventType.ACTIVATED) {
go(event.getURL());
}
else if (event.getEventType() == HyperlinkEvent.EventType.ENTERED) {
statusLabel.setText("Please click this link to visit the page");
}

else if (event.getEventType() == HyperlinkEvent.EventType.EXITED) {
statusLabel.setText("Ready");
}
;s

// Add a property change listener, so we can update
// the URL text field with url of the new page
editorPane.addPropertyChangelistener((PropertyChangeEvent e) -> {
String propertyName = e.getPropertyName();
if (propertyName.equalsIgnoreCase("page")) {
URL url = editorPane.getPage();
urlTextField.setText(url.toExternalForm());

};

return editorBox;

}

// Navigates to the url entered in the URL JTextField
public void go() {

try {
URL url = new URL(urlTextField.getText());

this.go(url);

catch (MalformedURLException e) {
setStatus(e.getMessage());
}

}

// Navigates to the specified URL
public void go(URL url) {

try {
editorPane.setPage(url);
urlTextField.setText(url.toExternalForm());
setStatus("Ready");

}

catch (IOException e) {
setStatus(e.getMessage());
}
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// Navigates to the specified URL specified as a string
public void go(String urlString) {
try {
URL url = new URL(urlString);
go(url);

catch (IOException e) {
setStatus(e.getMessage());
}

}

private void setStatus(String status) {
statuslLabel.setText(status);
}

public static void main(String[] args) {
HTMLBrowser browser = new HTMLBrowser("HTML Browser");
browser.setSize(700, 500);
browser.setVisible(true);

// Let us visit yahoo.com
browser.go("http://www.yahoo.com");

The following are the important parts of the program:

e  The getURLBox() method packs a JLabel, a JTextField, and a JButton in a horizontal box,
and it is added to the north region of the frame. It adds an action listener to the JTextField
and to the JButton, so that when a user presses the Enter key or the Go button after typing the
new URL, the browser navigates to the new URL.

e ThegetEditPaneBox() method packs a JEditorPane inside a JScrollPane and it is added in
the center region of the frame. It also adds a hyperlink listener and a property change listener
to the JEditorPane. The hyperlink listener is used to navigate to a URL when the user clicks
a hyperlink. It also displays an appropriate help message in the status bar when the mouse
enters and exits a hyperlink area.

e AJLabelisused to display a brief message in the south area of the frame.

¢ The go() method has been overloaded and its main job is to navigate to a new page using the
setPage() method.

e Themain() method is used for testing. It displays Yahoo’s home page in the browser.

As an assignment, you can add the Back and Forward buttons to the browser to let the user navigate back and
forth between the already visited web pages.

Tip Inorder to display an HTML page in a nice format, you need to make the JEditorPane non-editable by calling
its setEditable(false) method. You should not use a JEditorPane to display all kinds of HTML pages because it does
not handle all kinds of different things that can be embedded in an HTML page. Rather, you should only use it to display
HTML pages that contain basic HTML content, such as an HTML help file for your application.
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JTextPane

The JTextPane class is a subclass of the JEditorPane class. It is a specialized component to handle the styled
document with embedded images and components. You can set attributes for characters and paragraphs. If you want
to display an HTML, RTE or plain document, the JEditorPane is your best choice. However, if you need the rich set
of functionalities provided by a word processor to edit/display styled text, you need to use the JTextPane. It is a mini
word processor. It always works with a styled document, even if its contents are plain text. It is not possible to discuss
all of its features in this section; it deserves a small book by itself. I will touch upon its features, such as setting styled
text, embedding images, and components.

A JTextPane uses a styled document, which is an instance of the StyledDocument interface. The StyledDocument
interface inherits the Document interface. DefaultStyledDocument is an implementation class for the StyledDocument
interface. A JTextPane uses a DefaultStyledDocument as its default model. A document in a Swing text component
consists of elements that are organized in a tree-like structure. The top element is called the root element. An element
in a document is an instance of the javax.swing.text.Element interface.

A plain document has a root element. The root element can have multiple child elements. Each child element
consists of one line of text. Note that in a plain document, all characters in the document have the same attributes (or
formatting style).

A styled document has a root element, which is also known as a section. The root element has branch elements,
which are also known as paragraphs. A paragraph has character runs. A character run is a set of contiguous characters
that share the same attributes. For example, the “Hello world” string defines one character run. However, the “Hello
world” string defines two character runs. Note that the word “world” is in boldface font and “Hello” is not. That is
why they define two different character runs. In a styled document, a paragraph ends with a newline character unless
it is the last paragraph, which need not end in a newline. You can define attributes at the paragraph level, such as
indenting, line spacing, text alignment, etc. You can define attributes at character run level, such as font size, font
family, bold, italics, etc. Figure 2-10 and Figure 2-11 show the structures of a plain document and a styled document,
respectively.

Root Element
(Plain Document)

A4
Line 1 Line 2 Line 2

Figure 2-10. Structure of a plain document

Root Element
(Styled Document)

/\

Paragraph 1 Paragraph 2
/\ v
Character Run 1 Character Run 2 Character Run 3 Character Run 4 Character Run 5

Figure 2-11. Structure of a styled document

113

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 2 © SWING COMPONENTS

The program in Listing 2-5 develops a basic word processor using a JTextPane. It lets you edit text and apply
styles such as bold, italics, color, and alignment to the text.

Listing 2-5. A Simple Word Processor Using JTextPane and JButtons

// WordProcessor.java
package com.jdojo.swing;

import javax.swing.JFrame;

import java.awt.Container;

import javax.swing.JTextPane;

import javax.swing.JButton;

import java.awt.BorderlLayout;

import javax.swing.JPanel;

import javax.swing.text.StyledDocument;
import javax.swing.text.BadlLocationException;
import javax.swing.text.Style;

import javax.swing.text.StyleContext;
import javax.swing.text.StyleConstants;
import java.awt.Color;

public class WordProcessor extends JFrame {
JTextPane textPane = new JTextPane();

JButton normalBtn = new JButton("Normal");

JButton boldBtn = new JButton("Bold");

JButton italicBtn = new JButton("Italic");

JButton underlineBtn = new JButton("Underline");
JButton superscriptBtn = new JButton("Superscript");
JButton blueBtn = new JButton("Blue");

JButton leftBtn = new JButton("Left Align");

JButton rightBtn = new JButton("Right Align");

public WordProcessor(String title) {
super(title);
initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = this.getContentPane();

JPanel buttonPanel = this.getButtonPanel();
contentPane.add(buttonPanel, BorderLayout.NORTH);
contentPane.add(textPane, BorderLayout.CENTER);

this.addStyles(); // Add styles to the text pane for later use
insertTestStrings(); // Insert some texts to the text pane
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JPanel getButtonPanel() {

JPanel buttonPanel = new JPanel();
buttonPanel.add(normalBtn);
buttonPanel.add(boldBtn);
buttonPanel.add(italicBtn);
buttonPanel.add(underlineBtn);
buttonPanel.add(superscriptBtn);
buttonPanel.add(blueBtn);
buttonPanel.add(leftBtn);
buttonPanel.add(rightBtn);

// Add ation event listeners to buttons

normalBtn.addActionListener(e -> setNewStyle("normal", true));
boldBtn.addActionListener(e -> setNewStyle("bold", true));
italicBtn.addActionlistener(e -> setNewStyle("italic", true));
underlineBtn.addActionListener(e -> setNewStyle("underline", true));
superscriptBtn.addActionListener(e -> setNewStyle("superscript", true));
blueBtn.addActionListener(e -> setNewStyle("blue", true));
leftBtn.addActionListener(e -> setNewStyle("left", false));
rightBtn.addActionListener(e -> setNewStyle("right", false));

return buttonPanel;

void addStyles() {

// Get the default style

StyleContext sc = StyleContext.getDefaultStyleContext();

Style defaultContextStyle = sc.getStyle(StyleContext.DEFAULT STYLE);

// Add some styles to the document, to retrieve and use later
StyledDocument document = textPane.getStyledDocument();
Style normalStyle = document.addStyle("normal"”, defaultContextStyle);

// Create a bold style
Style boldStyle = document.addStyle("bold", normalStyle);
StyleConstants.setBold(boldStyle, true);

// Create an italic style
Style italicStyle = document.addStyle("italic", normalStyle);
StyleConstants.setItalic(italicStyle, true);

// Create an underline style
Style underlineStyle = document.addStyle("underline", normalStyle);
StyleConstants.setUnderline(underlineStyle, true);

// Create a superscript style
Style superscriptStyle = document.addStyle("superscript"”, normalStyle);
StyleConstants.setSuperscript(superscriptStyle, true);

// Create a blue color style
Style blueColorStyle = document.addStyle("blue", normalStyle);
StyleConstants.setForeground(blueColorStyle, Color.BLUE);
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// Create a left alignment paragraph style
Style leftStyle = document.addStyle("left", normalStyle);
StyleConstants.setAlignment(leftStyle, StyleConstants.ALICN LEFT);

// Create a right alignment paragraph style
Style rightStyle = document.addStyle("right", normalStyle);
StyleConstants.setAlignment(rightStyle, StyleConstants.ALIGN RIGHT);

}

private void setNewStyle(String styleName, boolean isCharacterStyle) {
StyledDocument document = textPane.getStyledDocument();
Style newStyle = document.getStyle(styleName);
int start = textPane.getSelectionStart();
int end = textPane.getSelectionEnd();
if (isCharacterStyle) {
boolean replaceOld = styleName.equals("normal");
document.setCharacterAttributes(start, end - start,
newStyle, replace0ld);

}
else {

}

document.setParagraphAttributes(start, end - start, newStyle, false);

}

private void insertTestStrings() {
StyledDocument document = textPane.getStyledDocument();

try {
document.insertString(0, "Hello JTextPane\n", null);

catch (BadlLocationException e) {
e.printStackTrace();
}

}

public static void main(String[] args) {
WordProcessor frame = new WordProcessor("Word Processor");
frame.setSize(700, 500);
frame.setVisible(true);

The word processor program is little lengthy. However, it does simple, repetitive things. I have broken the
program’s logic down into smaller pieces for easier understanding. The intent of this program is to show a JTextPane
where a user can edit text and apply styles to the text using some buttons

There are eight buttons. Five of them are used to format text: normal, bold, italic, underline, and superscript. The
Blue button is used to set the text color to blue. The last two buttons, Left Alignand Right Align, are used to set the
paragraph alignment to left and right.

What is a style and how do you set a style to text and a paragraph? In simple terms, a style is a collection of attributes
(name-value pairs). It is simple to set the style; however, you need to write a few lines of code to have the style itself.
You add styles to the document of a JTextPane and to the JTextPane itself. You need to use the addStyle(String
styleName, Style parent) method of the StyledDocument class. It returns a Style object. The parent argument
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can be null. Ifit is not null, unspecified attributes are resolved in the parent style. Once you have a style object,
you can use a setXxx() method of the StyleConstants class to set the appropriate attributes in that style. If you are
confused, here is a recap.

Think of a style as a table with two columns: name and value. The addStyle() method of the StyledDocument
class returns an empty style (meaning an empty table). By using the setXxx () methods of StyleConstants, you are
adding new rows to the style (that is, to the table). Once you have at least one row in the table (that is, at least one
style attribute defined), you can apply that style to characters or paragraphs depending on the type of the style. Note
that you can have an empty style. An empty style may be used to remove all current styles from a range of characters
or from a paragraph. The following snippet of code creates two styles: the first one is bold and second one is bold +
italic. If you apply the first style to text, it will format the text in boldface font. If you apply the second style to a text, it
will format the text in boldface font and italic. Note that you are setting the parent style to null.

// Get the styled document from the text pane
StyledDocument document = textPane.getStyledDocument();

// Add an empty style named "bold" to the document
Style bold = document.addStyle("bold", null);

// Add bold attribute to this style
StyleConstants.setBold(bold, true);

// From this point on, you can use the bold style

// Let's create a bold + italic style called boldItalic.
// Add an empty style named boldItalic to the document
Style boldItalic = document.addStyle("boldItalic", null);

// Add bold and italic attributes to the boldItalic style
StyleConstants.setBold(boldItalic, true);
StyleConstants.setItalic(boldItalic, true);

// From this point on, you can use the boldItalic style

You may need the reference of the style object after you add it to a StyledDocument. You can retrieve the
reference of the same style by using its getStyle(String styleName) method.

// Get the bold style from document
Style myBoldStyle = document.getStyle("bold");

Once you have a Style object, you can use the setCharacterAttributes(int offset, int length,
AttributeSet s, boolean replace) and setParagraphAttributes (int offset, int length, AttributeSet s,
boolean replace) methods of the StyledDocument class to set the style to a character range or to a paragraph. If the
replace argument is specified as true, any old style for that range will be replaced with the new one. Otherwise, the
new style is merged with the old one.

// Suppose a text pane has more than five characters in it.

// Make the first three characters bold
document.setCharacterAttributes(0, 3, bold, false);
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A StyleContext object defines a pool of styles for their efficient use. You can get the default collection of styles
as follows:

StyleContext sc = StyleContext.getDefaultStyleContext();
Style defaultContextStyle = sc.getStyle(StyleContext.DEFAULT STYLE);

// Let's add a default context style as normal style's parent.
// We do not add any extra attribute to normal styles
StyledDocument document = textPane.getStyledDocument();

Style normal = document.addStyle("normal", defaultContextStyle);

Table 2-13 contains a list of important methods with their descriptions, which may assist you in understanding
the code in Listing 2-5. Figure 2-12 shows how the simple word processor looks like after you enter E = mc? in it.

Table 2-13. Methods of the WordProcessor Class With Their Descriptions

Method Description

initFrame() Initializes the frame by adding components to it and setting the default behavior of the
JFrame.

getButtonPanel() Returns a JPanel, which contains all JButtons for formatting. It also adds action listeners
to all JButtons.

addStyles() It adds styles to the document. The default context style is named “normal” and it is

used as the parent for all other styles. Styles such as bold, italic, etc., are character level
styles, whereas left and right are paragraph level styles. These styles are retrieved from the
document for using them in the setNewStyle() method.

setNewStyle() It sets the style to a character range or a paragraph range as indicated by its
isCharacterStyle argument. Note that if you set the “normal” style, you replace the
entire style by this style. Otherwise, you merge the style. This logic is determined by the
following statement:

boolean replace0ld = styleName.equals("normal");
insertTestStrings()  Inserts a string to the JTextPane’s document using the insertString() method.

main() Creates and displays the word processor frame.

word Processor l - o] x|

17

Underline M Superscript : Blue Left Align : Right Align ‘

[ Normal H Bold H Italic

Hello JTextPane

2
E=mc‘

Figure 2-12. A simple word processor using a JTextPane and JButtons
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The word processor does not have a save feature. In a real world application, you would prompt the user for a
location and the name of the saved file. The following snippet of code saves the contents of the JTextPane to a file
named test.rtf in the current working directory:

// Save the contents of the textPane to a file
FileWriter fw = new java.io.FileWriter("test.rtf");
textPane.write(fw);

fw.close();

The write() method of JTextPane writes the text contained in its document as plain text. If you want to save the
formatted text, you need to use an RTFEditorKit object as its editor kit, and use that editor kit's write() method to
write to a file. The following snippet of code shows how to save formatted text in a JTextPane using an RTFEditorKit
object. Note that RTFEditorKit contains a read() method to read the formatted text back to a JTextPane.

// Set an RTFEditorKit to a JTextPane right after you create it
JTextPane textPane = new JTextPane();
textPane.setEditorKit(new RTFEditorKit());

// Other code goes here

// Save formatted text from the JTextPane to a file
String fileName = "test.rtf";

FileOutputStream fos = new FileOutputStream(fileName);
RTFEditorKit kit = (RTFEditorKit)textPane.getEditorKit();
StyledDocument doc = textPane.getStyledDocument();

int len = doc.getlength();

kit.write(fos, doc, 0, len);

fos.close();

Tip  If you want to save icons and components added to a JTextPane, you need to serialize the document object of a
JTextPane to a file, and load it back to display the same contents.

You can add any Swing components and icons to a JTextPane. It is just a matter of wrapping a component or an
icon in a style, and using that style in the insertString() method. The following snippet of code shows how to add a
JButton and an icon to a JTextPane:

// Add a Close button to our document
JButton closeButton = new JButton("Close");
closeButton.addActionListener(e -> System.exit(0));

Style cs = doc.addStyle("componentStyle", null);
StyleConstants.setComponent(cs, closeButton);

// Insert the component at the end of the text.
try {
document.insertString(doc.getLength(), "Close Button goes", cs);

catch (BadlLocationException e) {
e.printStackTrace();
}
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Adding an icon to a JTextPane is similar to adding a component to it, except that you use the setIcon() method
of the StyleConstants class instead of the setComponent () method and an ImageIcon object instead of a component,
as shown:

// Add an icon to a JTextPane
StyleConstants.setIcon(myIconStyle, new ImageIcon("myImageFile"));

Tip You can also use the insertComponent(Component c) and insertIcon(Icon g) methods of a JTextPane to
insert a component and an icon into it, respectively.

You can take a look at the element structures of a JTextPane document by using the dump (PrintStream p)
method of the AbstractDocument class. The following snippet of code displays the dump on the standard output:

// Display the document structure on the standard output
DefaultStyledDocument doc = (DefaultStyledDocument)textPane.getStyledDocument();
doc.dump(System.out);

The following is the dump of a JTextPane’s document with text, as shown in Figure 2-12. It gives you an idea
about the structure of a styled document.

<section>
<paragraph
resolver=NamedStyle:default {bold=false,name=default,foreground=sun.swing.PrintColorUIResource
[r=51,g=51,b=51],family=Dialog,FONT ATTRIBUTE_KEY=javax.swing.plaf.FontUIResource[family=Dialog,
name=Dialog,style=plain,size=12],size=12,italic=false,}
>
<content>
[0,16][Hello JTextPane
]
<paragraph
resolver=NamedStyle:default {bold=false,name=default,foreground=sun.swing.PrintColorUIResource
[r=51,g=51,b=51],family=Dialog, FONT_ATTRIBUTE_KEY=javax.swing.plaf.FontUIResource[family=Dialog,
name=Dialog,style=plain,size=12],size=12,italic=false,}
>
<content>
[16,17][
]
<paragraph
resolver=NamedStyle:default {bold=false,name=default,foreground=sun.swing.PrintColorUIResource
[r=51,g=51,b=51],family=Dialog, FONT_ATTRIBUTE_ KEY=javax.swing.plaf.FontUIResource[family=Dialog,
name=Dialog,style=plain,size=12],size=12,italic=false,}

>
<content
bold=true
name=bold
resolver=NamedStyle:normal {name=normal,resolver=AttributeSet,}
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>
[17,21][E=mc]
<content
bold=true
name=bold
resolver=NamedStyle:normal {name=normal,resolver=AttributeSet,}
superscript=true
>
[21,22][2]
<content>
[22,23][
]
<bidi root>
<bidi level
bidilLevel=0
>
[0,23][Hello JTextPane

E=mc2

]

Validating Text Input

You have seen examples of validating text input in a text component: using a custom model and using a
JFormattedTextField. You can attach an input verifier object to any JComponent, including a text component. An
input verifier object is simply an object of a class, which inherits from the abstract class named InputVerifier. The
class is declared as shown:

public abstract class InputVerifier {
public abstract boolean verify(JComponent input);

public boolean shouldYieldFocus(JComponent input) {
return verify(input);
}

You need to override the verify() method of the InputVerifier class. The verify() method contains the logic
to verify the input in the text field. If the value in the text field is valid, you return true from this method. Otherwise,
you return false. When the text field is about to lose focus, the verify() method of its input verifier is called. The
text field loses focus only if its input verifier’s verify () method returns true. The setInputVerifier() method of a
text component is used to attach an input verifier. The following snippet of code sets an input verifier to an area code
field. It will keep the focus in this field until the user enters a three-digit numeric area code. It lets the user navigate to
another field if the field is empty.

// Create an area code JTextField
JTextField areaCodeField = new JTextField(3);

// Set an input verifier to the area code field
areaCodeField.setInputVerifier(new InputVerifier() {
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public boolean verify(JComponent input) {
String areaCode = areaCodeField.getText();
if (areaCode.length() == 0) {
return true;
}

else if (areaCode.length() != 3) {
return false;

}

try {
Integer.parselnt(areaCode);
return true;

}

catch(NumberFormatException e) {
return false;
}

};

You can set an input verifier to any JComponent using the setInputVerifier() method. Typically, it is used only
for text fields. As a good GUI design practice, you should add some visual hints about the valid input values, so the
user can understand what kind of values are expected in the field. For example, you may want to add a label for the
area code field with a text “Area Code (three digits):” or display an error message when the user enters an invalid value
in the field. If there is no visual clue about the valid values for the field with an input verifier, users will be stuck in the
field without knowing what kind of value to enter.

Making Choices

Swing provides the following components that let you make a selection from a list of choices:
e JToggleButton
e JCheckBox
e JRadioButton
e  JComboBox
e Jlist

The number of choices available to select from a list may vary from 2 to N, where N is a number greater than 2.
There are different ways to make a selection from the list of choices:

e The selection may be mutually exclusive. That is, the user can only make one selection from
the list of choices. In mutually exclusive choices, if the user changes the current selection, the
previous selection is automatically deselected. For example, the list of gender selection with
three choices of Male, Female, and Unknown is mutually exclusive. The user must only select
one of the three choices, but not two or more of them at the same time.

e There is a special case of selection where the number of choice N is 2. In this case, the choices
are of type boolean: true or false. Sometimes they are also referred to as a Yes/No choice, or
an On/0ff choice.

e Sometimes the user can have multiple selections from a list of choices. For example, you may
present the user with a list of hobbies and the user can choose more than one hobby from
the list.
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Swing components provide you with the ability to present different kinds of choices to the user and let the user
select zero, one, or multiple choices. Figure 2-13 shows the Swing components with four season names: Spring,
Summer, Fall, and Winter. The figure shows the look of the five different types of Swing components that can be used
for selecting choices from a list. Some of the components shown in this figure may not be the appropriate way for the
choices it displays. For example, even though it is possible to use a group of checkboxes to display a list of mutually
exclusive choices, it is not a good GUI practice. When choices are mutually exclusive, a group of radio buttons is
considered more appropriate than a group of checkboxes.

< Swing Components for Making Choices g@
JToggleButtons JCheckBoxes JRadioButtons
[] Summer () Summer
Orl Ora
[] winter () Winter
JListBox
IComboBoxes A MListBox with Four items in the list
JComboBox in Mormal State: | Spring v | Spring
i — Summer
JComboBox in Expanded State: | Spring v | Fall
Spring Winter
Summer
Fail
Winter

Figure 2-13. Swing components to make a selection from a list of choices

A JToggleButton is a two-state button. The two states are selected and unselected. When you press the toggle
button, it toggles between being depressed and undepressed. Depressed is its selected state and undepressed is its
unselected state. Note that a JButton is different from a JToggleButton in the way it works and in its usage. A JButton
is pressed only when mouse is pressed over it, whereas a JToggleButton toggles between depressed and undepressed
states. A JButton is used to initiate an action whereas a JToggleButton is used to select a choice from a list of possible
choices. Typically, a group of JToggleButtons is used to let the user select one choice from a list of mutually exclusive
choices. One JToggleButton is used when the user has a boolean choice where he needs to indicate true or false (or,
Yes or No). The depressed state indicates the choice of true and the undepressed state indicates the choice of false.

A JCheckBox also has two states: selected and unselected. A group of JCheckBoxes is used when the user can select
zero or more choices from a list of two or more choices. One JCheckBox is used when the user has a boolean choice to
indicate true or false.

A JRadioButton also has two states: selected and unselected. A group of JRadioButtons is used when there is a
list of two or more mutually exclusive choices and the user must select one choice. A JRadioButton is never used as a
standalone component for making a choice from two boolean choices of true and false. It is always used in a group
of two or more. A JCheckBox (not a JRadioButton) should be used when you have to let the user select between two
boolean choices, true or false.
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Constructors for JToggleButton, JCheckBox, and JRadioButton let you create them using a combination of
different arguments. You can use a combination of an Action object, a string label, an icon, and a boolean flag (to
indicate if it is selected by default) to create them. By default, JToggleButton, JCheckBox, and JRadioButton are
unselected. The following snippet of code shows some of the ways to create them:

// Create them with no label and no image
JToggleButton tb1l = new JToggleButton();
JCheckBox cb1 = new JCheckBox();
JRadioButton rbi = new JRadioButton();

// Create them with text as "Multi-Lingual”
JToggleButton tb2 = new JToggleButton("Multi-Lingual");
JCheckBox cb2 = new JCheckBox("Multi-Lingual");
JRadioButton rb2 = new JRadioButton("Multi-Lingual");

// Create them with text as "Multi-Lingual" and selected by default
JToggleButton tb3 = new JToggleButton("Multi-Lingual", true);
JCheckBox cb3 = new JCheckBox("Multi-Lingual", true);

JRadioButton rb3 = new JRadioButton("Multi-Lingual", true);

To select/unselect a JToggleButton, JCheckBox, and JRadioButton, you need to call their setSelected()
methods. To check if they are selected, use their isSelected() methods. The following snippet of code shows how to
use these methods:

tb3.setSelected(true); // Select tb3
boolean b1 = tb3.isSelected(); // will store true in b1
tb3.setSelected(false); // Unselect tb3

boolean b2 = th3.isSelected(); // will store false in b2

If the selection is mutually exclusive, you must group all your choices in a button group. In a mutually exclusive
group of choices, if you select one choice, all other choices are unselected. Typically, you create a button group for a
group of mutually exclusive JRadioButtons or JToggleButtons. Theoretically, you can also create a button group for
JCheckBoxes to have mutually exclusive choices. However, it is not recommended to use a group of mutually exclusive
JCheckBoxes in a GUI.

An instance of the ButtonGroup class represents a button group. You can add and remove a JRadioButton or
JToggleButton to a button group by using its add () and remove () methods, respectively. Initially all members of a
button group are unselected. To form a button group, you need to add all mutually exclusive choice components to
an object of the ButtonGroup class. You do not add (in fact, you cannot add) a ButtonGroup object to a container. You
must add all choice components to the container. Listing 2-6 contains the complete code that shows a group of three
mutually exclusive JRadioButtons.

Listing 2-6. A Group of Mutually Exclusive Three Choices Represented By Three JRadioButtons

// ButtonGroupFrame.java
package com.jdojo.swing;

import java.awt.BorderlLayout;
import java.awt.Container;
import javax.swing.Box;

import javax.swing.ButtonGroup;
import javax.swing.JFrame;
import javax.swing.JRadioButton;
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public class ButtonGroupFrame extends JFrame {
ButtonGroup genderGroup = new ButtonGroup();
JRadioButton genderMale = new JRadioButton("Male");
JRadioButton genderFemale = new JRadioButton("Female");
JRadioButton genderUnknown = new JRadioButton("Unknown");

public ButtonGroupFrame() {
this.initFrame();
}

private void initFrame() {
this.setTitle("Mutually Exclusive JRadioButtons Group");
this.setDefaultCloseOperation(EXIT_ON_CLOSE);

// Add three gender JRadioButtons to a ButtonGroup,
// so they become mutually exclusive choices
genderGroup.add(genderMale);
genderGroup.add(genderFemale);
genderGroup.add(genderUnknown);

// Add gender radio button to a vertical Box
Box bl = Box.createVerticalBox();
b1.add(genderMale);

b1.add(genderFemale);

b1.add(genderUnknown);

// Add the vertical box to the center of the frame
Container contentPane = this.getContentPane();
contentPane.add(b1, BorderLayout.CENTER);

}

public static void main(String[] args) {
ButtonGroupFrame bf = new ButtonGroupFrame();
bf.pack();
bf.setVisible(true);

A JComboBox<E> is another type of Swing component that lets you make one selection from a list of choices.
Optionally, it can include an editable field that lets you type a new choice value. The type parameter E is the
type of the elements it contains. You can use a JComboBox instead of a group of JToggleButtons, JCheckBoxes, or
JRadioButtons when the space on the screen is limited. You save space on the screen using a JComboBox. However, the
user has to perform two clicks to make a selection. First, the user has to click on the arrow button to display the list of
choices in a drop-down list, and then he has to click on a choice from the list. The user can also use up/down arrow
keys on the keyboard to scroll through the list of choices and select one when the component is in focus. You can
create a JComboBox by passing the list of choices in one of its constructors, as shown:

// Use an array of String as the 1list of choices

String[] sList = new String[]{"Spring", "Summer", "Fall", "Winter"};
JComboBox<String> seasons = new JComboBox<>(sList);
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// Use a Vector of String as the list of choices
Vector<String> sList2 = new Vector<>(4);
sList2.add("Spring");

sList2.add("Summer");

slist2.add("Fall");

sList2.add("Winter");

JComboBox<String> seasons2 = new JComboBox<>(sList2);

You can create a JComboBox with no choices and afterwards add choices to it by using one of its methods. It also

includes methods to remove a choice from the list and get the value of the selected choice. Table 2-14 shows a list of
commonly used methods of the JComboBox class.

Table 2-14. Commonly Used Methods of the JComboBox class

Method Description

void addItem(E item) Adds an item as a choice in the list. The toString() method on
the added object is called and the returned string is displayed as a
choice.

E getItemAt(int index) Returns the item at the specified index from the list of choices. The

index starts at zero and ends at the size of the list minus one. If the
specified index is out of bound, it returns null.

int getItemCount() Returns the number of items in the list of choices.

int getSelectedIndex() Returns the index of the selected item. It returns -1, if the selected
item is not in the list. Note that for an editable JComboBox, you can
type in a new value in the field and that may not exist in the list of
choices. In this case, this method will return -1. It also returns -1 if
there is no selection.

Object getSelectedItem() Returns the currently selected item. Returns null if there is no
selection.

void insertItemAt(E item, int index) Inserts the specified item at the specified index in the list.

boolean iskEditable() Returns true if the JComboBox is editable. Otherwise, it returns
false. By default, a JComboBox is non-editable.

void removeAllItems() Removes all items from the list.

void removeItem(Object item) Removes the specified item from the list.

void removeItemAt(int index) Removes the item at the specified index.

void setEditable(boolean editable) If the specified editable argument is true, the JComboBox is

editable. Otherwise, it is non-editable. The user can type in a value
in an editable JComboBox, which is not in the list of choices. Note
that the new typed in value is not added to the list of choices.

void setSelectedIndex(int index) Selects the item at the specified index in the list. If the specified
index is -1, it clears the selection. If the specified index is less
than -1 or greater than the size of the list minus 1, it throws an
I1legalArgumentException.

void setSelectedItem(Object item) Selects the item in the field. If the specified item exists in the list, it
is always selected. If the specified item does not exist in the list, it is
selected in the field only if the JComboBox is editable.
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If you want to be notified when an item is selected or deselected in the JComboBox, you can add an item listener to
it. An item listener is notified whenever an item is selected or deselected. Note that when you change a selection in a
JComboBoyx, it fires the deselected item event followed by a selected event. The following snippet of code shows how to
add an item listener to a JComboBox. You can use the getItem() method of the ItemEvent class to find out which item
has been selected or deselected.

String[] sList = new String[]{"Spring", "Summer", "Fall", "Winter"};
JComboBox<String> seasons = new JComboBox<>(sList);

// Add an item listener to the combobox
seasons.addItemListener((ItemEvent e) -> {
Object item = e.getItem();
if (e.getStateChange() == ItemEvent.SELECTED) {
// Item has been selected
System.out.println(item + " has been selected");
}
else if (e.getStateChange() == ItemEvent.DESELECTED) {
// Item has been deselected
System.out.println(item + " has been deselected");

B;

A JList<T> is another Swing component that displays a list of choices and lets you select one or more choices
from that list. The type parameter T is the type of elements it contains. A JList differs from a JComboBox mainly in the
way it displays the list of choices. A JList can show multiple choices on the screen whereas a JComboBox shows the list
of choices when you click the arrow button in it. In this sense, a JList is an expanded version of a JComboBox. A JList
can display a list of choices in one column or multiple columns. You can create a JList the same way you create a
JComboBox, as shown:

// Create a JList using an array
String[] items = new String[]{"Spring", "Summer", "Fall", "Winter"};
JList<String> list = new JList<>(items);

// Create a JlList using a Vector
Vector<String> items2 = new Vector<>(4);
items2.add("Spring");
items2.add("Summer");

items2.add("Fall");

items2.add("Winter");

JList<String> 1ist2 = new JList<>(items2);

A JList does not have scrolling capability. You must add it to a JScrol1lPane and add the JScrollPane to the
container to get the scrolling capability, like so:

myContainer.add(new JScrollPane(myJList));

You can configure the layout orientation of a JList to arrange the list of choices in three ways:
e  Vertical
e  Horizontal Wrapping
e  Vertical Wrapping
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In a vertical arrangement, which is the default, all items in a JList are displayed using one column and
multiple rows.

In a horizontal wrapping, all items are arranged in a row and multiple columns. However, if not all items can fit
into a row, new rows are added to display them as necessary. Note that the item can flow horizontally left-to-right or
right-to-left depending on the orientation of the component.

In a vertical wrapping, all items are arranged in a column and multiple rows. However, if all items cannot fit into a
column, new columns are added to display them as necessary.

You can use the setVisibleRowCount(int visibleRows) method of the JList class to set the number of visible
rows you would prefer to see in the list without a need to scroll. When you set the number of visible rows to zero or
less, the JList will decide the number of visible rows based on width/height of the field and its layout orientation. You
can set its layout orientation using its setLayoutOrientation(int orientation) method, where orientation value
could be one of the three constants defined in the JList class: JList.VERTICAL, JList.HORIZONTAL_WRAP, and
JList.VERTICAL_WRAP.

You can configure the mode of selection for a JList using its setSelectionMode(int mode) method.

The mode value could be one of the following three values. The mode values are defined as constants in the
ListSelectionModel interface.

e  SINGLE_SELECTION
e  SINGLE_INTERVAL_SELECTION
e  MUTIPLE_INTERVAL_SELECTION

In a single selection mode, you can only select one item at a time. If you change your selection, the previously
selected item will be deselected.

In a single interval selection mode, you can select multiple items. However, the items selected must always be
contiguous. Suppose you have ten items in a JList and you have selected the seventh item. Now you can select the
sixth item or the eighth item in the list, but not any other items. You can keep selecting more contiguous items.

You can use the combination of Ctrl key or Shift key and the mouse to make contiguous selections.

In a multiple interval section, you can select multiple items without any restrictions. You can use the
combination of Ctrl key or Shift key and the mouse to make selections.

You can add a list selection listener to a JList, which will notify you when a selection is changed. The
valueChanged() method of ListSelectionlListener is called when a selection is changed. This method may also be
called multiple times in the middle of one selection change. You need to use the getValueIsAdjusting() method of
the ListSelectionEvent object to make sure that selection changing is finalized, as shown in following snippet of code:

myJList.addListSelectionListener((ListSelectionEvent e) -> {
// Make sure selection change is final
if (le.getValueIsAdjusting()) {
// The selection changed logic goes here
}

1;
Table 2-15 lists the commonly used methods of the JList class. Note that a JList does not have a direct method
to give you the size of the list (the number of choices in a JList). As every Swing component uses a model, so does a

JList. Its model is an instance of the JListModel interface. To know the size of the list of choices of a JList, you need
to call the getSize() method of its model, like so:

int size = myJList.getModel().getSize();
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Table 2-15. Commonly Used Methods of the JList Class

Method

Description

void clearSelection()

void ensureIndexIsVisible(int
index)

int getFirstVisibleIndex()
int getlastVisibleIndex()

int getMaxSelectionIndex()
int getMinSelectionIndex()
int getSelectedIndex()

int[] getSelectedIndices()

E getSelectedValue()

List<E> getSelectedValueslList()

boolean isSelectedIndex(int index)
boolean isSelectionEmpty()

void setlListData(E[] listData)
void setlListData(Vector<?> listData)

void setSelectedIndex(int index)

void setSelectedIndices(int[]
indices)

void setSelectedValue(Object item,
boolean shouldScroll)

Clears the selection made in the JList.

Makes sure the item at the specified index is visible. Note that to make
an invisible item visible, the JList must be added in a JScrollPane.

Returns the smallest visible index. If there is no visible item or list is
empty, itreturns -1.

Returns the largest visible index. If there is no visible item or list is
empty, itreturns -1.

Returns the largest selected index. Returns -1 if there is no selection.
Returns the smallest selected index. Returns -1 if there is no selection.

Returns the smallest selected index. If JList selection mode is single
selection, it returns the selected index. Returns -1 if there is no
selection.

Returns the indices of all selected items in an int array. The array will
have zero elements if there is no selection.

Returns the first selected item. If the JList has single selection mode,
it is the value of the selected item. Returns null if there is no selection
in the JList.

Returns a list of all the selected items in increasing order based on
their indices in the list. It there is no selected item, an empty list is
returned.

Returns true if the specified index is selected. Otherwise, it returns
false.

Returns true if there is no selection in the JList. Otherwise,
it returns false.

Sets the new list of choices in the JList.

Selects an item at the specified index.

Selects items at the indices in specified array

Selects the specified item if it exists in the list. Scrolls to the item to
make it visible if the second argument is true.

JSpinner

A JSpinner component combines the benefits of a JFormattedTextField and an editable JComboBox. It lets you set a
list of choices in a JComboBox, and at the same time, you can also apply a format to the displayed value. It shows only
one value at a time from the list of choices. It lets you enter a new value. The name “spinner” comes from the fact that
itlets you spin up or down through the list of choices by using up and down arrow buttons. One thing that is special
about the list of choices in a JSpinner is that it must be an ordered list. Figure 2-14 shows three JSpinners that are used
to select a number, a date, and a season value.
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Figure 2-14. JSpinner components in action

Since a JSpinner provides the spinning capability to a variety of list of choices, it depends heavily on its model for
its creation. In fact, you must provide a model for the JSpinner in its constructor unless you want a trivial JSpinner
with just a list of integers. It supports three different kinds of ordered lists of choices: a list of numbers, a list of dates,
and a list of any other objects. It provides three classes to create a model of three different kinds of lists:

e  SpinnerNumberModel
e SpinnerDateModel
e SpinnerlListModel

A spinner model is an instance of the SpinnerModel interface. It defines the getValue(), setValue(),
getPreviousValue(), and getNextValue() methods to work with values in the IJSpinner. All these methods work
with objects of the Object class.

The SpinnerNumberModel class provides a model for a JSpinner that lets you spin through an ordered list of
numbers. You need to specify the minimum, maximum, and current values in the list. You can also specify the step
value that is used to step through the number list when you use up/down buttons of a JSpinner. The following
snippet of code creates a JSpinner with a list of numbers from 1 to 10. It lets you spin through the list in steps of 1.
The current value for the field is set to 5. The SpinnerNumberModel class also has methods that let you get/set different
values for the spinner model after you create it.

int minValue = 1;

int maxValue = 10;

int currentValue = 5;

int steps = 1;

SpinnerNumberModel nModel = new SpinnerNumberModel(currentValue, minValue, maxValue, steps);
JSpinner numberSpinner = new JSpinner(nModel);

The SpinnerDateModel class provides a model for a JSpinner that lets you spin through an ordered list of dates.
You need to specify the start date, the end date, the current value, and the step. The following snippet of code creates
a JSpinner to spin through a list of dates from January 1, 1950 to December 31, 2050 in steps of one day at a time. The
current system date is set as the current value for the field.

Calendar calendar = Calendar.getInstance();

calendar.set(1950, 1, 1);

Date minValue = calendar.getTime();

calendar.set(2050, 12, 31);

Date maxValue = calendar.getTime();

Date currentValue = new Date();

int steps = Calendar.DAY_OF MONTH; // Must be a Calendar field

SpinnerDateModel dModel = new SpinnerDateModel(currentValue, minValue, maxValue, steps);
dateSpinner = new JSpinner(dModel);
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Note that the date value will be displayed in the default locale format. The step value is used when you use the
getNextValue() method on the model. A JSpinner with a list of dates lets you spin through any of the displayed
date fields by highlighting a part of the date field and using the up/down button. Suppose the date format that your
JSpinner uses is mm/dd/yyyy. You can place your cursor in the year part of the field (yyyy) and use up/down buttons
to step through the list based on the year.

The SpinnerListModel class provides a model for a JSpinner that lets you spin through an ordered list of objects.
You just specify an array of objects or a List object, and the JSpinner will let you spin through the list as it appears
in the array or the List. The returned String from the toString() method of the object in the list is displayed as the
value in the JSpinner. The following snippet of code creates a JSpinner to display a list of four seasons:

String[] seasons = new String[] {"Spring", "Summer", "Fall", "Winter"};
SpinnerListModel sModel = new SpinnerListModel(seasons);
listSpinner = new JSpinner(sModel);

A JSpinner uses an editor object to display the current value. It has the following three static inner classes to
display three different kinds of ordered lists:
e JSpinner.NumberEditor
e JSpinner.DateEditor
e JSpinner.ListEditor

If you want to display a number or a date in a specific format, you need to set a new editor for the JSpinner.
The editor classes for the number and date editors let you specify the formats. The following snippet of code sets the
number format as “00’, so numbers 1 to 10 are displayed as 01, 02, 03...10.Itsets the date format to mm/dd/yyyy.

// Set the number format to "00"
JSpinner.NumberEditor nEditor = new JSpinner.NumberEditor(numberSpinner, "00");
numberSpinner.setEditor(nEditor);

// Set the date format to mm/dd/yyyy
JSpinner.DateEditor dEditor = new JSpinner.DateEditor(dateSpinner, "mm/dd/yyyy");
dateSpinner.setEditor(dEditor);

Tip You can use the getValue() method defined of a JSpinner or SpinnerModel to get the current value in the
JSpinner as an Object. SpinnerNumberModel and SpinnerDateModel define the getNumber () and getDate() method
that return the Number and Date objects, respectively.

JScrollBar

If you want to view a component that is bigger than the available space, you want to use a JScrol1Bar or a
JScrollPane component. I will discuss the JScrollPane in the next section. A JScrollBar has an orientation property
that determines whether it is displayed horizontally or vertically. Figure 2-15 depicts a horizontal JScrollBar.

] D]

Figure 2-15. A horizontal JScrollBar
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A JScrollBar is made up of four parts: two arrow buttons (one at each end), a knob (also known as a thumb),
and a track. When the arrow button is clicked, the knob moves on the track towards the arrow button. You can drag
the knob towards either end with the help of a mouse. You can also move the knob by clicking on the track.

You can customize various properties of a JScrol1lBar by passing their values in its constructor or by setting them
after you create it. Table 2-16 lists some commonly used properties and methods to manipulate them.

Table 2-16. Commonly Used Properties of a JScrollBar and Methods to Get/Set Those Properties

Property Method Description
Orientation getOrientation() Determines whether the JScrollBar is horizontal or vertical. Its
setOrientation() value could be one of the two constants, HORIZONTAL or VERTICAL,
which are defined in the JScrollBar class.
Value getValue() The position of the knob is its value. Initially, it is set to zero.
setValue()
Extent getVisibleAmount() It is the size of the knob. It is expressed in proportion to the size of

setVisibleAmount () the track. For example, if the track size represents 150 and you set
the extent to 25, the knob size will be one sixth of the track size. Its
default value is 10.

Minimum Value getMinimum() The minimum value that it represents. The default value is zero.
setMinimum()

Maximum Value getMaximum() The maximum value that it represents. The default value is 100.
setMaximum()

The following snippet of code demonstrates how to create a JScrol1Bar with different properties:

// Create a JScrollBar with all default properties. Its orientation
// will be vertical, current value 0, extent 10, minimum 0, and maximum 100
JScrollBar sbl = new JScrollBar();

// Create a horizontal JScrollBar with default values
JScrollBar sb2 = new JScrollBar(JScrollBar.HORIZONTAL);

// Create a horizontal JScrollBar with a current value of 50,
// extent 15, minimum 1 and maximum 150
JScrollBar sb3 = new JScrollBar(JScrollBar.HORIZONTAL, 50, 15, 1, 150);

The current value of a JScrol1Bar can be set only between its minimum and (maximum - extent)
value. A JScrollBar by itself does not add any value to a GUI. All it has are some properties. You can add an
AdjustmentListener to a JScrollBar that is notified when its value changes.

// Add an AdjustmentlListener to a JScrollBar named myScrollBar
myScrollBar.addAdjustmentListener ((AdjustmentEvent e) -> {
if (le.getValueIsAdjusting()) {
// The logic for value changed goes here
}

B;
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It is not simple to use a JScrollBar to scroll through a component that is bigger in size than its display area.
You need to write a significant amount of code to achieve that task if you ever want to use a JScrol1Bar alone.
A JScrollPane makes this task easier. It takes care of the scrolling without writing any extra code.

JScrollPane

A JScrollPane is a container that can hold and display up to nine components, as shown in Figure 2-16. It uses its
own layout manager that is an object of the class JScrollPanelayout.

C1

C3 <«

Column Header C2
A

')

Viewport S

B

v

HSB » C4

Figure 2-16. The components of a JScrollPane

The nine components that a JScrol1Pane manages are two JScrollBars, a viewport, a row header, a column
header, and four corners.

Two JScrollBars: In the diagram, the two scrollbars are named HSB and VSB. They are two
instances of the JScrollBar class: one horizontal and one vertical. A JScrollPane will create
and manage the two JScrollBars for you. You do not need to write any code for that. The only
things you need to indicate are whether you want them or not, and when you want them to
appear.

A Viewport: The viewport is the area where a JScrol1lPane displays the scrollable component
such as a JTextArea. You can think of a viewport as a peephole through which you view

the component by scrolling up/down and right/left using scrollbars. A viewport is a Swing
component. An object of the JViewport class represents a viewport component. A JViewport
is simply a wrapper for a Swing component to implement a scrollable view of that component.
The JScrollPane creates a JViewport object for your component and uses it internally.

Row and Column Headers: The row header is abbreviated as RH in the diagram.

Row/Column headers are two optional viewports you can use in a JScrol1Pane. When you
use the horizontal scrollbar, the column header scrolls with it horizontally. When you use the
vertical scrollbar, the row header scrolls with it vertically. A good use of row/column headers is
to display horizontal and vertical rulers for a picture or drawing in the viewport. Typically, you
do not use row/column headers.
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Four Corners: Four corners can exist in a JScrollPane. A corner exists when two components
meet vertically. The four corners are named C1, C2, C3, and C4 in the diagram. These are not
the names given to the corners by the JScrollPane. I gave them a name for the discussion
purpose. The corner C1 exists if you add a row header and a column header. The corner C2
exists if you add a column header and the vertical scrollbar is visible. The corner C3 exists
ifyou add a row header and the horizontal scrollbar is visible. The corner C4 exists if both
horizontal and vertical scrollbars are visible. You can add any Swing component as a corner
component. The only limitation is that you cannot add the same component in more than one
corner. Note that adding a corner component does not guarantee that it will be visible.

A corner component will be visible in a corner only if that corner exists according to the rules
discussed. For example, if you add a corner component for the C4 corner, it will be visible
only if both scrollbars, horizontal and vertical, are visible. If either or both scrollbars are not
visible, the corner C4 does not exist and the component that you add for that corner will not
be visible.

A scrollbar in a direction (horizontal or vertical) is needed to view the component in the viewport when the
component’s size is bigger than the JScrollPane size. A JScrollPane lets you set a scrollbar policy for the vertical and
horizontal scrollbars. A scrollbar policy is a rule to control when it should appear. You can set one of the following
three scrollbar policies:

Show as needed: It means that a JScrol1Pane should show the scrollbar when it is needed.

A scrollbar is needed when the component in the viewport in a direction, horizontal or vertical,
is bigger than its display area. It is up to the JScrollPane to decide when a scrollbar is needed,
and if it is needed, it will make the scrollbar visible. Otherwise, it will make the scrollbar
invisible.

Show Always: It means that a JScrollPane should always show the scrollbar.

Show Never: It means that a JScrol1lPane should never show the scrollbar.

The scrollbar polices are defined by six constants in the Scrol1PaneConstants interface. Three constants
are for a vertical scrollbar and three are for a horizontal scrollbar. The JScrol1lPane class implements the
ScrollPaneConstants interface. So you can also access these constants using the JScrol1Pane class. The constants
that define scrollbar policies are XXX_SCROLLBAR_AS_NEEDED, XXX_SCROLLBAR_ALWAYS, and XXX_SCROLLBAR_NEVER,
where you need to replace XXX with VERTICAL or HORIZONTAL, depending on which scrollbar’s policy you are referring
to. The default value of the scrollbar policy for both vertical and horizontal scrollbars is “Show as needed” The
following snippet of code demonstrates how to create a JScrol1lPane with different options:

// Create a JScrollPane with no component as its viewport and
// with default scrollbars policy as "As Needed"
JScrollPane sp1l = new JScrollPane();

// Create a JScrollPane with a JTextArea as its viewport and
// with default scrollbars policy as "As Needed"

JTextArea description = new JTextArea(10, 60);

JScrollPane sp2 = new JScrollPane(description);

// Create a JScrollPane with a JTextArea as its viewport and
// both scrollbars policy set to "show always"

JTextArea comments = new JTextArea(10, 60);

JScrollPane sp3 = new JScrollPane(comments,
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As noted before, when you add a component to a JScrol1Pane, you add the JScrollPane to the container, not the
component. The viewport of a JScrol1Pane keeps the reference to the component you add to the JScrollPane. You
get the reference of the component in a JScrollPane by querying its viewport as shown:

// Get the reference to the viewport of the JScrollPane sp3
JViewport vp = sp3.getViewport();

// Get the reference to the comments JTextArea added
// to the JScrollPane, sp3, using its viewport reference
JTextArea commentsl = (JTextArea)vp.getView();

If you create a JScrol1Pane without specifying the component for its viewport, you can add a component to its
viewport later using its setViewportView() method as shown:

// Set a JTextPane as the viewport component for sp3
sp3.setViewportView(new JTextPane());

JProgressBar

A JProgressBar is used to display the progress of a task. It has an orientation, which can be horizontal or vertical. It
has three values associated with it: the current value, the minimum value, and the maximum value. You can create a
progress bar as shown:

// Create a horizontal progress bar with current, minimum, and maximum values
// set to 0, 0, and 100, respectively.
JProgressBar hpBarl = new JProgressBar();

// Create a horizontal progress bar with current, minimum, and maximum values
// set to 20, 20, and 200, respectively.
JProgressBar hpbar2 = new JProgressBar(SwingConstants.HORIZONTAL, 20, 200);

// Create a vertical progress bar with current, minimum, and maximum values
// set to 5, 5 and 50, respectively.
JProgressBar vpBarl = new JProgressBar(SwingConstants.VERTICAL, 5, 50);

As the task progresses, you need to set the current value for the progress bar using its setValue(int value)
method to indicate the progress. The component will update itself visually to reflect the new value. The progress
is reflected differently depending on the look and feel of the application. Sometimes a solid bar is used is show the
progress and sometimes solid rectangles are used to show the progress. You can use the getValue() method to get the
current value.

You can also display a string that describes the progress bar’s current value using the setStringPainted()
method. Passing true to this method displays the string value and passing false does not display the string value.
The string to be painted is specified by calling the setString(String s) method.

Sometimes the current value of the progress of a task is unknown or indeterminate. In such cases, you cannot set
the current value for the progress bar. Rather, you can indicate to the user that the task’s execution is in progress. You
can set a progress bar in an indeterminate mode using its setIndeterminate() method. Passing true to this method
places the progress bar in an indeterminate mode and passing false places the progress bar in a determinate mode.
A JProgressBar component displays an animation to indicate its indeterminate state.

Figure 2-17 shows a JFrame with two JProgressBars. The horizontal JProgressBar is in determinate mode and it
displays a string to describe the progress. The vertical JProgressBar has been placed in an indeterminate mode; note
the solid rectangular bar in the middle that is displayed as an animation.
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Figure 2-17. JProgressBars in action

JSlider

A JSlider lets you select a value graphically from a set of values between two integers by sliding a knob along a
track. It has four important properties: an orientation, a minimum value, a maximum value, and a current value. The
orientation determines whether it is displayed horizontally or vertically. You can use SwingConstants.VERTICAL and
SwingConstants.HORIZONTAL as valid values for its orientation. The following snippet of code creates a horizontal
JSlider with the minimum value of 0, the maximum value of 10, and the current value set to 5:

JSlider points = new JSlider(o, 10, 5);

You can get the current value of a JS1ider using its getValue() method. Typically, the user sets the current value
of a JS1ider by sliding the knob right/left for the horizontal JS1ider and up/down for the vertical one. You can also
set its value programmatically by using its setValue(int value) method.

You can display the minor and major ticks on a JSlider. You need to set the interval at which these ticks need to
be displayed, and call its method to enable the tick paintings, as shown:

points.setMinorTickSpacing(1);
points.setMajorTickSpacing(2);
points.setPaintTicks(true);

You can also display the labels showing values along the track in a JS1ider. You can display standard
labels or custom labels. The standard labels will display the integer values along the track. You can call its
setPaintLabels(true) method to display the integer values at major tick spacing. Figure 2-18 shows a JS1ider with
ticks and standard labels.

0 2 4 6 8 10

Figure 2-18. A JSlider component with minimum = 0, maximum = 10, current value = 5, minor tick spacing = 1,
major tick spacing = 2, tick painting enabled, and showing standard labels
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JSlider also lets you set custom labels. A label on a JSlider is displayed using a JLabel component. You need to
create a Hashtable with value-label pairs and use its setLabelTable() method to set the labels. A value-label pair
consists of an Integer-JLabel pair. The following snippet of code sets the label Poor for value 0, Average for value 5,
and Excellent for value 10. Setting a label table does not display the labels. You must call the setPaintLabels(true)
method to display them. Figure 2-19 shows a JSlider with custom labels produced by the following snippet of code:

// Create the value-label pairs in a Hashtable

Hashtable labelTable = new Hashtable();
labelTable.put(new Integer(0), new JLabel("Poor"));
labelTable.put(new Integer(5), new JLabel(“Average"));
labelTable.put(new Integer(10), new JLabel("Excellent"));

// Set the labels for the JSlider and make them visible
points.setlLabelTable(labelTable);
points.setPaintlLabels(true);

|

: U

Poor Average Excellent

Figure 2-19. A JSlider with custom labels

JSeparator

A JSeparator is a handy component when you want to add a separator between two components or two groups of
components. Typically, a JSeparator is used in a menu to separate groups of related menu items. You can create

a horizontal or a vertical JSeparator by specifying its orientation. You can use it anywhere you would use a Swing
component.

// Create a horizontal separator
JSeparator hs = new JSeparator(); // By default, the type is horizontal

// Create a vertical separator
JSeparator vs = new JSeparator(SwingConstants.VERTICAL);

A JSeparator will extend itself to fill the size provided by the layout manager. You can use the setOrientation()
and getOrientation() methods to set and get the orientation of the JSeparator.

Menus

A menu component is used to provide a list of actions to the user in a compact form. You can also provide a list of
actions by using a group of JButtons, where each JButton represents an action. It is a matter of preference to use a
menu or a group of JButtons to present a list of actions. However, there is a noticeable advantage to using a menu; it
uses much less space on the screen compared to a group of JButtons. A menu uses less space by folding (or nesting)

a group of options under another option. For example, if you have used a file editor, the options such as New, Open,
Save, and Print are nested under a top-level File menu option. A user needs to click the File menu to see the list of
options that are available under it. Typically, in case of a group of JButtons, all JButtons are visible to the user all the
time, and it is easy for users to know what actions are available. Therefore, there is a little tradeoff between the amount
of space and usability when you decide to use a menu or JButtons.
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There is another kind of menu called a pop-up menu. It does not take any space on the screen at all. Usually, it is
displayed when the user clicks the right mouse button. It disappears as soon as the user makes a choice or clicks the
mouse outside the displayed pop-up menu area. It is a super compact menu component. However, it makes it difficult
for the user to know that any options are available. Sometimes, a text message is displayed on the screen stating that
the user needs to right click to view the list of available options. An object of the JPopupMenu class represents a pop-up
menu in Swing. Now let’s see menus in action.

Creating and adding a menu to a JFrame is a multistep process. The following steps describe the process in detail.

Create an object of the JMenuBar class and add it to a JFrame using its setIJMenuBar () method. A JMenuBar is an
empty container that will hold a list of menu options, and each option in a JMenuBar represents a list of options.

// Create a JMenuBar and set it to a JFrame
JMenuBar menuBar = new IMenuBar();
myFrame.setIMenuBar (menuBar);

At this point, you have an empty JMenuBar associated with a JFrame. Now, you need to add the list of options,
also called top-level menu options, to the JMenuBar. An object of the JMenu class represents a list of options. A JMenu is
also an empty container that can hold menu items that represent the options. You will need to add menu options to a
JMenu. A JMenu does not always display the options that are added to it. Rather, it displays them when the user selects
the JMenu. This is where you get the compactness when you use menus. When you select a JMenu, it pops up a window
that displays the options contained in it. Once you select an option from the pop-up window or click somewhere
outside the JMenu, the pop-up window disappears.

// Create two JMenu (or two top-level menu options):
// File and Help, and add them to the JIMenuBar
IMenu fileMenu = new JMenu("File");

IMenu helpMenu = new IMenu("Help");
menuBar.add(fileMenu);

menuBar.add(helpMenu);

At this point, your JFrame will display a menu bar at its top area with two options called File and Help, as shown
in Figure 2-20. If you select or click File or Help, nothing happens at this point.

File Help
Figure 2-20. A JMenuBar With Two JMenu Options

Let’s add some options to your JMenu. You want to display three menu options under File and they are New, Open,
and Exit. You want to add a separator (a horizontal line as a divider) between the Open and Exit options. An object of
the JMenultem class represents an option inside a JMenu.

// Create menu items

IMenuItem newMenuItem = new IMenuItem("New");
JMenuItem openMenuItem = new JMenuItem("Open");
IMenuItem exitMenuItem = new JIMenuItem("Exit");

// Add menu items and a separator to the menu
fileMenu.add(newMenuItem);
fileMenu.add(openMenultem);
fileMenu.addSeparator();
fileMenu.add(exitMenuItem);
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At this point, you have added three JMenuItems to the File menu. When you click the File menu, it will display
the options shown in Figure 2-21. You can scroll through options under the File menu by using down/up arrow key
on the keyboard or select one of them by using the mouse. When you select any one of the options under the File
menu, nothing happens because you have not added any actions to them.

File | Help

New
Open

Exit

Figure 2-21. A File J]Menu with three options

You may want to have two suboptions under a menu item such as under the New option. That is, the user can
create two different things, Policy and Claim, and you want those two options available under the New option. You
not trying to nest options within an option. The File menu is an instance of the JMenu class, which represents a list
of options, and you want to add a New menu that should also display a list of options. You can do this easily. The only
thing you need to understand is that a JMenu represents a list of options, whereas a JMenuItem represents only one
option. You can add a JMenuItem or JMenu to a JMenu. To achieve this, you need to make a little modification to the
snippet of code shown earlier. Now the New menu will be an instance of the JMenu class, not the JMenuItem class. You
will add two JMenultems to the New menu. The following snippet of code will do the job:

// New is a JMenu - a list of options

JMenu newMenu = new JMenu("New");

IMenuItem policyMenuItem = new JMenuItem("Policy");
IMenuItem claimMenuItem = new JMenuItem("Claim");
newMenu.add(policyMenuItem);
newMenu.add(claimMenuItem);

JMenuItem openMenuItem = new JMenuItem("Open");
IMenuItem exitMenuItem = new JIMenultem("Exit");

fileMenu.add(newMenu);
fileMenu.add(openMenultem);
fileMenu.addSeparator();
fileMenu.add(exitMenuItem);

Now, the menu is displayed as shown in Figure 2-22. When you select the File menu, the New menu displays an

arrow next to it indicating that it has sub menus. When you select the New menu, it displays the two submenus labeled
Policy and Claim.
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File | Help
New P Policy
Open Claim

Exit ‘
Figure 2-22. Nesting menus

There is no limit on the number of levels a menu can be nested. However, more than two levels of nesting is not
considered good GUI practice because the user would have to drill down several levels just to get to the available
options.

The final piece to make menus work is to add actions to the menu items. You can add action listeners to a
IMenuItem. The associated action listener is notified when the user selects the JMenuItem. The following snippet of
code adds an action listener to the Exit menu item that will exit the application:

// Add an action listener to the Exit menu item
exitMenuItem.addActionlListener(e -> System.exit(0));

Now you have added an action to the Exit menu item. If you select it, the application will exit. Similarly, you can
add action listeners to other menu items to perform actions when they are selected.

You can enable/disable a menu using the setEnabled() method. Although it is possible to make a menu
visible/invisible, it is not good practice to do it. It makes it hard for a user to learn an application. If you keep all menu
options available (either in an enabled or disabled state) all the time, the user will be able to work with the application
faster by knowing where the menu options are located. If you make menu options visible/invisible, the locations of
the menu options keep changing and the user will have to pay more attention to the location of menu options each
time he wants to use them.

You can also assign shortcuts to menu options. You can use the setMnemonic() method to add a shortcut to
a menu item by specifying a shortcut key. You can invoke the action represented by that menu item by pressing a
combination of the Alt key and the shortcut key. Note that the menu item must be visible for its mnemonic to work.
For example, if you have a mnemonic (the N key) set for a New menu option, you must select the File menu so the New
menu option is visible, and press A1t + N to invoke the action represented by the New menu item.

If you want to invoke the associated action to a menu item irrespective of whether it is visible or not, you need
to set its accelerator key by using the setAccelerator () method. The following snippet of code sets the E key as a
mnemonic and Ctr]l + E as an accelerator for the Exit menu option:

// Set E as mnemonic for Exit menu and Ctrl + E as its accelerator
exitMenuItem.setMnemonic(KeyEvent.VK_E);

KeyStroke cntrlEKey = KeyStroke.getKeyStroke(KeyEvent.VK E, ActionEvent.CTRL_MASK);
exitMenuItem.setAccelerator(cntrlEKey);

Now you can invoke the Exit menu option in two ways: you can press ALt + E key combination when it is visible,
oryou can press Ctrl + E keys combination any time.

You can use a pop-up menu, which is displayed on demand. The creation of a pop-up menu is similar to a JMenu.
You need to create an instance of the JPopupMenu class, which represents an empty pop-up menu container, and then
add instances of JMenuItem to it. You can also have nested menus in a pop-up menu, as you had in a JMenu.
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// Create a popup menu
JPopupMenu popupMenu = new JPopupMenu();

// Create three menu items for our popup menu
JMenuItem popupl = new IMenuItem("Poupupi");
IMenuItem popup2 = new IMenuItem("Poupup2");
IMenuItem popup3 = new IMenuItem("Poupup3");

// Add menu items to the popup menu
popupMenu.add(popup1);
popupMenu.add(popup2);
popupMenu. add(popup3);

Since a pop-up menu does not have a fixed location and it is displayed on demand, you need to know where to
display it and when to display it. You need to use its show() method to display it at a location. The show() method
takes three arguments: the invoker component whose space will be used to display the pop-up menu, plusxandy
coordinates on the invoker component where it will be displayed.

// Display the popup menu
popupMenu. show(myComponent, xPos, yPos);

Typically, you display a pop-up menu when the user clicks the right mouse button. Different look and feel
options use a different key event to display the pop-up menu. For example, one look and feel scenario displays it when
aright mouse button is released, whereas another displays it when a right mouse button is pressed. Swing makes this
job easy for you to display the pop-up menu by providing a isPopupTrigger() method in the MouseEvent class. In a
mouse pressed or released event, you need to call this method. If this method returns true, display the pop-up menu.
The following snippet of code associates a mouse listener to a component and displays the pop-up menu:

// Create a mouse listener
MouseListener ml = new MouseAdapter() {
@0verride
public void mousePressed(MouseEvent e) {
if (e.isPopupTrigger()) {
popupMenu. show(e.getComponent(), e.getX(), e.getY());

}

@0verride
public void mouseReleased(MouseEvent e) {
if (e.isPopupTrigger()) {
popupMenu. show(e.getComponent(), e.getX(), e.getY());

};

// Add a mouse listener to myComponent
myComponent .addMouseListener(ml);

Whenever the user right clicks on myComponent, a pop-up menu will appear. Note that you need to add the same
code in both mousePressed() and mouseReleased() methods. It is decided by the look and feel which event should
display the popup menu.
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Listing 2-7 contains a complete program showing how to use menus. The program is long. It does the repetitive
work of creating and adding menu items and adding action listeners to them.

Listing 2-7. Working With Menus and Pop-up Menus

// IMenuFrame.java
package com.jdojo.swing;

import javax.swing.JFrame;

import java.awt.Container;

import javax.swing.JMenuBar;

import javax.swing.JMenu;

import javax.swing.JMenuItem;

import javax.swing.JLabel;

import java.awt.event.ActionlListener;
import javax.swing.JTextArea;

import java.awt.BorderLayout;

import java.awt.event.KeyEvent;
import javax.swing.KeyStroke;

import javax.swing.JPopupMenu;
import java.awt.event.MouseAdapter;
import java.awt.event.MouseEvent;
import java.awt.event.Mouselistener;
import javax.swing.JScrollPane;

public class JIMenuFrame extends JFrame {
JLabel msglLabel = new JLabel("Right click to see popup menu");
JTextArea msgText = new JTextArea(10, 60);
JPopupMenu popupMenu = new JPopupMenu();

public JMenuFrame(String title) {
super(title);
initFrame();

}

// Initialize the JFrame and add components to it

private void initFrame() {
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = this.getContentPane();

// Add the message label and text area

contentPane.add(new JScrollPane(msgText), BorderLayout.CENTER);
contentPane.add(msglLabel, BorderLayout.SOUTH);

// Set the menu bar for the frame

IMenuBar menuBar = getCustomMenuBar();
this.setIMenuBar(menuBar);

// Create a popup menu and add a mouse listener to show it
createPopupMenu();
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IMenuBar getCustomMenuBar() {
JMenuBar menuBar = new JMenuBar();

// Get the File and Help menus
JMenu fileMenu = getFileMenu();
IMenu helpMenu = getHelpMenu();

// Add the File and Help menus to the menu bar
menuBar.add(fileMenu);
menuBar .add(helpMenu);

return menuBar;
JMenu getFileMenu() {
JMenu fileMenu = new JMenu("File");

// Set Alt-F as mnemonic for the File menu
fileMenu.setMnemonic(KeyEvent.VK F);

// Prepare a New Menu item. It will have sub menus
JMenu newMenu = getNewMenu();
fileMenu.add(newMenu);

IMenuItem openMenuItem = new JMenuItem("Open", KeyEvent.VK 0);
IMenuItem exitMenuItem = new JMenuItem("Exit", KeyEvent.VK E);

fileMenu.add(openMenuItem);

// You can add a JSeparator or just call the convenience method

// addSeparator() on fileMenu. You can replace the following statement
// with fileMenu.add(new JSeparator());

fileMenu.addSeparator();

fileMenu.add(exitMenultem);

// Add an ActionlListener to the Exit menu item
exitMenuItem.addActionListener(e -> System.exit(0));

return fileMenu;

IMenu getNewMenu() {
// New menu will have two sub menus - Policy and Claim
JMenu newMenu = new JMenu("New");

// Add submenus to New menu

IMenuItem policyMenuItem = new IMenuItem("Policy", KeyEvent.VK_P);
IMenuItem claimMenuItem = new IMenuItem("Claim", KeyEvent.VK C);
newMenu.add(policyMenuItem);

newMenu.add(claimMenuItem);

return newMenu;
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IMenu getHelpMenu() {
JMenu helpMenu = new IMenu("Help");
helpMenu.setMnemonic(KeyEvent.VK H);

IMenuItem indexMenuItem = new IMenuItem("Index", KeyEvent.VK I);
IMenuItem aboutMenuItem = new IMenuItem("About", KeyEvent.VK A);

// Set F1 as the accelerator key for the Index menu item
KeyStroke fiKey = KeyStroke.getKeyStroke(KeyEvent.VK F1, 0);
indexMenuItem.setAccelerator(fiKey);

helpMenu.add(indexMenuItem);
helpMenu.addSeparator();
helpMenu.add(aboutMenuItem);

// Add an action listener to the index menu item
indexMenuItem.addActionListener(e -»>
msgText.append("You have selected Help >>Index menu item.\n"));

return helpMenu;

void createPopupMenu() {

// Create a popup menu and add a mouse listener to the frame,

// so a popup menu is displayed when the user clicks a right mouse button
IMenuItem popupl = new IMenuItem("Popup1");

IMenuItem popup2 = new IMenuItem("Popup2");

IMenuItem popup3 = new IMenuItem("Popup3");

// Create an action listener

ActionListener al = e -> {
IMenuItem menuIltem = (IMenuItem)e.getSource();
String menuText = menuItem.getText();
String msg = "You clicked " + menuText +
msgText.append(msg);

menu item.\n";

};

// Add the same action listener to all popup menu items
popupl.addActionListener(al);
popup2.addActionListener(al);
popup3.addActionListener(al);

// Add menu items to popup menu
popupMenu.add(popup1);
popupMenu.add(popup2);
popupMenu.add(popup3);
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// Create a mouse listener to show a popup menu
MouselListener ml = new MouseAdapter() {
@0verride
public void mousePressed(MouseEvent e) {
displayPopupMenu(e);
}

@0verride

public void mouseReleased(MouseEvent e) {
displayPopupMenu(e);

}

s

// Add a mouse listener to the msg text and label
msgText.addMouseListener(ml);
msglabel.addMouselistener(ml);

}

private void displayPopupMenu(MouseEvent e) {
// Make sure this mouse event is supposed to show the popup menu.
// Different platforms show the popup menu in different mouse events
if (e.isPopupTrigger()) {
this.popupMenu. show(e.getComponent(), e.getX(), e.getY());
}

}

// Display the CustomFrame

public static void main(String[] args) {
IMenuFrame frame = new JMenuFrame("IMenu and JPopupMenu Test");
frame.pack();
frame.setVisible(true);

You can also use JRadioButtonMenuItem and JCheckBoxMenuItem as menu items in a menu. As the names
suggest, they are displayed as radio buttons and checkboxes, and work the same as radio buttons and checkboxes.
You can add any swing component to a JMenu. To use radio button-type menu items, you need to group multiple
JRadioButtonMenuItem components into a button group so they represent exclusive choices. To handle the radio
button selection change, you can add an ActionListener or ItemListener to the JRadioButtonMenuItem. To handle a
change of state in JCheckBoxMenuItem, you need to use an ItemListener.

Tip I'll finally reveal the secret of menus in Swing. A menu item in Swing is a button. Aha! You were working with
buttons and calling them menus. Yes, that is correct. A JMenuBar and a JPopupMenu are simply containers with a
BoxLayout. Go ahead and play with these containers by setting their properties and adding different Swing components
to them. A JMenuItem is a simple button. A JMenu is a button and it has an associated container that is displayed when
you select it.
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JToolBar

A toolbar is a group of buttons that provides commonly used actions to the user in a JFrame. Typically, you provide a
toolbar along with a menu. The toolbar contains small buttons with small icons. Typically, it only contains a subset of
options available in the menu.

An object of the JToolBar class represents a toolbar. It acts as a container for the toolbar buttons. It is a little
smarter container than other containers such as a JPanel. It can be moved around at runtime. It can be floatable. If
itis floatable, it displays a handle that you can use to move it around. You can also use the handle to pop it outin a
separate window. The following snippet of code creates some toolbar components:

// Create a horizontal JToolBar
JToolBar toolBar = new JToolBar();

// Create a horizontal JToolBar with a title. The title is
// displayed as a window title, when it floats in a separate window.
JToolBar toolBarWithTitle = new JToolBar("My ToolBar Title");

// Create a Vertical toolbar
JToolBar vToolBar = new JToolBar(JToolBar.VERTICAL);

Let’s add some buttons to the toolbar. The buttons in a toolbar need to be smaller in size than usual buttons. You
make a JButton smaller in size by setting its margin to zero. You should also add a tool tip to each toolbar button to
give a quick hint to the user about its usage.

// Create a button for the toolbar
JButton newButton = new JButton("New");

// Set the margins to 0 to make the button smaller
newButton.setMargin(new Insets(o, 0, 0, 0));

// Set a tooltip for the button
newButton.setToolTipText("Add a new policy");

// Add the New button to the toolbar
toolBar.add(newButton);

Typically, you display only small icons in a toolbar button. You can use another constructor of the JButton that
only accepts an Icon object as an argument. Finally, you need to add action listeners to the buttons, as you have been
adding to other JButtons. When a user clicks a button in a toolbar, the action listener is notified, and the specified
action is performed.

You can set the toolbar floatable/non-floatable using its setFloatable(boolean floatable) method. By default,
atoolbar is floatable. Its setRollover(boolean rollOver) method lets you specify if you want to draw the border of
the toolbar buttons only when the mouse hovers on them.

A toolbar should be added to the north, south, east, or west region in a BorderLayout to make it nicer to move
the toolbar around in different regions. Listing 2-8 displays a JToolBar in a JFrame. Figure 2-23 shows a JFrame with a
toolbar in its north region. Figure 2-24 shows the same JFrame with the toolbar floating in a separate window.
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Listing 2-8. Using a JToolBar in a JFrame

// JToolBarFrame.java
package com.jdojo.swing;

import
import
import
import
import
import
import
import

public

java.awt.

Container;

javax.swing.JFrame;
javax.swing.JToolBar;
javax.swing.JButton;

java.awt.
java.awt.

Insets;
BorderlLayout;

javax.swing.JTextArea;
javax.swing.JScrollPane;

class JToolBarFrame extends JFrame {
JToolBar toolBar = new JToolBar("My JToolBar");
JTextArea msgText = new JTextArea(3, 45);

public JToolBarFrame(String title) {

}

super(title);
initFrame();

// Initialize the JFrame and add components to it

private

}

private

void initFrame() {
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = this.getContentPane();
prepareToolBar();

// Add the toolbar in the north and a JTextArea in the center
contentPane.add(toolBar, BorderLayout.NORTH);
contentPane.add(new JScrollPane(msgText), BorderLayout.CENTER);
msgText.append("Move the toolbar around using its" +

" handle at the left end");

void prepareToolBar() {
Insets zeroInset = new Insets(0, 0, 0, 0);

JButton newButton = new JButton("New");
newButton.setMargin(zeroInset);
newButton.setToolTipText("Add a new policy");

JButton openButton = new JButton("Open");
openButton.setMargin(zeroInset);
openButton.setToolTipText("Open a policy");

JButton exitButton = new JButton("Exit");

exitButton.setMargin(zeroInset);
exitButton.setToolTipText("Exit the application");
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// Add an action listener to the Exit toolbar button
exitButton.addActionListener(e -> System.exit(0));

toolBar.add(newButton);
toolBar.add(openButton);
toolBar.addSeparator();
toolBar.add(exitButton);

toolBar.setRollover(true);

}

// Display the frame

public static void main(String[] args) {
JToolBarFrame frame = new JToolBarFrame("JToolBar Test");
frame.pack();
frame.setVisible(true);

JToolBar Test
|New| Open |Exit|

ove the toolbar around using its handle at the left end

Figure 2-23. A JToolBar with three JButtons placed in the north region of a JFrame

JToolBar Test =lo] x|

ove the toolbar around using its handle atthe left end :

ewHOpen‘ ‘Exit‘

Figure 2-24. A JToolBar floating in a separate window

JToolBar Meets the Action Interface

What is common in all three components: JButton, JMenuItem, and an item in a JToolBar? All of them represent

an action. Sometimes you give the user the same option as a menu item, as a toolbar item, and as a JButton. How
would you disable an option that you had provided using three components? Don’t you think that you need to disable
them separately at least in three places because they are three different components representing the same option?
You may be right. However, there is an easier way to handle this kind of situation in Swing. Whenever you have to
provide an option for an action in different ways, you should work with the Action interface. You need to wrap your
option’s logic and properties in an Action object and use that object to construct the JButton, the JMenuItem, and the
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item in the toolbar. If you need to disable the option, you just need to call setEnabled(false) on the Action object
only once and all options will be disabled. In such situations, the use of an Action object makes your programming
life easier. Let’s see it in action. Let’s create an ExitAction class that is inherited from the AbstractAction class.

Its actionPerformed() method simply exits the application. You set some properties in its constructor using its
putValue() method, as shown:

public class ExitAction extends AbstractAction {
public ExitAction(String action) {
super(action);

// Set tooltip text for the toolbar
this.putValue(SHORT DESCRIPTION, "Exit the application");

// Set a mnemonic key
this.putValue(MNEMONIC KEY, KeyEvent.VK E);

}

@0verride

public void actionPerformed(ActionEvent e) {
System.exit(0);

}

If you want to add an Exit menu item, a JButton, and a toolbar button, you can do so by first creating an object of
the ExitAction class, and using it to create all your option items, as shown:

ExitAction exitAction = new ExitAction("Exit");
JButton exitButton = new JButton(ExitAction);
IMenuItem exitMenuItem = new JMenultem(exitAction);

JButton exitToolBarButton = new JButton(exitAction);
exitToolBarButton.setMargin(new Insets(0,0,0,0));

Now you can add the exitButton to your JFrame, the exitMenuItem to your menu, and the exitToolBarButton
to your toolbar. They all behave the same way because they are sharing the same exitAction object. If you want to
disable the exit option in all three places, you can do so by calling exitAction.setEnabled(false) only once.

JTable

Swing lets you display and edit data in a tabular form using the JTable component. A JTable displays data using rows
and columns. You can set the labels for column headers. You can also sort the table’s data at runtime. Working with a
JTable can be as simple as writing a few lines of code, or it can be as complex as writing a few hundred lines of code.
A JTable is a complex and powerful Swing component that it deserves a chapter by itself. This section explains the
basics of working with a JTable and provides you with some hints about its powerful features. A JTable uses many
other classes and interfaces, which are in the javax.swing.table package. The JTable class itselfis in the
Jjavax.swing package.

Let’s start with the simplest JTable example. You can create a JTable by using its no-args constructor.

JTable table = new JTable();
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Well, that was easy. However, what happens to its columns, rows, and data? All you got is an empty table with no
visual components. You will fix these problems in a minute.

A JTable does not store data. It only displays data. It uses a model that stores the data, the number of
columns, and the number of rows. An instance of the TableModel interface represents the model for a JTable. The
DefaultTableModel class is an implementation of the TableModel interface. When you use the default constructor
of the JTable class, Java sets an instance of the DefaultTableModel class as its model. If you want to add or remove
columns/rows, you must work with its model. You can get the reference of the model of a JTable using its getModel ()
method. Let’s add two rows and three columns to the table.

// Get the reference of the model of the table
DefaultTableModel tableModel = (DefaultTableModel)table.getModel();

// Set the number of rows to 2
tableModel. setRowCount(2);

// Set the number of columns to 3
tableModel.setColumnCount(3);

Let’s set the value for a cell in the table. You can use the setValueAt (Object data, int row, int column)
method of the table’s model or the table to set a value in its cell. You will set “John Jacobs” as the value in the first row
and the first column. Note that the first row and the column start at 0.

// Set the value at (0, 0) in the table's model
tableModel. setValueAt("John Jacobs", 0, 0);

// Set the value at (0, 0) in the table
// Works the same as setting the value using the table's model
table.setValueAt("John Jacobs", 0, 0);

If you add the table to a container, it will look as shown in Figure 2-25.

A B . C
John Jacohs |

Figure 2-25. A JTable with two rows and three columns with default column header labels

Make sure that you add the table inside a JScrollPane. Note that you get two rows and three columns. The labels
for the column headers are set as A, B, and C. You can double-click any cell to start editing the value in the cell. To
get the value contained in a cell, you can use the getValueAt(int row, int column) method of the table’s model or
the JTable. It returns an Object. You can also add more columns or rows to the JTable by using the addColumn() and
addRow() methods of the DefaultTableModel class. You can use the removeRow(int row) method of the its model
class to remove a row from the model and thus from the JTable.

You can set custom labels for column headers using the model’s setColumnIdentifiers() method as follows:

// Store the column headers in an array
Object[] columnHeaderLabels = new Object[]{"Name", "DOB", "Gender"};

// Set the column headers for the table using its model
tableModel.setColumnIdentifiers(columnHeaderLabels);
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With the custom column headers, the table looks as shown in Figure 2-26.

MName DOE Gender
[John Jacobs

|

Figure 2-26. A JTable with two rows, three columns, and custom column header labels

You must add a JTable to a JScrollPane if you want the column headers to be visible all the times. If you do not
add it to a JScrollPane, the column headers will not be visible when the number of rows exceeds the height available
for the component. You can get the column headers component using JTable’s getTableHeader () method and
display it yourself (e.g. in the north region of a BorderLayout if the JTable is in the center region). You can select a row
by clicking on the row. By default, a JTable lets you select multiple rows. You can use the getSelectedRow() method
of a JTable to get the first selected row number, and the getselectedRows () method to get the row numbers of all
selected rows. The getSelectedRowCount () method returns the selected row count.

You started with the simplest JTable. It was not, however, an easy experience working with the so-called simplest
JTable, but now you know the basics of working with a JTable.

Let’s repeat the example by creating the JTable using another constructor. The JTable class has another
constructor that accepts the number of rows and columns as arguments. You can create a JTable with two rows and
three columns as shown:

// Create a JTable with 2 rows and 3 columns
JTable table = new JTable(2, 3);

If you want to set the value for the first row and the first column to “John Jacobs’, you do not need to use the
table’s model. You can use the setValueAt () method of the JTable to do the same.

table.setValueAt("John Jacobs", 0, 0);

This one was a little easier than the previous one. However, you will still get the default column header’s labels set
to A, B, and C. Two other constructors for the JTable let you set the number of rows and columns, and data in one go.
They differ only in argument types: one lets you use an array of Object and another lets you use a Vector object. They
are declared as follows:

e JTable(Object[][] rowData, Object[] columnNames)
e JTable(Vector rowData, Vector columnNames)

If you use a two-dimensional array of Object to set the row data, the number of the first dimension of the array
decides the number of rows. If you use a Vector, the number of elements in the Vector decides the number of rows
in the table. Each element in the Vector should be a Vector object that contains the data for a row. Here is how you
construct a JTable using a two-dimensional array of Object. Figure 2-27 shows the table displaying all the data setin
the code.

D Mame Gender
100 John Jacohs hale
101 Barhara Gentry Fermale

Figure 2-27. A JTable with two rows, three columns, and data

151

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 2 © SWING COMPONENTS

// Prepare the column headers
Object[] columnNames = {"ID", "Name", "Gender" } ;

// Create a two-dimensioanl array to contain the table's data
Object[][] rowData = new Object[][] {

{new Integer(100), "John Jacobs", "Male" },

{new Integer(101), "Barbara Gentry", "Female"}

};

// Create a JTable with the data and the column headers
JTable table = new JTable(rowData, columnNames);

So far, your table’s data were hard-coded. The JTable treated all data as String and all cells in the table were
editable. For example, you set the values for the ID column as integers and they were still displayed as left-justified
text. A number should be right-justified in a cell. If you want to customize a JTable, you need to use your own model
for the table. Recall that the TableModel interface defines the model for a JTable. Here is the declaration of the
TableModel interface:

public interface TableModel
public int getRowCount();
public int getColumnCount();
public String getColumnName(int columnIndex);
public Class<?> getColumnClass(int columnIndex);
public boolean isCellEditable(int rowIndex, int columnIndex);
public Object getValueAt(int rowIndex, int columnIndex);
public void setValueAt(Object aValue, int rowIndex, int columnIndex);
public void addTableModellistener(TableModellListener 1);
public void removeTableModellistener(TableModellListener 1);

The AbstractTableModel class implements the TableModel interface. It provides an empty implementation for
the methods of the TableModel interface. It does not mention the way data should be stored. If you want to implement
your own table model, you need to inherit your class from the AbstractTableModel class. If you implement at least
the following three methods in your custom table model class, you will get a read-only table model:

e public int getRowCount();
e public int getColumnCount();
e public Object getValueAt(int row, int column);

The DefaultTableModel class inherits from the AbstractTableModel class. It provides a default implementation
for all methods in the TableModel interface. It uses a Vector of Vectors to store the table’s data.

You have greater control over workings of a JTable if you use your own table model. Listing 2-9 implements a
simple table model using an array of arrays to store data.
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Listing 2-9. Implementing a Simple Table Model

// SimpleTableModel.java
package com.jdojo.swing;

import javax.swing.table.AbstractTableModel;

public class SimpleTableModel extends AbstractTableModel {
private Object[][] data = {};
private String[] columnNames = {"ID", "Name", "Gender"};
private Class[] columnClass = {Integer.class, String.class, String.class};
private Object[][] rowData = new Object[][]{
{new Integer(100), "John Jacobs", "Male"},
{new Integer(101), "Barbara Gentry", "Female"}

};

public SimpleTableModel() {
}

@verride

public int getRowCount() {
return rowData.length;

}

@0verride

public int getColumnCount() {
return columnNames.length;

}

@0verride

public String getColumnName(int columnIndex) {
return columnNames[columnIndex];

}

@0verride

public Class getColumnClass(int columnIndex) {
return columnClass[columnIndex];

}

@0verride
public boolean isCellkditable(int rowIndex, int columnIndex) {
boolean isEditable = true;
if (columnIndex == 0) {
isEditable = false; // Make the ID column non-editable

}

return isEditable;
}
@0verride

public Object getValueAt(int rowIndex, int columnIndex) {
return rowData[rowIndex][columnIndex];
}
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@0verride

public void setValueAt(Object aValue, int rowIndex, int columnIndex) {
rowData[ rowIndex][columnIndex] = aValue;

}

In the getColumnClass () method, you specify the class of the column’s data; the JTable will use this information
to display the column’s data appropriately. For example, it will display numbers in a column as right-justified. If
you specify the type Boolean for a column, the JTable will use a JCheckBox in each cell of that column to display the
Boolean value. Note that you have made the ID column non-editable by returning false from the isEditable()
method for the columnIndex of 0. In the example, you have again hard-coded the table’s data. However, you can read
data from a database, a data file, network, or any other data source. The following snippet of code uses the custom
model to create a JTable:

// Use the SimpleTableModel as the model for the table
JTable table = new JTable(new SimpleTableModel());

Note that your table model does not allow adding and deleting rows/columns. If you want these extended
functionalities, you are better off inheriting the model class from the DefaultTableModel class and customizing the
behavior you want to change.

You can have data sorting capability added to your JTable by calling its method setAutoCreateRowSorter(true).
You can sort data in a column by clicking the column’s header. After you call this method, a JTable will display an
up/down arrow as part of a column header to indicate that a column is sorted in ascending or descending order.

You can also use a row filter that will hide rows in a JTable based on some criteria, as shown:

// Set a row sorter for the table
TableRowSorter sorter = new TableRowSorter(table.getModel());
table.setRowSorter(sorter);

// Set an ID filter for the table
RowFilter<SimpleTableModel, Integer> IDFilter = new RowFilter<SimpleTableModel, Integer> () {

@0verride
public boolean include(Entry<? extends SimpleTableModel,
? extends Integer> entry) {
SimpleTableModel model = entry.getModel();
int rowIndex = entry.getIdentifier().intValue();
Integer ID = (Integer) model.getValueAt(rowIndex, 0);
if (ID.intValue() <= 100) {
return false; // Do not show rows with an ID <= 100
}

return true;
b

sorter.setRowFilter (IDFilter);

154

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 2 © SWING COMPONENTS

The above snippet of code sets a filter for a JTable, which is named table, so that rows with IDs less than or
equal to 100 are not shown. The RowFilter is an abstract class; you must override its include() method to specify
your filter criteria. It also has several static methods that return RowFilter objects of different kinds that you can use
directly with a RowSorter object. The following are some examples of creating row filters:

// Create a filter that will show only rows that starts
// with "John" in the second column (column index = 1)
RowFilter nameFilter = RowFilter.regexFilter("~John*", 1);

// Create a filter that will show only rows that has a
// "Female" value in its third column (column index = 2)
RowFilter genderFilter = RowFilter.regexFilter("~Female$", 2);

// Create a filter that will show only rows that has 3rd,
// 5th and 7th columns values starting with "A"
RowFilter anyFilterl = RowFilter.regexFilter("~A*", 3, 5, 7);

// Create a filter that will show only rows that has any
// column whose value starts with "A"
RowFilter anyFilter2 = RowFilter.regexFilter ("~ A*");

You can add a TableModellListener to a TableModel to listen for any changes that are made to the table’s model.

Tip A JTable has many features that cannot be described in this section because of space limitation. It also lets you
set a custom cell rendered to display a value in a cell. For example, you can display radio buttons in a cell that user can
choose from instead of letting them edit plain text values.

JTree

A JTree is used to display hierarchical data in a tree-like structure as shown in Figure 2-28. You can think of a JTree as
displaying a real tree upside down.

rli»J JTree Test E]@x

) Departments
=103 Sales
-4 John
‘@ Elaine
~|.7) Information Technology
------ # Tejas
Lo Aarav
~[5) Advertising

Figure 2-28. A JTree showing departments and a list of employees in the departments
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Each item in a JTree is called a node. In the figure, Departments, Sales, John, etc. are nodes. A node is further
categorized as a branch node or a leaf node. If a node can have other nodes underneath, which are called its
children, it is called a branch node. If a node does not have children, it is called a leaf node. Departments, Sales, and
Information Technology are examples of branch nodes, whereas John, Elaine, and Aarav are examples of leaf nodes.
There is always a special branch in a real-world tree called the root. Similarly, a JTree always has a special branch
node that is called the root node. Your JTree has a root node called Departments. In a JTree, you have the ability to
make the root node visible or invisible by using its setRootVisible(boolean visibility) method.

A branch node is called a parent node for its children. Note that a child node can also be a branch node. Sales,
Information Technology, and Advertising are child nodes of the Departments node. The Sales node has two children:
John and Elaine. Both John and Elaine have the same parent node, which is the Sales node.

Nodes at the same level are called siblings. In other words, nodes that have the same parent node are called
siblings. Sales, Information Technology, and Advertising are siblings; John and Elaine are siblings; Tejas and Aarav are
siblings. Two terms, ancestor and descendant, are used frequently in the context of nodes. Nodes that are the parent of
the parent of the parent and so on are all called ancestors. That is, nodes starting from grandpa and up are all ancestor
nodes. Nodes starting from grandchild and down are all called descendants. For example, the Departments node is an
ancestor of the Elaine node, and the Elaine node is a descendant of the Departments node.

You have learned enough terms related to a JTree. It’s time to see a JTree in action. Classes related to JTree are
the in javax.swing and javax.swing.tree packages. A JTree is composed of nodes. An instance of the TreeNode
interface represents a node. The TreeNode interface declares methods that give you basic information about a node,
such as its node type (branch or leaf), its parent node, its children nodes, etc.

MutableTreeNode is an interface that extends the TreeNode interface. It declares additional methods
that allow you to change a node by inserting/removing child nodes or by changing the node object. The
DefaultMutableTreeNode class is an implementation of the MutableTreeNode interface.

Before you start creating a node, you need to understand that a node is a visual representation (usually one line of
text) of a Java object. In other words, a node wraps an object and usually displays a one-line text representation of that
object. The object that a node represents is called the user object of that node. Therefore, before you build a node, you
must have an object that your node will represent. Don’t worry about creating a new class to build a node. You can just
use a String to build your nodes. The following snippet of code creates some nodes that can be used in a JTree:

// Create a Departments node
DefaultMutableTreeNode root = new DefaultMutableTreeNode("Departments");

// Create a Sales node
DefaultMutableTreeNode sales = new DefaultMutableTreeNode("Sales");

// Create a John node
DefaultMutableTreeNode john = new DefaultMutableTreeNode("John");

// Create a customer node, assuming you have a Customer class.

// In this case, the node will wrap a Customer object

Customer cust101 = new Customer(101, "Joe");

DefaultMutableTreeNode c10iNode = new DefaultMutableTreeNode(cust101);

// If you want to get the user object that a node wraps, you would
// use the getUserObject() method of the DefaultMutableTreeNode class
Customer c101Back = (Customer)c101Node.getUserObject();

Once you have a node, it is easy to add children to it using the add() or insert() method. The add() method
appends the node to the end; the insert() method lets you specify the position of the new node. For example, to add
a Sales node as a child node to the Departments root node you write

root.add(sales);
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To add John as a child node to sales, you write
sales.add(john);

Once you have your nodes ready, it is easy to put them in a JTree. You need to create a JTree by specifying its
root node.

JTree tree = new JTree(root);

Other constructors for the JTree class let you create a JTree in different ways. The no-args constructor is not very
useful unless you are learning JTree. It creates a JTree with some nodes added to it, which are good in terms of saving
you the hassle of adding nodes if you want to experiment with a JTree. You can also create a JTree by passing an array
of Object or a Vector of Object to its constructors as the child nodes for the root of the JTree. A root will be added to
the new JTree before adding the passed in objects as its child nodes. For example,

// Create a JTree. It will create a default root node called Root
// and it will add two, "One" and "Two", child nodes for Root.

// The Root node is not displayed by default.

JTree tree = new JTree(new Object[]{"One", "Two"});

Once you get your JTree component created, it is time to display it in a Swing container. Typically, you add a
JTree to a JScrollPane, so it will have scrolling capability.

myContainer.add(new JScrollPane(tree));

How do you access or navigate through JTree nodes? There are two ways to access a node in a JTree: using a row
number and using a tree path.

A JTree consists of nodes. How does a JTree display nodes? Recall that a node is an instance of the TreeNode class
and it wraps an object of any type. Therefore, you may say that a node is a wrapper for an object. By default, a JTree
calls the toString() method of the node object to get the text for the node to be displayed. If your node wraps an
object whose toString() method does not return a meaningful string to be displayed in a JTree node, you can supply
a custom string for that node by creating a custom JTree and overriding its convertValueToText() method. In the
examples, you have wrapped a String object inside a node and the toString() method of a String object returns the
string itself. Suppose you want to create a node for Customer objects. Make sure to override the toString() method of
the Customer class and return a meaningful string to display in the Customer nodes such as customer name and id.

If you look at JTree nodes from top to bottom, each node is displayed in a separate horizontal row. The very
first node (the root node, if the root node is visible) is row number zero. The second one is at row number 1, and so
on. In Figure 2-28, the row numbers for Departments, Sales, John, Elaine, and Information Technology are 0, 1, 2, 3,
and 4, respectively. Note that a row number is assigned to a node only if it is displayed. A node may not be displayed
when its parent is collapsed. For example, the Advertising node has some child nodes that are not displayed and they
do not have a row number assigned to them because Advertising node, which is their parent node, is collapsed. The
getRowCount () method of a JTree returns the number of viewable nodes. Note that the number of viewable nodes
changes as you expand and collapse nodes in a JTree.

An object of the TreePath class represents a node uniquely in a JTree. Its structure is similar to the path used
to represent a file in a file-system. A file path represents a file uniquely by specifying its path starting from the root
folder such as /Departments/Sales/John represents a file named John, which is under a Sales folder, which is under
a Departments folder, which is under the root. A TreePath object encapsulates the same kind of information to
represent a node in a JTree. It consists of an ordered array of nodes starting from the root. For example, if you need to
construct a TreePath object for the node John in the example, you can do it as follows:

Object[] path = new Object[] {root, sales, john};
TreePath johnNodePath = new TreePath(path);
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The getPath() method of the TreePath class returns the Object array and the getLastPathComponent () method
returns the last element of the array, which is the reference to the node, which the TreePath object represents the
path to. Typically, you will not construct a TreePath object when you work with a JTree. Rather, a TreePath object
will be available to you in the JTree events. If you work with a JTree, each element of the array object that represents
a TreePath object is an instance of TreeNode. If you are using the default tree model, the TreePath will consist of an
array of DefaultMutableTreeNode objects. Having a TreePath to a node, you can get to the object that the node wraps
as follows:

// Suppose path is an instance of the TreePath class and it represents a node
DefaultMutableTreeNode node = (DefaultMutableTreeNode)path.getlLastPathComponent();
Object myObject = node.getUserObject();

A JTree provides two methods called getRowForPath() and getPathForRow() to convert a row number to a
TreePath and vice versa. You will work with a TreePath when you learn about the JTree events shortly.

If you are not writing the code for an event of a JTree, you will not have a TreePath for a node (unless you stored
the node reference itself, which is not required). In such cases, you can always start from the root node and keep
navigating down the tree. A model for a JTree is an instance of the TreeModel class, which has a getRoot () method.
Once you get the handle of the root node, you can use the children() method of the TreeNode class that returns an
enumeration of all child nodes of a TreeNode. The following snippet of code defines a method navigateTree() that
traverses all tree nodes, if you pass it the reference to the root node:

public void navigateTree(TreeNode node) {
if (node.isLeaf()) {

System.out.println("CGot a leaf node: " + node);
return;
}
else {
System.out.println("Got a branch node: " + node);
Enumeration e = node.children();
while(e.hasMoreElements()) {
TreeNode n = (TreeNode)e.nextElement();
navigateTree(n); // Recursive method call
}
}

You can select a tree node by clicking it. A JTree uses a selection model to keep track of the selected nodes. You
need to interact with its selection model to select nodes or get information about the selected nodes. The selection
model is an instance of the TreeSelectionModel interface. A JTree allows the user to select nodes in three different
modes. They are represented by three constants defined in the TreeSelectionModel interface:

e  SINGLE_TREE_SELECTION: It allows users to select only one node at a time.
e  (CONTIGUOUS_ TREE_SELECTION: It allows users to select any number of contiguous nodes.

e  DISCONTIGUOUS TREE_SELECTION: It allows users to select any number of nodes without any
restrictions.
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The following snippet of code demonstrates how to use some of the methods of the selection model of a JTree:

// Get selection model for JTree
TreeSelectionModel selectionModel = tree.getSelectionModel();

// Set the selection mode to discontinuous
selectionModel.setSelectionMode(TreeSelectionModel.DISCONTIGUOUS TREE SELECTION);

// Get the selected number of nodes
int selectedCount = selectionModel.getSelectionCount();

// Get the TreePath of all selected nodes
TreePath[] selectedPaths = selectionModel.getSelectionPaths();

You can add a TreeSelectionlListener to a JTree, which will be notified when a node is selected or deselected.
The following snippet of code demonstrates how to add a TreeSelectionlListener to a JTree:

// Create a JTree. Java will add some nodes
JTree tree = new JTree();

// Add selection listener to the JTree
tree.addTreeSelectionListener((TreeSelectionEvent event) -> {
TreeSelectionModel selectionModel = tree.getSelectionModel();
TreePath[] paths = event.getPaths();
for (TreePath path : paths) {
Object node = path.getlLastPathComponent();
if (selectionModel.isPathSelected(path)) {

System.out.println("Selected: " + node);
}
else {
// Node is deselected
System.out.println("DeSelected: " + node);
}

1

You can expand a node by clicking the plus sign or by clicking the node itself. You can collapse a node by clicking
its minus sign or by clicking the node itself. A JTree triggers two events when a node expands or collapses. It triggers
a tree-will-expand event and a tree-expansion event in sequence. The tree-will-expand event is triggered just before
anode is expanded or collapsed. If you throw an ExpandVetoException from this event, expansion (or collapse) is
stopped. Otherwise, a tree-expansion event is triggered. The following snippet of code demonstrates how to write
code for these events:

// Add a TreeWillExpandListener
tree.addTreeWillExpandListener(new TreeWillExpandListener() {
@0verride
public void treeWillExpand(TreeExpansionEvent event)
throws ExpandVetoException {
System.out.println("Will Expand:" + event.getPath());
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@0verride

public void treeWillCollapse(TreeExpansionEvent event) throws ExpandVetoException {
System.out.println("Will Collapse: " + event.getPath());

}

1

// Add TreeExpansionlListener
tree.addTreeExpansionListener(new TreeExpansionListener() {
@0verride
public void treeExpanded(TreeExpansionEvent event) {
System.out.println("Exapanded: " + event.getPath());
}

@0verride

public void treeCollapsed(TreeExpansionEvent event) {
System.out.println("Collapsed: " + event.getPath());

}

1

Tip A JTreeis a powerful and complex Swing component. It lets you customize almost everything in it. Each node is
displayed in a JLabel. The icons that are displayed are different for branch and leaf nodes. The default icons depend on
the look-and-feel. You can customize the default icons by creating your own tree cell renderer. You can also add a
TreeModelListener to a JTree, which will notify you of any changes in its model. You can make a JTree editable by
using its setEditable(true) method. You can edit a node’s labels by double-clicking it.

JTabbedPane and JSplitPane

Sometimes, because of space limitation, it is not possible to display all pieces of information in a window. You can
group and separate pieces of information in a window using a JTabbedPane. Figure 2-29 shows a JFrame that has a
tabbed pane with two tabs titled General Information and Contacts to display the general and contact information
of a person.

e

) TabbedPane Frame @@ ru TabbedPane Frame E]@

| General Information || Contacts General Information | |

General info components go here. .. Contact info components go here...

Figure 2-29. A JTabbedPane with two tabs
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A JTabbedPane component acts like a container for other Swing components, arranging them in a tabbed fashion.
It can display tabs using a title, an icon, or both. The user needs to click on a tab to view the tab’s contents. The
greatest advantage of using a JTabbedPane is space sharing. The contents of only one tab in a JTabbedPane are visible
at a time. Users can switch between tabs to view the contents of another tab.

A JTabbedPane also lets you specify where to display the tabs. You can specify the tabs to be placed at the top,
bottom, left, or right. Figure 2-29 displays the tabs at the top. If you have a JFrame named a frame, the following
snippet of code produces the frame shown in Figure 2-29. The code adds a JLabel to the both tabs represented by two
JPanels.

JPanel generallnfoPanel = new JPanel();

JPanel contactInfoPanel = new JPanel();

JTabbedPane tabbedPane = new JTabbedPane();

generalInfoPanel.add(new JLabel("General info components go here..."));
contactInfoPanel.add(new JLabel("Contact info components go here..."));

tabbedPane.addTab("General Information", generallnfoPanel);
tabbedPane.addTab("Contacts", contactInfoPanel);
frame.getContentPane().add(tabbedPane, BorderlLayout.CENTER);

The getTabCount () method returns the number of tabs in a JTabbedPane. Every tab inside a JTabbedPane has
an index. The first tab has an index of 0, the second tab has an index of 1, and so on. You can get the component that
represents a tab using its index.

// Get the reference of the component for the Contact tabs
JPanel contactsPanel = tabbedPane.getTabComponentAt(1);

A JSplitPane is a splitter that can be used to split space between two components. The splitter bar can be
displayed horizontally or vertically. When the available space is less than the space needed to display the two
components, the user can move the splitter bar up/down or left/right, so one component gets more space than the
other. If there is enough space, both components can be shown fully.

The JSplitPane class provides many constructors. You can create it using its default constructor and add two
components using its setXxxComponent (Component c), where Xxx could be Top, Bottom, Left, or Right. It also lets
you specify the way redrawing of components occurs when you change the position of the splitter bar. It could be
continuous or non-continuous. If it is continuous, components are redrawn as you move the splitter bar. If it is non-
continuous, the components are redrawn when you stop moving the splitter bar.

The following snippet of code shows two instances of the JPanel class added to a JSplitPane, which in turn is
added to the content pane of a JFrame named frame. Figure 2-30 shows the resulting JFrame.

// Create two JPanels and a JSplitPane

JPanel generallnfoPanel = new JPanel();

JPanel contactInfoPanel = new JPanel();

JSplitPane splitPane = new JSplitPane();

generalInfoPanel.add(new JLabel("General info components go here..."));
contactInfoPanel.add(new JLabel("Contact info components go here..."));

// Add two JPanels to the JSplitPane and the JSplitPane

// to the content pane of the JFrame
splitPane.setLeftComponent(generalInfoPanel);
splitPane.setRightComponent(contactInfoPanel);
frame.getContentPane().add(splitPane, BorderLayout.CENTER);
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|£) SplitPane Frame

General info components go here... | Contact info components go here. .,

Figure 2-30. Using a JSplitPane to split space between two components

Custom Dialogs

A JDialog is a top-level Swing container. It is used as a temporary top-level container (or as a popup window) to aid
in the working of the main window to get the user’s attention. I am using the term window loosely to mean a Swing
top-level container. Suppose you have a JFrame in which you have to display information about a person. You may
not have enough room in the JFrame to display all details about a person. In this case, you can only display the basic
personal minimum information on a JFrame and provide a button labeled “Person Details” When the user clicks this
button, you can open a JDialog that displays detailed information about that person. This is an example of using

a JDialog to display information to users. Another example of using a dialog window is to let the user choose a file
from a file system. You can display a dialog to the user that would let him navigate through the file system and let him
choose a file. You can also use a JDialog in other occasions as listed:

e When you want to confirm an action from the user: This is called a confirmation dialog. For
example, when the user selects a person record in a window and tries to delete the person
record, you display a confirmation message of “Are you sure you want to delete this person?”
The dialog box displays two buttons labeled Yes and No’ to indicate the user’s choice.

e When you want some input from the user: This is referred to as an input dialog. For example,
when focus moves to a date field, you may display a calendar in a JDialog and want the user
to select a date. An input dialog can be as simple as entering/selecting one value or entering
multiple values, such as a person’s details.

e When you want to display some message to the user: This is called a message dialog. For
example, when a user saves some information to a database, you want to inform the user with
a message that indicates the status of the database transaction.

Creating a dialog window is very simple: just create a new class that inherits from the JDialog class. You can add
any number of Swing components to your custom JDialog as you have been adding to a JFrame. A JDialog makesita
little easier to add components to it. You do not need to get the reference to its content pane to set its layout manager
and add components. Rather, you can invoke the setLayout () and add() methods on the JDialog itself. These
methods route the calls to its content pane. By default, a JDialog uses a BorderLayout as the layout manager.

Listing 2-10 lists a custom JDialog that displays current date and time in a JLabel and an OK JButton. When the
user clicks the JButton, the JDialog is closed.
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Listing 2-10. A Custom JDialog That Displays Current Date and Time

// DateTimeDialog.java
package com.jdojo.swing;

import java.awt.

BorderlLayout;

import java.time.localDateTime;

import java.time.format.DateTimeFormatter;
import javax.swing.JButton;

import javax.swing.JDialog;

import javax.swing.JLabel;

public class DateTimeDialog extends JDialog {
JLabel dateTimelLabel = new JLabel("Datetime placeholder");

JButton

okButton = new JButton("OK");

public DateTimeDialog() {

}

private

}

private

initFrame();

void initFrame() {
// Release all resources when JDialog is closed
this.setDefaultCloseOperation(JDialog.DISPOSE ON_CLOSE);

this.setTitle("Current Date and Time");
this.setModal(true);

String currentDateTimeString = getCurrentDateTimeString();
dateTimeLabel.setText(currentDateTimeString);

// There is no need to add components to the content pane.
// You can directly add them to the JDialog.
this.add(dateTimelLabel, BorderLayout.NORTH);
this.add(okButton, BorderLayout.SOUTH);

// Add an action listeenr to the OK button
okButton.addActionListener(e -> DateTimeDialog.this.dispose());

String getCurrentDateTimeString() {
LocalDateTime 1ldt = LocalDateTime.now();
DateTimeFormatter formatter =
DateTimeFormatter.ofPattern("EEEE MMMM dd, yyyy hh:mm:ss a");
String dateString = 1ldt.format(formatter);
return dateString;
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The DateTimeDialog class is a simple example of a custom JDialog. To use it in your application, you need to
create an instance of this JDialog, pack it, and make it visible, as shown:

DateTimeDialog dateTimeDialog = new DateTimeDialog();
dateTimeDialog.pack();
dateTimeDialog.setVisible(true);

If you are displaying a JDialog from another top-level container, say a JFrame or another JDialog, you
may want to display it in the center of the top-level container. Sometimes you may want to display it in the
center of the screen. You can place a JDialog in the center of a top-level container or a screen by using its
setLocationRelativeTo(Component c) method. If you pass null as its argument, the JDialog is centered on the
screen. Otherwise, it will be centered within the component that you pass as the argument.

// Center the JDialog within a frame, assuming that myFrame exists
dateTimeDialog.setlocationRelativeTo(myFrame);

// Place the JDialog in the center of screen
dateTimeDialog.setlocationRelativeTo(null);

You can create a JDialog with an owner, which could be another JDialog, a JFrame, or a JWindow. By specifying
an owner for a JDialog, you are creating a parent-child relationship. When the owner (or the parent) of a JDialog
is closed, the JDialog is also closed. When the owner is minimized or maximized, the JDialog is also minimized or
maximized. A JDialog with an owner is always displayed on top of its owner. You can specify an owner of a JDialog in
its constructors. When you create a JDialog using its no-args constructor, a hidden Frame is created as its owner. Note
thatitis a java.awt.Frame, not javax.swing.JFrame. The JFrame class inherits from the Frame class. You can also
create a JDialog with null as its owner, and in that case, it does not have an owner.

By default, a JDialog is resizable. If you do not want users to resize your JDialog, you can do so by calling its
setResizable(false) method.

Based on focus behavior of a JDialog, it can be categorized as

e  Modal
e  Modeless

When a modal JDialog is displayed, it blocks other displayed windows in the application. In other words, if a
modal JDialog is displayed, you must close it before you can work with any other windows in that application. To
make a JDialog modal, you can use its setModal (true) method. Some of the constructors of the JDialog class also let
you specify whether the JDialog should be modal or modeless.

A modeless JDialog does not block any other displayed windows in the application. You can switch focus
between other windows and the instances of modeless JDialog. By default, a JDialog is modeless.

You can also set the scope of modality for a modal JDialog. A JDialog can have one of the four types of
modalities. They are defined by the four constants in java.awt.Dialog.ModalityType enum:

e  MODELESS

e DOCUMENT_MODAL

e  APPLICATION_MODAL
e  TOOLKIT_MODAL

You can specify the modality type of a JDialog in its constructor or by using its setModalityType() method.
The modality type of MODELESS means that the JDialog will not block any windows.
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The modality type of DOCUMENT_MODAL means that the JDialog will block any windows in its parent hierarchy
(its owner, owner of owner and so on). It will not block any window in its child hierarchy (its child, child of child, and
so on). Suppose you have three windows displayed: frame is a JFrame; dialog1 is a JDialog whose owner is frame;
dialog2 is another JDialog whose owner is dialogi. If you specify the modality type of DOCUMENT_MODAL for dialog1,
you can work with dialog2, but not with frame. If dialog2 has a modality type of MODELESS, you can work with both
dialogl and dialog2, because dialog2 will not block any windows.

The modality type of APPLICATION_MODAL means that the JDialog will block any windows in that Java application,
except those in its child hierarchy.

The modality type of TOOLKIT_MODAL means that the JDialog will block any windows run from the same toolkit,
except those in its child hierarchy. In a Java application, it is the same as APPLICATION_MODAL. It is useful when you use
itin applets or applications started using Java Web Start. You can think of a browser as an application, and multiple
applets as top-level windows. All applets are loaded by the same toolkit. If you display a JDialog with its modality
type as TOOLKIT_MODAL in one applet, it will block inputs to any other applets in the same browser. You must grant
“toolkitModality” AWTPermission to for the applet to use a TOOLKIT MODAL modality. The same behavior goes with
multiple applications started with Java Web Start.

Listing 2-11 contains a program to experiment with modality types of JDialog. Use different values for the
dialogiModality and dialog2Modality variables and see how it affects blocking input in other windows.

Listing 2-11. Experimenting With Modality Types of JDialog

// JDialogModalityTest.java
package com.jdojo.swing;

import javax.swing.JButton;
import javax.swing.JDialog;
import javax.swing.JFrame;
import java.awt.Dialog.ModalityType;

public class JDialogModalityTest {
public static void main(String[] args) {
JFrame frame = new JFrame("My JFrame");
frame.setBounds(0, 0, 400, 400);
frame.setVisible(true);

final ModalityType dialogiModality = ModalityType.DOCUMENT MODAL;
final ModalityType dialog2Modality = ModalityType.DOCUMENT MODAL;
final JDialog dailogl = new JDialog(frame, "JIDialog 1");

JButton openBtn = new JButton("Open JDialog 2");
openBtn.addActionListener(e -> {
JDialog d2 = new IDialog(dailogl, "JDialog 2");
d2.setBounds (200, 200, 200, 200);
d2.setModalityType(dialog2Modality);
d2.setVisible(true);

B;

dailogl.add(openBtn);
dailogi.setBounds (20, 20, 200, 200);
dailogi.setModalityType(dialogiModality);
dailogi.setVisible(true);
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A JDialog is used frequently in a Swing application, for example, to display an error message to users. It is time
consuming to create a custom JDialog every time you need a dialog window. The Swing designers realized this. They
gave us the JOptionPane class that makes our life easier when using the frequently used JDialog types. I will discuss
JOptionPane in the next section.

Standard Dialogs

The JOptionPane class makes it easy for you to create and show standard modal dialogs. It contains many static
methods to create different kinds of JDialog, fill them with details, and show them as a modal JDialog. When a
JDialog is closed, the method returns a value to indicate the user’s action on the JDialog. Note that the JOptionPane
class is inherited from the JComponent class. The JOptionPane class is not related to the JDialog class in any way,
except that it is used as a factory to create standard dialogs. It also contains methods that return a JDialog object,
which you can customize and use in your application. You can display the following four kinds of standard dialogs:

e Message Dialog

e  Confirmation Dialog
e InputDialog

e  Option Dialog

The static methods of the JOptionPane class to display a standard JDialog has name like showXxxDialog(). The
Xxx can be replaced with Message, Confirm, Input, and Option. You also have another version of the same method as
showInternalXxxDialog(), which uses a JInternalFrame to display the dialog details instead of a JDialog. All four
types of standard dialogs accept different types of arguments and return different types of values. Table 2-17 shows the
list of arguments of these methods and their descriptions.

Table 2-17. List of Standard Argument Types and Their Values Used With JOptionPane

Argument Name Argument Type  Description

parentComponent Component The JDialog is centered on the specified parent component. The top-level
container that contains this component becomes the owner of the
displayed JDialog. If it is null, the JDialog is centered on the screen.

message Object Typically, it is a string that needs to be displayed as a message in the
dialog box. However, you can pass any object. If you pass a Swing
component, it is simply displayed in the dialog box. If you pass an Icon,
itis displayed in a JLabel. If you pass any other object, the toString()
method is called on that object and the returned string is displayed. You
can also pass an array of objects (typically an array of strings) and each
element of the array will be displayed vertically one after another.

messageType Int It denotes the type of the message you want to display. Depending on
the type of message, a suitable icon is displayed in the dialog box. The
available message types are defined by the following constants in the
JOptionPane class:

ERROR_MESSAGE,
INFORMATION MESSAGE,WARNING MESSAGE,
QUESTION_MESSAGE,PLAIN_MESSAGE.

The PLAIN_MESSAGE type does not display any icon. Another argument,
which is of the Icon type, lets you specify your own icon to be displayed
in the dialog box.

(continued)
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Table 2-17. (continued)

Argument Name Argument Type  Description

optionType Int It denotes the buttons that need to be displayed in the dialog box. The
following is the list of constants defined in the JOptionPane class that
you can use to get the standard buttons in a dialog box:

DEFAULT_OPTION, YES NO_OPTION,
YES_NO_CANCEL_OPTION, OK_CANCEL_OPTION

The DEFAULT_OPTION displays an OK button. Other options display a
set of buttons, as their names suggest. You can customize the number
of buttons and their text by supplying the options arguments to the
showOptionDialog() method.

options Object[] This argument lets you customize the set of buttons that are displayed in
a dialog box. If you pass a Component object in the array, that component
is displayed in the row of buttons. If you specify an Icon object, the icon is
displayed in a JButton. For any other types of objects that you pass, a
JButton is displayed and the text of the JButton is the string returned
from the toString() method of that object. Typically, you pass an array
of strings as this argument to display a custom set of buttons in the
dialog box.

title String It is the text that is displayed as the title of the dialog box. A default title is
supplied if you do not pass this argument.

initialvValue Object This argument is used in input dialogs. It denotes the initial value that is
displayed in the input dialog.

Typically, when the user closes a dialog box, you want to check what button the user used to close the dialog box.
There is an exception, though, when the dialog box has only one button, say an OK button. In such a case, either the
method you use to display the dialog box does not return a value, or you simply ignore the returned value. Here is the
list of constants that you can use to check for equality with the retuned value:

e OK_OPTION
e YES OPTION
e NO_OPTION

e  CANCEL_OPTION
e (CLOSED_OPTION

The CLOSED_OPTION indicates that the user closed the dialog box using the close (X) menu button on the title bar
or using other means such as by pressing Ctrl + F4 keys on the keyboard on the Windows platform. Other constants
denote the normal button usage on the dialog box; for example, OK_OPTION denotes that the user clicked the OK
button on the dialog box to close it.

JOptionPane also lets you customize the labels for the buttons that it shows. You are not limited to the
standard set of buttons either. That is, you can display any number of buttons in the dialog box. In such cases, the
JOptionPane’s method used to display the dialog box will return 0 for the first button click, 1 for the second button
click, 2 for the third button click, and so on. You will see an example of this type, when the showOptionDialog()
method of the JOptionPane class is discussed shortly.

167

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 2 © SWING COMPONENTS

You can show a message dialog by using one of the showMessageDialog() static methods of the JOptionPane
class. A message dialog always shows some kind of information to the user with one button, usually the OK button.
The method does not return any value because all the user can do is click the OK button to close the dialog box.
Signatures of the showMessageDialog() methods are as shown:

e  showMessageDialog(Component parentComponent, Object message)

e  showMessageDialog(Component parentComponent, Object message, String title,
int messageType)

e  showMessageDialog(Component parentComponent, Object message, String title,
int messageType, Icon icon)

The following snippet of code shows a message dialog, as shown in Figure 2-31.
// Show an information message dialog

JOptionPane.showMessageDialog(null, "JOptionPane is cool!", "FYI",
JOptionPane.INFORMATION MESSAGE);

FYI

\l) JOptionPane is cool!

Figure 2-31. An information message dialog using the JOptionPane .showMessageDialog() method

You can display a confirmation dialog box by using the showConfirmDialog() method. When you use this
method, you are interested in knowing the user’s response, which is indicated by the return value of the method. The
following snippet of code displays a confirmation dialog, as shown in Figure 2-32, and handles the user’s response:

// Show a confirmation dialog box

int response = JOptionPane.showConfirmDialog(null,
"Are you sure you want to save the changes?",
"Confirm Save Changes",
JOptionPane.YES_NO CANCEL_OPTION,
JOptionPane.QUESTION MESSAGE);

switch (response) {

case JOptionPane.YES_OPTION:
System.out.println("You chose yes");
break;

case JOptionPane.NO_OPTION:
System.out.println("You chose no");
break;

case JOptionPane.CANCEL_OPTION:
System.out.println("You chose cancel");
break;
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case JOptionPane.CLOSED_OPTION:
System.out.println("You closed the dialog box.");

break;
default:
System.out.println("I do not know what you did ");
}
P 1
Confirm Save Changes

"'--?/ Are you sure you want ko save the changes?

[ Yes §|[ Mo ] [ Cancel

Figure 2-32. A confirmation dialog box using the JOptionPane.showConfirmDialog() method

You can ask the user for an input using the showInputDialog() method. You can specify an initial value for the
user’s input. If you want the user to select a value from a list, you can pass an object array that contains the list. The UI
will display the list in a suitable component such as a JComboBox or a JList. The following snippet of code displays an
input dialog, as shown in Figure 2-33.

// Ask the user to enter some text about JOptionPane
String response = JOptionPane.showInputDialog("Please enter your opinion about input dialog.");

if (response == null) {
System.out.println("You have cancelled the input dialog.");

}
else {
System.out.println("You entered: " + response);
}
(- 1
Input
P Please enter your opinion about input dialog,
-

[ oK ] [ Cancel

Figure 2-33. A simple input dialog
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The version of the showInputDialog() method that you have used returns a String, which is the text the user
enters in the input field. If the user cancels the input dialog, it returns null.

The following snippet of code displays an input dialog with a list of choices. The user may select one of the
choices from the list. The dialog box is shown in Figure 2-34 This version of the showInputDialog() method returns
an Object, nota String.

// Show an input dialog that shows the user three options: "Cool!", "Sucks", "Don't know".
// The default selected value is "Don't know".

JComponent parentComponent = null;

Object message = "Please select your opinion about JOptionPane";

String title = "JOptionPane Input Dialog";

int messageType = JOptionPane.INFORMATION_MESSAGE;

Icon icon = null;

Object[] selectionValues = new String[] {"Cool!", "Sucks", "Don't know"};
Object initialSelectionValue = selectionValues[2];

Object response = JOptionPane.showInputDialog(parentComponent, message,
title, messageType, icon, selectionValues, initialSelectionValue);

if (response == null) {
System.out.println("You have cancelled the input dialog.");

}
else {
System.out.println("You entered: " + response);
}
- -
JOptionPane Input Dialog

i Please select your opinion abaut 10ptionPane
\J) Don't know v |

[ QK ] [ Cancel

Figure 2-34. An input dialog with a list of choices

Finally, you can customize the option buttons using the showOptionDialog() method that is declared as follows:
int showOptionDialog(Component parentComponent, Object message,

String title, int optionType, int messageType, Icon icon, Object[] options,
Object initialValue)

The options parameter specifies the user’s options. If you pass components in the options parameter, the

components are displayed as options. If you pass any other objects such as strings, a button is displayed for each
element in the options array.
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The following snippet of code shows how to display custom buttons in a dialog box. It asks the user his opinion

about a JOptionPane. The resulting dialog box is shown in Figure 2-35.

JComponent parentComponent = null;
Object message = "How is JOptionPane?";
String title = "JOptionPane Option Dialog";
int messageType = JOptionPane.INFORMATION MESSAGE;
Icon icon = null;
Object[] options = new String[] {"Cool!", "Sucks", "Don't know" };
Object initialOption = options[2];
int response = JOptionPane.showOptionDialog(null, message, title,
JOptionPane.DEFAULT_OPTION,
JOptionPane.QUESTION MESSAGE,
icon, options, initialOption);
switch(response) {
case 0:
case 1:
case 2:
System.out.println("You selected:" + options[response]);
break;
case JOptionPane.CLOSED_OPTION:
System.out.println("You closed the dialog box.");

break;
default:
System.out.println("I don't know what you did.");
}
-
JOptionPane Option Dialog |

.H_? / How is JOptionPane?

| Cooll || Sucks | [Don'tknow

Figure 2-35. Customizing the Option buttons using the JOptionPane.showOptionDialog() method

By default, all dialog boxes, which you have displayed in this section, are not resizable. You want to customize
them so that they are resizable. You can customize the dialog box displayed by the static methods of the JOptionPane
by using the createDialog() methods of JOptionPane and performing a sequence of steps.

1. Create an object of JOptionPane.
Optionally, customize the properties of JOptionPane using its methods.
Use createDialog() method to get the reference of the dialog box.

Customize the dialog box.

LA

Display the dialog box using its setVisible(true) method.
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The following snippet of code displays the custom resizable dialog box shown in Figure 2-36.

// Show a custom resizable dialog box using

JOptionPane pane = new JOptionPane("JOptionPane is cool!", JOptionPane.INFORMATION MESSAGE);
String dialogTitle = "Resizable Custom Dialog Using JOptionPane";

JDialog dialog = pane.createDialog(dialogTitle);

dialog.setResizable(true);

dialog.setVisible(true);

|2/ Resizable Custom Dialog Using JOptionPane

L]
\l) JOptionPane is cool!

Figure 2-36. A custom dialog box using the JOptionPane.createDialog() method

File and Color Choosers

Swing has two built-in JDialogs that makes it easier to select a file/directory from the file system or a color graphically.
A JFileChooser lets the user select a file from the file system. It provides non-static methods, unlike those you have
seen in a JOptionPane, which create and show a file chooser component in a JDialog.

A JColorChooser is a Swing component that lets you choose a color graphically in a JDialog. It provides a static
method, as you have seen in a JOptionPane, which creates and shows a color chooser component in a JDialog.

Tip The JFileChooser class provides non-static methods to create and show JDialogs, whereas the
JColorChooser class provides a static method for the same purpose. The implication of having a static or a non-static
method is that a non-static method lets you customize the JDialog whereas a static method lets you customize the
JDialog only through its arguments. It means that you can customize the JDialog being displayed by a JFileChooser,
but not the JColorChooser. Another difference is that you must create an object of the JFileChooser class to use it.

It is preferred to reuse the same JFileChooser object because it remembers the last visited directory, so when you
reuse it, it navigates you to the last visited directory by default.

JFileChooser

Here are the steps you need to perform to display a file chooser in a JDialog.
1. Create an object of the JFileChooser class.

2. Optionally, customize its properties using its methods. You can customize properties such
as should it let the user choose only files, only directories, or both; should it let the user
select multiple files; apply a file filter criteria to show files based on your criteria, etc.
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3. Use one of the three non-static methods, showOpenDialog(), showSaveDialog(), or
showDialog(), to display it in a JDialog.

4. Check for the return value, which is an int, from the method call in the previous step. If it
returns JFileChooser.APPROVE_OPTION, the user made a selection. The other two possible
return values are JFileChooser.CANCEL_OPTION and JFileChooser.ERROR_OPTION, which
indicate that either user cancelled the dialog box or some kind of error occurred. To get the
selected file, call the getSelectedFile() or getSelectedFiles() method, which returns a
File object and a File array, respectively. Note that a JFileChooser component only lets
you select a file from a file system. It does not save or read a file. You can do whatever you
like with the file reference returned from it.

5. You canreuse the file chooser object. It remembers the last visited folder.

By default, a JFileChooser starts displaying files from the user’s default directory. You can specify the initial
directory in its constructor or using its setCurrentDirectory() method.

// Create a file chooser with the default initial directory
JFileChooser fileChooser = new JFileChooser();

// Create a file chooser, with an initial directory of C:\myjava.

// You can specify a directory path according to your operating system syntax.
// C:\myjava is using Windows file path syntax.

JFileChooser fileChooser = new JFileChooser("C:\\myjava");

By default, a file chooser only allows files to be selected. Let’s customize it so you can select a file or a directory.
It should also allow multiple selections. The following snippet of code does this customization:

// Let the user select files and directories
fileChooser.setFileSelectionMode(JFileChooser.FILES_AND_DIRECTORIES);

// Aloow multiple selection
fileChooser.setMultiSelectionEnabled(true);

Let’s display an open file chooser dialog box and check if the user selected a file. If the user makes a selection,
print the file path on the standard output. The following snippet of code displays the dialog box shown in Figure 2-37.

// Display an open file chooser
int returnValue = fileChooser.showOpenDialog(null);

if(returnvalue == JFileChooser.APPROVE_OPTION) {

File selectedFile = fileChooser.getSelectedFile();
System.out.println("You selected: " + selectedFile);
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Figure 2-37. An open file chooser dialog box using a JFileChooser

All the three methods of the JFileChooser class accept a Component argument. It is used as the owner for the
JDialog it displays and for centering the dialog box. Pass null as its parent component to center it on the screen.
Note that, in Figure 2-37, there are two buttons. One is labeled Open and another Cancel. The Open button
is called the approve button. The title of the dialog box is Open. When you use the showSaveDialog() method of
JFileChooser, you get the same dialog box, except that the text Open for the button and the title are replaced with the
text Save. You can customize the dialog box title and the approve button text before displaying it as follows:

// Change the dialog's title
fileChooser.setDialogTitle("Open a picture file");

// Change the button's text
fileChooser.setApproveButtonText("Open File");

The third method, showDialog(), lets you specify the approve button text and dialog title as shown:

// Open a file chooser with Attach as its title and approve button's text
int returnValue = fileChooser.showDialog(null, "Attach");
if (returnValue == JFileChooser.APPROVE OPTION) {
File selectedFile = fileChooser.getSelectedFile();
System.out.println("Attaching file: " + selectedFile);

Note that setting the approve button’s text does not change the return value of the method. You still need to check
ifitreturned a JFileChooser.APPROVE_OPTION so you can proceed with getting the selected file.
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Tip  The default text for the approve button, when you use the showOpenDialog() and showSaveDialog() methods,
depends on the look-and-feel. On Windows, they are Open and Save, respectively.

A JFileChooser lets you set a file filter. A file filter is a set of criteria that it applies before it shows a file in the
dialog box. A file filter is an object of the FileFilter class, which is in the javax.swing.filechooser package. The
FileFilter classis an abstract class. To create a file filter, you need to create a class inheriting it from the FileFilter
class and override the accept() and getDescription() methods. The accept() method is called with a file reference
when the file chooser wants to show a file. If the accept () method returns true, the file is shown. Otherwise, the file is
not shown. The following snippet of code creates and sets a file filter to only show either a directory or a file with a doc
extension. Keep in mind that user needs to navigate to the file system and you must show the directories.

// Create a file filter to show only a directory or .doc files
FileFilter filter = new FileFilter() {
@0verride
public boolean accept(File f) {
if (f.isDirectory()) {
return true;
}

String fileName = f.getName().toLowerCase();
if (fileName.endsWith(".doc")) {
return true;

}

return false; // Reject any other files
}
@0verride

public String getDescription() {
return "Word Document";
}

};

// Set the file filter
fileChooser.setFileFilter(filter);

int returnValue = fileChooser.showDialog(null, "Attach");
if (returnValue == JFileChooser.APPROVE_OPTION) {

// Process the file
}

Setting a file filter based on a file extension is so common that there is a direct support for it through the
FileNameExtensionFilter class that inherits from the FileFilter class. Its constructor accepts the file extensions
and its description. The second argument is a variable length argument. Note that a file extension is the part of the file
name after the last dot. If a file name does not have a dot in its name, it does not have an extension. After you create
an object of the FileNameExtensionFilter class, you need to call the addChoosableFileFilter () method of the file
chooser to set a filter. The following snippet of code adds “java” and “jav” as file name extension filters.

FileNameExtensionFilter extFilter =
new FileNameExtensionFilter("Java Source File", "java", "jav");
fileChooser.addChoosableFileFilter(extFilter);
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You can add multiple file name extension filters to a file chooser. They are shown in a file chooser drop-down list
as file types. If you want to restrict users to selecting only the files that you have set as the file filter, you need to remove
the one file filter that lets the user select any files, which is called “accept all files filter” It is displayed as
“Al1l Files(*.*)” as file type on Windows.

// Disable "accept all files filter"
fileChooser.setAcceptAllFileFilterUsed(false);

You can check if “accept all files filter” is enabled by using the isAcceptAllFileFilterUsed() method,
which returns true if a file chooser is using this filter. You can get the reference of “accept all files filter” using the
getAcceptAllFileFilter() method. The following snippet of code sets the “accept all files filter” if it is not already
set.

if (!fileChooser.isAcceptAllFileFilterUsed()) {
fileChooser.setAcceptAllFileFilterUsed(true);
}

Tip A JFileChooser has many features that you can use in your application. Sometimes you may want to get
the associated icon for a file type. You can get the associated icon for a file type by using the file chooser’s
getIcon(java.io.File file) method, which returns an Icon object. Note that you can display an Icon object
using a JLabel component. It also provides a mechanism to listen for selection changes and other actions performed
by the user when it is shown in the dialog box.

JColorChooser

A JColorChooser lets you select a color using a dialog box. It is customizable. You can add more panels to the default
color chooser. You can also embed the color chooser component in a container. It provides ways to listen to the user
actions on the color chooser component. Its common use is very simple. You need to call its showDialog() static
method, which will return a java.awt.Color object that represents the color that the user selects. Otherwise,
it returns null. I will cover the Color class later in this chapter.

The showDialog() method’s signature is as follows. It lets you specify the parent component and the title for the
dialog box. You can also set the initial color, which will be displayed in the dialog box.

e static Color showDialog(Component parentComponent, String title, Color
initialColor)

The following snippet of code lets the user select a color using a JColorChooser and prints a message on the
standard output:

// Display a color chooser dialog
Color color = JColorChooser.showDialog(null, "Select a color", null);

// Check if user selected a color
if (color == null) {
System.out.println("You cancelled or closed the color chooser");
}
else {
}
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JWindow

Like a JFrame, a JWindow is another top-level container. It is as an undecorated JFrame. It does not have features like

a title bar, windows menu, etc. It is not a very commonly used top-level container. You can use it as a splash window
that displays once when the application is launched and then automatically disappears after a few seconds. Please
refer to the API documentation of the java.awt.SplashScreen class for more details on how to display a splash screen
in a Java application. Like a JFrame, you can add Swing components to a JWindow.

Working with Colors

An object of the java.awt.Color class represents a color. You can create a Color object using its RGB (Red, Green,
and Blue) components. RGB values can be specified as float or int values. As a float value, each component in RGB
ranges from 0.0 to 1.0. As an int value, each component in RGB ranges from 0 to 255. There is another component
called alpha that is associated with a color. The alpha value of a color defines the transparency of the color. As a float,
its value ranges from 0.0 to 1.0, and as an int, its value ranges from 0 to 255. The value of 0.0 or 0 for alpha indicates
that a color is fully transparent, whereas the value of 1.0 or 255 indicates that it is fully opaque.

You can create a Color object as follows. Note the value of the RGB components in the constructor Color (int
red, int green, int blue).

// Create red color
Color red = new Color(255, 0, 0);

// Create green color
Color green = new Color(0, 255, 0);

// Create blue color
Color blue = new Color(o, 0, 255);

// Create white color
Color white = new Color(255, 255, 255);

// Create black color
Color black = new Color(o, 0, 0);

The alpha component is implicitly set to 1.0 or 255, which means that if you do not specify the alpha component
for a color, the color is opaque. The following snippet of code creates a red transparent color by specifying the alpha
component as 0:

// Create a transparent red color. The last argument of 0 is the alpha value.
Color transparentRed = new Color(255, 0, 0, 0);

The Color class defines many color constants for commonly used colors. For example, you do not need to create
ared color. Rather, you can use Color.red or Color.RED constant. The Color.red constant exists since Java 1.0. The
uppercase version of the same constants Color.RED has been added in Java 1.4 to follow the naming convention for
constants (a constant’s name should be in uppercase). Similarly, you have Color.black, Color.BLACK, Color.green,
Color.GREEN, Color.darkGray, Color.DARK_GRAY, etc. If you have a Color object, you can obtain its red, green, blue,
and alpha components using its getRed(), getGreen(), getBlue(), and getAlpha() methods, respectively.

There is another way to specify a color, and that is by using HSB (Hue, Saturation, and Brightness) components.
The Color class has two methods called RGBtoHSB() and HSBtoRGB() that let you convert from the RBG model to the
HSB model and vice versa.
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A Color object is used with the setBackground(Color c) and setForeground(Color c) methods of the Swing
components. All Swing components inherit these methods from JComponent. These method calls may be ignored
by a look-and-feel. The background color is the color with which a component is painted, whereas the foreground

color is usually the color of the text displayed in the component. There is one important thing, called transparency, to

consider when you set the background color of a component. If a component is transparent, it does not paint pixels

in its bounds. Rather, it lets the container’s pixels show through. In order for the background color to take effect, you
must make the component opaque by calling its setOpaque (true) method. The following code creates a JLabel and

sets its background color to red and foreground (or text) color to black:

JLabel testlLabel = new JLabel("Color Test");

// First make the JlLabel opaque. By default, a JlLabel is transparent.
testLabel.setOpaque(true);

testLabel.setBackground(Color.RED);

testlabel. setForeground(Color.BLACK);

Tip The object of the Color class is immutable. It does not have any method that will let you set the color
component values after you create a Color object. This makes it possible to share Color objects.

Working with Borders

Swing gives you the ability to draw a border around the edges of components. There are different kinds of borders:

Bevel Border
Soft Bevel Border
Etched Border
Line Border
Titled Border
Matte Border
Empty Border

Compound Border

Figure 2-38 shows how the different kinds of borders appear using the Windows look-and-feel.
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Figure 2-38. Different types of borders

Although you can set a border for any Swing component, the implementation of the Swing component may
ignore it. It is very common to use a titled border with a JPanel to give a grouping effect. Many GUI tools have a group
box GUI component to group the related components. Java does not have a group box component. If you need a
grouping effect, you need to place your related components inside a JPanel, and set a titled border to it. Figure 2-39
shows a JPanel that has five address related fields, with a titled border with a title set to Address.

- -

| £/ Address Group Box E]@
Address ]
Line 1: b6S0 Cottage Hill Rd
Line 2:

Ciky: Mobile

State: AL

Zip: 36696

Figure 2-39. Creating a group box effect using a JPanel with a titled border

Setting a border for a Swing component is easy: you need to create a border object and use the
setBorder(Border b) method of the component. Border is an interface that is implemented by all classes whose
instances represent a specific kind of border. There is one class for each kind of border. You can also create a custom
border by inheriting a class from the AbstractBorder class. All border-related classes and the Border interface are in
the javax.swing.border package.

Border objects are designed to be shared. Although you can create a border object using the border class
directly, it is advisable to use the javax.swing.BorderFactory class to create a border so that the border objects
can be shared. The BorderFactory class takes care of caching and sharing of border objects. You just need to use its
createXxxBorder () method to create a specific type of border, where Xxx is a border type. Table 2-18 lists the border
classes for all border types.
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Table 2-18. Available Border Classes

Type of Border Border Class
Bevel Border BevelBorder
Soft Bevel Border SoftBevelBorder
Etched Border EtchedBorder
Line Border LineBorder
Titled Border TitledBorder
Matte Border MatteBorder
Empty Border EmptyBorder
Compound Border CompoundBorder

The following snippet of code creates different kinds of borders:

// Create bevel borders
Border bevelRaisedBorder = BorderFactory.createBevelBorder(BevelBorder.RAISED);
Border bevelloweredBorder = BorderFactory.createBevelBorder(BevelBorder.LOWERED);

// Create soft bevel borders
Border softBevelRaisedBorder = BorderFactory.createSoftBevelBorder(BevelBorder.RAISED);
Border softBevelloweredBorder = BorderFactory.createSoftBevelBorder (BevelBorder.LOWERED);

// Create etched borders
Border etchedRaisedBorder = BorderFactory.createEtchedBorder(EtchedBorder.RAISED);
Border etchedLoweredBorder = BorderFactory.createEtchedBorder(EtchedBorder.LOWERED);

// Create line borders
Border lineBorder = BorderFactory.createlineBorder(Color.BLACK);
Border lineThickerBorder = BorderFactory.createlLineBorder(Color.BLACK, 3);

// Create titled borders
Border titledBorderAtTop =
BorderFactory.createTitledBorder(etchedLoweredBorder,
"Title text goes here",
TitledBorder.CENTER,
TitledBorder.TOP);
Border titledBorderAtBottom =
BorderFactory.createTitledBorder(etchedLoweredBorder,
"Title text goes here",
TitledBorder.CENTER,
TitledBorder.BOTTOM);

// Create a matte border
Border matteBorder = BorderFactory.createMatteBorder(1,3,5,7, Color.BLUE);

// Create an empty border
Border emptyBorder = BorderFactory.createEmptyBorder();
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// Create compound borders
Border twoCompoundBorder = BorderFactory.createCompoundBorder(etchedRaisedBorder,
lineBorder);
Border threeCompoundBorder =
BorderFactory.createCompoundBorder (titledBorderAtTop, twoCompoundBorder);

You can set a border to a component as follows:
myComponent. setBorder(matteBorder);

A bevel border gives you a three-dimensional effect by using shadows and highlights to the inside and
outside edges of the border. You can have a raised or lowered effect. A soft bevel border is a bevel border with
softer corners.

An etched border gives you a carved effect. It comes in two flavors: raised and lowered.

Aline border simply draws a line. You can specify the color and thickness of the line.

You can supply a title to any border type. The title of a border is text that can be displayed at a specified
position in the border, such as in the middle of the top/bottom border or above top/below bottom. You can
also specify the justification of the title text, its color, and font. Note that you must have another border object
to use a title border. A title border just lets you supply the title text to another kind of border.

A matte border lets you decorate a border with an icon. If you do not have an icon, you can specify the
border’s thickness.

An empty border, as the name implies, doesn’t display anything. Can you guess why you need an empty
border? A border adds spaces around a component. If you just want to add spaces around a component, you
can use an empty border. An empty border lets you specify the spacing to be used for all four sides separately.

A compound border is a composite border that lets you combine any two kinds of borders into one border
object. There are no restrictions on the number of levels of nesting. You can combine three borders by creating
a compound border with the first two borders, and then combine the compound border with the third border
to create the final compound border.

Working with Fonts

A font is used to represent text visually such as on a computer screen, printed paper, or any other device. An
object of the java.awt.Font class represents a font in a Java program. You have been using the Font object

in almost every program without referring to the Font class directly. Java took care of displaying the text

in a specific font for you. For example, you have been using buttons, which display a label. To display the
button’s label, Java has been using a default font. You can specify a font for any text that you display in a Java
program using a Font object. Using a Font object in code is easy: create an object of the Font class, and use the
setFont(Font f) method of the component. Let’s define the term “font” and related terms before using the
Font class.

In the computer’s memory, everything is a number represented in terms of Os and 1s. So a character is
also represented by 0s and 1s in memory. How do you represent a character on a computer screen or a piece of
paper? A character is presented on a screen or a paper using a symbol. The shape of the symbol that represents
a character is called a glyph. You can think of a glyph as a graphic representation (or image) of a character. The
relationship between a character and a glyph is not always one-to-one.

A specific design of glyphs for a set of characters is called a typeface. Note that a typeface is the design
aspect of the visual representation of characters (glyphs) and it does not refer to a specific implementation
of glyphs. Table 2-19 lists some of the categories of typefaces with their descriptions and sample texts. The
sample text in the table may not show in the same typeface if this is viewed on a device (e.g. a Kindle) that does
not support all typefaces. Some names of typefaces are Times, Courier, Helvetica, Garamond, etc.
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Table 2-19. Examples of Typefaces

Typeface Description Sample Text

Serif Glyphs have finishing strokes at the end of the line. Note the difference The quick brown fox...
in how the ending stroke of each character ends for serif and sans serif.
On Windows, it is called Roman. Example: Times New Roman.

Sans serif Unlike serif, glyphs have no ending strokes. Compare the text sample The quick brown fox...
for this category and for serif. You will find that glyphs for sans serif are
made up of plain lines. On Windows, it is called Swiss. Example: Arial.

Cursive It looks like handwritten text where subsequent glyphs in a word are The guick brown fo...
often joined. It is typically used in calligraphy. On Windows, it is called
Script. Example: Mistral AV.

Fantasy It is a decorative typeface. On Windows, it is called Decorative. The guick brown fox...
Example: Impact.

Monospace All glyphs that represent all characters are of the same width. On The quick brown fox...
Windows, it is called Modern. Typically, it is used in computer programs.

Apart from its shape design, the visual representation of a character has two other components: a style and a size.
The style refers to its characteristics such as bold (blackness or lightness), italic, and regular (or roman). The size is
measured in 10, 12, 14, etc. The height of a character is specified in points, where a point is 1/72 of an inch. The width
of a character is specified in a pitch. A pitch determines how many characters can be shown in an inch. A typical value
for a pitch ranges from 8 to 14.

Now let’s define the term “font.” A font is a set of glyphs in a specific typeface, style, and size to represent a set
of characters. You can have fonts that use the same typeface, but they are of different styles and sizes. This collection
of such fonts (the same typeface but different styles and sizes) is known as a font family. For example, Times is a font
family name that contains fonts like Times Roman, Times Bold, Times Bold Italic, etc.

A font may be categorized as a bitmapped font or a vector font (also known as an object-oriented font or outline
font) depending on the way it is stored and rendered. In a bitmapped font, each character is stored in a bitmap form
(representing every bit) of a particular style and size. When you need to render a character on a screen or print it on
a piece of paper, you need to locate the bitmap of the character of that style and size and render it. In a vector font,

a geometrical algorithm defines each character’s shape without referring to a specific size. When a character needs
to be rendered in a vector font in a specific size, the algorithm is applied for that size. This is the reason a vector font
is also known as a scalable font. TrueType and PostScript are the font technologies that use vector fonts. All Java
implementation are required to support a TrueType font.

The number of fonts available on a computer may vary considerably. Your operating system may install some
fonts, you may add some fonts, or you may delete some fonts. Since Java was designed to work on various operating
systems, it lets you use a logical font family name of a font and it will figure out the best physical (the real one) font
for you. This way, you do not have to worry about the actual font names, and if they will be available on all computers
on which your programs will be executed. Java defines five logical font family names and maps them to physical font
family names depending on the computer it is running on. The five logical font family names are as follows:

e  Serif

e  SansSerif

e Dialog

e DialogInput

e  Monospace
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You need to specify three elements when you create a font object: the logical family name, the style, and the size.
The following snippet of code creates some Font objects:

// Create serif, plain font of size 10
Font f1 = new Font(Font.SERIF, Font.PLAIN, 10);

// Create SansSerif, bold font of size 10
Font f2 = new Font(Font.SANS SERIF, Font.BOLD, 10);

// Create dialog, bold font of size 15
Font f3 = new Font(Font.DIALOG, Font.BOLD, 15);

// Create dialog input, bold and italic font of size 15
Font f4 = new Font(Font.DIALOG_INPUT, Font.BOLD|Font.ITALIC, 15);

The Font class contains constants for the logical font family names. If you want to apply more than one style to
a font object, such as bold as well as italic, you need to use a bit mask union of Font.BOLD and Font.ITALIC as in
Font.BOLD|Font.ITALIC.

To set the font for a Swing component, you need to use its setFont () method of the component, like so:

JButton closeButton = new JButton("Close");
closeButton.setFont(f4);

The Font class has several methods that let you work with a font object. For example, you can use the
getFamily(), getStyle(), and getSize() methods to get the family name, style and size of a font object, respectively.

Validating Components

A component can be valid or invalid. The phrase “component” in this section also includes containers, unless
specified otherwise. You can use the isValid() method to check if a component is valid. The method returns true
if the component is valid. Otherwise, it returns false. A component is said to be valid if its size and position have
been computed and its children are also valid. If a component is invalid, it means that its size and position need to be
recomputed and it needs to be laid out again in its container.

When you add/remove a component to/from a container, the container is marked invalid. Before the container is
made visible for the first time, the container is validated. The validation process of a container computes the size and
location of all children in its containment hierarchy. Consider the following the snippet of code to show a frame:

MyFrame frame = new MyFrame("Test Frame");
frame.pack();
frame.setVisible(true);
The pack() method does two things:
e  First, it computes the size and position of all children of the frame (that is, validates the frame).
e  Second, it resizes the frame, so its children just fit into it.

The setVisible() method in the code is smart enough not to validate the frame again because the pack()
method has already validated the frame. If you do not call the pack() method, before calling the setVisible()
method, the setVisible() method will validate the frame.
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So, a component is valid before it is displayed for the first time. How does a component become invalid?
Adding/removing a component to/from a container makes a container invalid. Setting some properties such as the size
of a component will also make that component invalid. When a component becomes invalid, its invalidity is propagated
up the containment hierarchy. You can also invalidate a component or container by calling its invalidate() method.
Note that calling the invalidate() method will make the component invalid, and it propagates the invalidity up the
containment hierarchy. The reason it needs to mark all containers up the containment hierarchy as invalid is that ifa
component is laid out again (by recomputing its size/location), it will also affect the other component’s size/position. So,
if a component is invalidated, all components and containers up the containment hierarchy are also marked invalid.

What can you do to validate a component again? You need to use the validate() method of the component or
the container. Unlike the invalidate() method, the validate() method propagates down the containment hierarchy
and it validates all child components/containers of the component on which it is called. You may need to call the
repaint() method after you call the validate() method so that the screen is repainted.

You can also revalidate a component. Note that the revalidation option is only available for a JComponent and
itis not applicable to a container. You can revalidate a component by calling its revalidate() method. It schedules
avalidate() method call on the parent container. Which parent container of the component is validated? Is it the
immediate parent, grandparent, or great-grandparent, etc.? A container can be a validation root. You can test if a
container is a validation root by using the isValidateRoot () method. If this method returns true, the container is
avalidation root. When you call the revalidate() method on a component, it keeps going up in the containment
hierarchy until it find a container that is a validation root. JRootPane and JScrollPane are validation roots. The call to
the validate() method for the validation root is scheduled on the event dispatching thread. If there are multiple calls
to revalidate(), they are all combined and a component is revalidated only once.

Painting Components and Drawing Shapes

The painting mechanism is central to any GUI. Do you know what it takes to show you a JFrame on the screen? It is
avery complex process. It is done through painting an image, which you see on the screen as a JFrame. When you
press a JButton inside a JFrame, the region occupied by that JButton is repainted using different shades and colors to
give you an impression that the button has been pressed. Most of the time, Swing paints the appropriate region of the
screen at the appropriate time. You may encounter situations where it is necessary for you to repaint a region of your
Swing component. For example, when you add or remove a component from a Swing container after it is visible, you
need to validate and repaint the container so that the modified area on the screen is repainted properly.

There is a manager for everything in Swing! You also have a repaint manager that is an instance of the
RepaintManager class. It provides the painting service. You can request to repaint a component by calling the
repaint() method on the component. The repaint () method is overloaded. You can also repaint only a part of the
component instead of the entire component. The calls to the repaint () method are queued to the event dispatching
thread. The repaint manager will repaint the component only once if many requests for repainting are pending when
it starts repainting the component.

How would you perform custom painting on a Swing component? Swing lets you perform custom
painting on a component using a callback mechanism. The JComponent class has a callback method called
paintComponent(Graphics g).The Graphics class is in the java.awt package. It is used to draw on a component.
Note that drawing can be realized on various devices such as on a computer screen, an off-screen image, or a printer.
To implement a custom painting for a component, override its paintComponent () method. The paintComponent ()
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method in the JComponent class takes care of painting the background of the component. To make sure that the
component’s background is painted properly, you need to invoke the JComponent’s paintComponent () method from
the paintComponent () method of your component. Typical code for the paintComponent () method is as follows:

import java.awt.Graphics;

public class YourCustomSwingComponent extends ASwingComponent {
@0verride
public void paintComponent(Graphics g) {
// Paint the background
super.paintComponent(g);

// Your custom painting code goes here

The paintComponent () method of a component is called whenever repainting is needed or when the program
calls the repaint() method.

When you call the repaint () method on a Swing component, the repaint manager may paint more than just
the component that you requested to paint. There are many things to consider before a component is painted. When
painting a component, the background of a component and its overlapping area with other components are the two
most important things to consider. If a component is not opaque, the component’s container must be painted before
this component is painted. This is necessary so you do not see through the component’s garbage background. If a
component overlaps another component, at least the overlapping area must be painted with a consideration that
shows the proper color and shape for the overlapping area. The painting of the overlapping area will include painting
of all overlapped components.

A Graphics object has many methods that you can use to draw geometrical shapes and strings. You can draw
different shapes such as rectangles, ovals, arcs, etc. A Graphics object has many drawing properties, such as a font, a
color, a coordinate system (called translation), a clip (defines the area for drawing), a component on which to draw,
etc. A Graphics object in the paintComponent () method argument has many properties already set. For example,

e The font is set to the font of the component.
e The color is set to the foreground color of the component.

e The translation is set to the upper-left corner of the component. The upper-left corner of the
component represents the origin, that is, coordinate (0, 0).

e Theclipis set to the area of the component that needs to be painted.

You can change these properties of the Graphics object inside the paintComponent () method. However, you
need to be careful if you want to change the translation or clip. You should create a copy of the Graphics object and
use the copy for drawing instead of changing the original Graphics object’s properties. You can use the create()
method of the Graphics class to create a copy of a Graphics object. Make sure that you call the dispose() method
on the copy of the Graphics object to release the system resources that it used up. A typical logic to copy and use the
Graphics objects is as shown:

public void paintComponent(Graphics g) {

// Create a copy of the passed in Graphics object
Graphics gCopy = g.create();
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// Change the properties of gCopy and use it for drawing here

// Dispose the copy of the Graphics object
gCopy.dispose();

There are few things to note when you use a Graphics object for a component that is passed in to the
paintComponent() method.

e Ituses a Cartesian coordinate system with its origin at the upper-left corner of the component.

e The x-axis extends to the right and y-axis extends down, as shown in Figure 2-40.

[
»

(0,0) (600,0) | x_axis
A 600 X 200 JPanel

(0, 200) (600, 200)

V¥ Y-axis

Figure 2-40. The coordinate system used by a graphics object inside the paintComponent() method of a component.
It shows the coordinates of four corners of a 600 X 200 JPanel

¢  When you draw using a Graphics object, your drawings may extend outside the boundary of
the component. However, any drawing that is outside of the clip area set in a Graphics object
by the repaint manager will be ignored. In fact, the repaint manager will use only the clip
area of the painted component to show it on the screen after the paintComponent () method
returns. This is the reason why you should not change the clip property of the Graphics object
inside a paintComponent () method. The clip property is set to the area of the component that
needs to be painted.

e The translation property of a Graphics object is used to set up a coordinate system for
drawing. The Graphics object that is passed in to the paintComponent () method already
has the translation property set up, so the upper-left corner of the component represents the
origin (0,0) of the coordinate system. If you change the translation property of the Graphics
object inside the paintComponent () method, you better know what you are trying to do.

e  The drawing is performed using the current color and font of the Graphics object.

There are numerous methods in the Graphics class to let you draw different kinds of shapes, such as a round
rectangle, an arc, a polygon, etc. Table 2-20 lists a few of those methods. For the complete list of the methods, please
refer to the API documentation of the Graphics class.
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Table 2-20. Methods of the Graphics Class

Method Description

void drawLine(int x1, int y1, Draws a straight line from point (x1, y1) to point (x2, y2).

int x2, int y2)

void drawRect(int x, int vy, Draws a rectangle whose upper-left corner’s coordinate is (x, y).The

int width, int height) specified width and height are the width and height of the rectangle,
respectively.

void fillRect(int x, int vy, It is the same as drawRect () method with two differences. It fills the area

int width, int height) with the current color of the Graphics object. Its width and height are
one pixel less than the specified width and height.

void drawOval(int x, int vy, Draws an oval that fits into a rectangle defined with point (x, y) asits

int width, int height) upper left corner and the specified width and height. If you specify the
same width and height, it will draw a circle.

void fillOval(int x, int vy, It draws an oval and fills the area with the current color.

int width, int height)

void drawstring(String str, It draws the specified string str. The baseline of the leftmost character is

int x, int y) atpoint (X, y).

Typically, you use a JPanel as a canvas for custom drawing. Listing 2-12 has the code that shows a class called
DrawingCanvas, which is inherited from the JPanel class. In its constructor, it sets its preferred size. It overrides
the paintComponent () method to draw some custom shapes and strings. Figure 2-41 shows the screen when a
DrawingCanvas class is run.

Listing 2-12. A Custom JPanel Used as a Canvas for Drawing

// DrawingCanvas.java
package com.jdojo.swing;

import javax.swing.JPanel;
import java.awt.Graphics;
import java.awt.Dimension;
import java.awt.Graphics2D;
import java.awt.BasicStroke;
import javax.swing.JFrame;

public class DrawingCanvas extends JPanel {
public DrawingCanvas() {
this.setPreferredSize(new Dimension(600, 75));
}

@0verride

public void paintComponent(Graphics g) {
// Paint its background
super.paintComponent(g);

// Draw a line

g.drawLine(10, 10, 50, 50);
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// Draw a rectangle
g.drawRect(80, 10, 40, 20);

// Draw an oval
g.drawOval(140, 10, 40, 20);

// Fill an oval
g.fillOval(200, 10, 40, 20);

// Draw a circle
g.drawOval(250, 10, 40, 40);

// Draw an arc
g.drawArc(300, 10, 50, 50, 60, 120);

// Draw a string
g.drawString("Hello Swing!", 350, 30);

// Draw a thicker rectangle using Graphics2D
Graphics2D g2d = (Graphics2D)g;
g2d.setStroke(new BasicStroke(4));
g2d.drawRect (450, 10, 50, 50);

}

public static void main(String[] args) {
JFrame frame =
new JFrame("Sample Drawings Using a Graphics Object");
frame.getContentPane().add(new DrawingCanvas());
frame.pack();
frame.setVisible(true);

1=/ Sample Drawings Using a Graphics Object E]@

\\\\\\\\ [::::::] (::::::> "lllli (:::::) f/rﬂ_ﬁk Hello Swing!

Figure 2-41. Drawing shapes on a custom JPanel using a graphics object

At runtime, you get an instance of Graphics2D class passed in to the paintComponent () method. The Graphics2D
class inherits from the Graphics class and it has a very powerful API to draw geometrical shapes. For example, when
you use a Graphics object, it draws shapes with a stroke (line width) of 1.0. If you use Graphics2D, you can use a
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custom stroke. The following snippet of code in the paintComponent () method of your DrawingCanvas class uses a
stroke of 4.0 to draw a rectangle. To use the Graphics2D API inside the paintComponent () method, cast the passed in
Graphics object to Graphics2D as shown:

Graphics2D g2d = (Graphics2D)g;
g2d.setStroke(new BasicStroke(4));
g2d.drawRect (450, 10, 50, 50);

The JComponent class has a getGraphics() method that returns a Graphics object for the component. If you
need to draw on a component outside its paintComponent () method, you can use this method to get the Graphics
object for the component to use it for drawing.

Immediate Painting

Swing takes care of repainting the regions of components that are visible at appropriate time. You can also request
arepainting of a component by calling its repaint () method. The call to the repaint () method is asynchronous.
That is, it is not carried out immediately. It is queued on the event dispatching thread and it will be carried out
sometime in future. Sometimes a situation may warrant immediate painting. Use the paintImmediately() method
of the component to carry out the painting immediately. The method is overloaded. The two versions are

declared as follows:

e void paintImmediately(int x, int y, int w, int h)

e void paintImmediately(Rectangle r)

Tip Itis more efficient to call the repaint() method if you need to paint more frequently or in a loop. Multiple calls
to the repaint() method are coalesced into one call, whereas the calls to the paintImmediately() method are carried
out individually.

Double Buffering

Different techniques can be used to paint a component on the screen. If a component is painted directly on the
screen, it is known as an onscreen painting. If a component is painted using an off-screen buffer and that buffer is
copied on to the screen in one step, it is called double buffering. There is another technique to paint a component
that is called page flipping. Page flipping uses the computer’s graphics card’s capability to be used a video pointer,
which is the address of the video contents, to display a video. Similar to double buffering, you draw the content to

be displayed on an off-screen buffer. When you are done drawing onto an off-screen buffer, you change the video
pointer of the graphics card to this off-screen buffer, and the graphics card will take care of displaying the images on
the screen. Unlike double buffering, page flipping does not copy the contents from an off-screen buffer to an onscreen
buffer. Rather, it redirects the graphics card to the new buffer. Double buffering and page flipping provide a better user
experience by avoiding screen flickering when components are being painted.

Swing uses double buffering to paint all components. It lets you disable double buffering for a component. There
is a catch when you disable the double buffering. Sometimes, disabling double buffering may not really do anything.
If a container is being painted, Swing checks if the double buffering is enabled for the container. If the double buffering
is enabled for the container, all its child components will use double buffering. Therefore, it does not help too simply
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disable double buffering on a component. If you want to disable double buffering, you may just want to disable it
at the top-most level of the containment hierarchy that is the JRootPane. The repaint manager also lets you enable/
disable double buffering globally for an application, as shown:

RepaintManager currentManager = RepaintManager.currentManager(component);
currentManager. setDoubleBufferingEnabled(false);

When double buffering is enabled, Swing will create an off-screen image and pass the graphics of that off-screen
image to the paintComponent() method of the JComponent. When you draw anything using a Graphics object in the
paintComponent() method, essentially you are drawing on the off-screen image. Finally, Swing will copy the off-
screen image to the screen.

Double buffering also lets you create an off-screen image in your program. You can draw to that off-screen
image and use that image wherever you want it in your application. You need to use the createImage() method of a
component to create an off-screen image. The following code creates a custom JPanel called OffScreenImagePanel.
In its paintComponent () method, it creates an off-screen image, fills the image with the color red, and uses that image
to draw on to the JPanel. This is a trivial example. However, it demonstrates the steps that you need to perform to use
an off-screen image in an application.

public class OffScreenImagePanel extends JPanel{
public OffScreenImagePanel() {
this.setPreferredSize(new Dimension(200, 200));
}

public void paintComponent(Graphics g) {
super.paintComponent(g);

// Create an offscreen image and fill a rectangle with red
int w = this.getWidth();

int h = this.getHeight();

Image offScreenImage = this.createImage(w, h);

Graphics imageGraphics = offScreenImage.getGraphics();
imageGraphics.setColor(Color.RED);
imageGraphics.fillRect(0, 0, w, h);

// Draw the offscreen image on the JPanel
g.drawImage(offScreenImage, 0, 0, null);

JFrame Revisited

You have been using JFrames in this chapter in almost every program you have written. In this section, I will discuss
some important events and properties of the JFrame.

You can set the state of a JFrame programmatically using the setExtendedState(int state) method. The state is
specified using constants defined in the java.awt.Frame class from which the JFrame class is inherited.

// Display the JFrame maximized
frame.setExtendedState(JFrame.MAXIMIZED BOTH);

Usually, you would change the state of a JFrame using the state buttons or state menu provided in its title bar’s
corners. Table 2-21 lists the constants that can be used to change the state of a JFrame.
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Table 2-21. The List of Constants That Define States of a JFrame

JFrame State Constants Description

NORMAL JFranme is displayed in normal size.

ICONIFIED JFrame is displayed in minimized state.

MAXIMIZED_HORIZ JFranme is displayed maximized horizontally, but in normal size vertically.
MAXIMIZED_VERT JFrame is displayed maximized vertically, but in normal size horizontally.
MAXIMIZED_ BOTH JFrame is displayed maximized horizontally as well as vertically.

Sometimes you may want to use a default button in your JFrame or JDialog. A default button is an instance of the
JButton class, which is activated when the user presses a key on the keyboard. A key that activates the default button
is defined by the look-and-feel. Typically, the key to activate the default button is the Enter key. You can set a default
button for a JRootPane, which is present in a JFrame, JDialog, JWindow, JApplet, and JInternalFrame. Usually,
you set the OK button as a default button on a JDialog. If a JRootPane has a default button set, pressing the Enter
key will activate that button, and if you have an action-performed event handler added to that button, your code
will be executed.

// Create a JButton
JButton okButton = new JButton("OK");

// Add an event handler to okButton here...

// Set okButton as the default button
frame.getRootPane().setDefaultButton(okButton);

You can add a window listener to a JFrame or any other top-level Swing window that will notify you of the seven
kinds of changes in a window’s state. The following snippet of code adds a window listener to a JFrame named frame.
If you are interested in listening for only few window state changes, you can use the WindowAdapter class instead of
the WindowListener interface. The WindowAdapter class provides an empty implementation of all the seven methods
in the WindowListener interface.

frame.addWindowListener(new WindowlListener() {
@0verride
public void windowOpened(WindowEvent e) {
System.out.println("JFrame has been made visible first time");
}

@0verride

public void windowClosing(WindowEvent e) {
System.out.println("JFrame is closing.");

}

@0verride

public void windowClosed(WindowEvent e) {
System.out.println("JFrame is closed.");

}
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@0verride

public void windowIconified(WindowEvent e) {
System.out.println("JFrame is minimized.");

}

@0verride

public void windowDeiconified(WindowEvent e) {
System.out.println("JFrame is restored.");

}

@0verride

public void windowActivated(WindowEvent e) {
System.out.println("JFrame is activated.");

}

@0verride

public void windowDeactivated(WindowEvent e) {
System.out.println("JFrame is deactivated.");

}

};

// Use the WindowAdapter class to intercept only the window closing event
frame.addWindowListener(new WindowAdapter() {
@0verride
public void windowClosing(WindowEvent e) {
System.out.println("JFrame is closing.");
}

1

When you are done with a window (JFrame, JDialog or JWindow), you should call its dispose() method, which
will make it invisible and release the resources to the operating system. Note that the dispose() method does not
destroy or garbage collect the window object. As long as you hold the window’s reference and it is reachable, Java
would not destroy your window and you can again display it calling its setVisible(true) method.

Summary

Swing provides a huge set of components to develop GUI applications. Most of the Swing components are lightweight
components that redraw using Java code without having using native peers. The JComponent class is the base class
for all Swing components. A component that can contain other components is called a container. Swing provides two
types of containers: top-level containers and non top-level containers. A top-level container is not contained within
another container and it can be displayed directly on the desktop. An instance of the JFrame class represents a
top-level container.

An object of the JButton class represents a button. A button is also known as a push button or a command button.
The user presses or clicks a JButton to perform an action. A button can display text, an icon, or both.

An object of the JPanel class represents a container that can contain other components. Typically, a JPanel is is
used to group related components together. A JPanel is a non top-level container.

An object of the JLabel class represents a label component that displays text, an icon, or both. Typically, the text
in a JLabel is describes another component.
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Swing provides several text components that let you display and edit different types of text. An object of the
JTextField class is used to work with one line plain text. An object of the JTextArea is used to work with multiline
plain text. An object of the JPasswordField is used to work with one line text in which the actual characters in the text
are replaced with echo characters. An object of the JFormattedTextField lets you work with one line plain text where
you can specify the format for the text such as displaying a date in mm/dd/yyy format. An object of the JEditorPane
lets you work with styled text such as in HTML and RTF formats. An object of the JTextPane lets you work with styled
documents with embedded images and components. You can add an input verifier to a text component to validate the
text entered by the user. An instance of the InputVerifier class acts as an input verifier. You can set an input verifier
for a text component using the setInputVerifier() method of the JComponent class.

Swing provides many components that let you select one or more items from a list of items. Such components
are objects of the JToggleButton, JCheckBox, JRadioButton, JComboBox, and JList classes. A ToggleButton can be
in depressed or undepressed state and it represents a yes/no choice. A JCheckBox can be used to represent a yes/no
choice. Sometimes a group of CheckBoxes is used to let the user select zero or more options. A group of JRadioButton
is used to present users a set of mutually exclusive options. A ComboBox is used to provide the user with a mutualy
exclusive set of choices where the user, optionally, can enter a new choice value. A ComboBox takes less space on the
screen as compared to other choices, providing components because it folds all its choices and the user has to open
the list of choices before he can make a selection. A JList lets the user select zero or multiple choices from a list of
choices. All choices in a JList are visible to the user.

A JSpinner component combines the benefits of a JFormattedTextField and an editable JComboBox. It lets you
set a list of choices as you set in a JComboBox, and at the same time, you can also apply a format to the displayed value.
It shows only one value at a time from the list of choices. It lets you enter a new value.

A JScrollBar is used to provide scrolling capability for viewing a component that is bigger in size than the
available space. A JScrollBar can be placed vertically or horizontally. The scolling is performed by dragging a
knob along the track of the JScrollBar. You need to write the logic to provide the scolling capability using the
JScrollBar component.

A ScollPane is a container that is used to wrap a component that is bigger in size than the available space. The
ScrollPane provides automatic scolling capabilities in horizontal and vertical directions.

A JProgressBar is used to display the progress of a task. It can have a horizontal or vertical orientation. It has
three values associated with it: the current value, the minimum value, and the maximum value. If the progress of a
task is not known, the JProgressBar is said to be in indeterminate state.

A JSlider lets you select a value graphically from a set of values between two integers by sliding a knob
along a track.

A JSeparator is a handy component when you want to add a separator between two components or two groups
of components. Typically, a JSeparator is used in a menu to separate groups of related menu items. Typically,
it appears as a horizontal or vertical solid line.

A menu component is used to provide a list of actions to the user in a compact form. An object the JMenuBar class
represents a menu bar. An object of the JMenu, JMenuItem, JCheckBoxMenuItem, and JRadioButtonMenuItem class
represent a menu item.

A toolbar is a group of small buttons that provides commonly used actions to the user in a JFrame. Typically, you
provide a toolbar along with a menu.

A JTable is used to display and edit data in the tabular form. It presents the data in the form of rows and columns.
Each column has a column header. Rows and columns are references using indexes starting at 0.

A JTree is used to display hierarchical data in a tree-like structure. Each item in a JTree is called a node. A node
that has children is called a branch node. A node that has no children is called a leaf node. A branch node is called the
parent node for its child nodes. The first node in the JTree that has no parent is called the root node.

A JTabbedPane component acts like a container for other Swing components, arranging them in a tabbed fashion.
It can display tabs using a title, an icon, or both. Contents of only one tab are visible at a time. A JTabbedPane lets you
share the space between multiple tabs.

A JSplitPane is a splitter that can be used to split space between two components. The splitter bar can be
displayed horizontally or vertically. When the available space is less than the space needed to display the two
components, the user can move the splitter bar up/down or left/right so one component gets more space than the
other. If there is enough space, both components can be shown fully.
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A JDialog is a top-level Swing container. It is used as a temporary top-level container (or as a pop-up window)
to aid in the working with the main window to get the user’s attention or user’s input. The JOptionPane class provides
many static methods to show different types of dialogs to the user using an instance of the JDialog class.

A JFileChooser lets the user select a file/directory from the file system using a built-in dialog. A JColorChooser
is lets the user choose a color graphically using a built-in dialog.

A JWindow is an undecoarated top-level container. It is not a commonly used top-level container, except as a
splash window that is displayed once when the application is launched and automatically disappears after a
few seconds.

Swing lets you set the background and foreground colors of a component. An object of the java.awt.Color
class represents a color. You can specify the color using the red, green, blue, and alpha components or using the hue,
saturation, and brightness components. The Color class is immutable. It provides several constants that represent
commonly used colors, for example, Color.RED and Color.BLUE constants represent the red and blue colors.

In Swing, you can draw a border around components. A border is represented by an instance of the Border
interface. Different types of borders exist: bevel border, soft bevel border, etched border, line border, titled border,
matte border, empty border, and compound border. The BorderFactory class provides factory methods to create all
types of borders.

Swing lets you set the font for text displayed in components. An object of the java.awt.Font class represents a
font in a Java program.

A component can be valid or invalid. The isValid() method of the component returns true if the component
is invalid. An invalid component indicates that its position and size need to be recomputed and it needs to be laid
out again. A component is valid before it is made visible the first time. Adding/removing components and changing
properties that may change component’s position, size, or both may make the component invalid. Calling the
validate() method makes the component valid again.

Swing lets you draw many types of shapes (circles, rectangles, lines, polygons, etc.) using the Graphics object.
Typically, you use a JPanel as a canvas for drawing shapes.

Swing provides two ways to repaint components: asynchronously and synchronously. Calling the repaint()
method paints the componet asynchronously, Calling the paintImmediately() method paints the component
immediately.

Painting of components can be perfomed onscreen or off-screen. The onscreen painting may result in flickers.
The painting can be performed off-screen using a buffer and the buffer can be copied in one shot onscreen to avoid
flickering. Such an off-screen painting is called double buffering and it provides better user experience by providing
smooth painting on the screen.
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Advanced Swing

In this chapter, you will learn
e  How to use labels in Swing components in HTML format
e About the threading model in Swing and how the event dispatch thread works
e  How to execute a long-running task off the event dispatch thread
e  How to use pluggable look and feel in Swing
¢  How to use skinnable look and feel using Synth
e  How to perform drag and drop between Swing components
e  How to create a multiple document interface (MDI) application
e  How to use the Toolkit class to make a beep and know the screen details
e  How to decorate Swing components using JLayer
e  How to create translucent windows

e  How to create shaped windows

Using HTML in Swing Components

Usually, you display the text on a component using one font and color, and in one line. If you want to display text on a
component using different fonts and color or in multiple lines, you can do so using an HTML string as the text for the
component. Swing components have built-in support for displaying HTML text as their labels. You can use an
HTML-formatted string as a label for a JButton, JMenuItem, JLabel, JToolTip, JTabbedPane, JTree, etc. using an
HTML string, which should start and end with the <html> and </html> tags, respectively. For example, if you want to
display the text “Close Window” on a JButton as its label (Close in boldface font and Window in plain font), you can
do so as follows:

JButton bl = new JButton("<html><b>Close</b> Window</html>");

Most of the time, placing an HTML string inside <html> and </html> tags will work fine. However, if a line in
an HTML string starts with a slash (/), it may not display correctly. For example, <html>/Close Window</html> will
display nothing and <html>/Close Window <b>Problem</b></html> will display only Problem. To avoid this kind of
problem, you can always place your HTML-formatted string inside the <body> HTML tag as in <html><body>/Close
Window</body></html> and it will display as /Close Window. How can you display a string that contains HTML tags as
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a label? Swing lets you disable the default HTML interpretation using the html.disable component’s client property.
The following snippet of code disables the HTML property for a JButton and uses HTML tags in its label:

JButton b3 = new JButton();
b3.putClientProperty("html.disable", Boolean.TRUE);
b3.setText("<html><body>HTML is disabled</body></html>");

You must set the text for the component after you disable the html.disable client property. The following
snippet of code shows some examples of using HTML formatted string as text for a JButton. The buttons are shown in
Figure 3-1 when the code was run on Windows XP.

JButton b1l = new JButton();
JButton b2 = new JButton();
JButton b3 = new JButton();
b1.setText("<html><body><b>Close</b> Window</body></html>");
b2.setText("<html><body>Line 1 <br/>Line 2</body></html>");

// Disable HTML text display for b3
b3.putClientProperty("html.disable", Boolean.TRUE);
b3.setText("<html><body>HTML is disabled</body></html>");

|£/HTML and Swing g@

[ Close ‘Window [ <html»<body >HTML is disabled </body =<fhtml: ]

Figure 3-1. Using an HTML-formatted string as text for Swing components’ labels

Threading Model in Swing

Most classes in Swing are not thread safe. They were designed to work with only one thread. It does not mean that you
cannot use multiple threads in a Swing application. All it means is that you must understand Swing’s thread model to
write a thread-safe Swing application.

Swing’s thread safety rule is very simple. It states that once a Swing component has been realized, you must
modify or access that component’s state on the event dispatch thread. A component is considered to be realized if
it has been painted or it is ready to be painted. A top-level container in Swing is realized when you call its pack(),
setVisible(true), or show() method for the first time. When a top-level container is realized, all of its children are
also realized.

What is the event dispatch thread? It is a thread automatically created by the JVM when it detects that it is
working with a Swing application. The JVM uses this thread to execute the Swing component’s event handlers.
Suppose you have a JButton with an action listener. When you click the JButton, the code in the actionPerformed()
method (which is the JButton’s clicked event handler code) is executed by the event dispatch thread. You
used a JButton in examples in previous chapters. You never paid attention to the thread that executed the
actionPerformed() method of its action listener. Typically, you need not concern yourself about the threading issue
in simple Swing applications like the ones you have been using. Now that you know an event dispatch thread exists
in every Swing application, let’s unravel the mystery of how it works. You will be using two classes throughout this
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discussion in this section. They are helper classes used in a Swing application to deal with its threading model.
The classes are

e SwingUtilities
e SwingWorker

How do you know that your code is executing in the event dispatch thread? It is very simple to know whether
your code is executing in the event dispatch thread or not, by using the static method isEventDispatchThread() of
the SwingUtilities class. It returns true if your code is executing in the event dispatch thread. Otherwise, it returns
false. For debugging purposes, you can write the following statement anywhere in your Java code. If it prints true, it
means your code was executed in the event dispatch thread.

System.out.println(SwingUtilities.isEventDispatchThread());
Consider the program shown in Listing 3-1.

Listing 3-1. A Bad Swing Application

// BadSwingApp.java
package com.jdojo.swing;

import javax.swing.SwingUtilities;
import java.awt.BorderlLayout;
import java.awt.Container;

import javax.swing.JFrame;

import javax.swing.JComboBox;

public class BadSwingApp extends JFrame {
JComboBox<String> combo = new JComboBox<>();

public BadSwingApp(String title) {
super(title);
initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = this.getContentPane();
contentPane.add(combo, BorderLayout.NORTH);

// Add an ItemEvent listener to the combobox
combo.addItemListener(e ->
System.out.println("isEventDispatchThread(): " +
SwingUtilities.isEventDispatchThread()));

combo.addItem("First");

combo.addItem("Second");
combo.addItem("Third");
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public static void main(String[] args) {
BadSwingApp badSwingApp = new BadSwingApp("A bad Swing App");
badSwingApp.pack();
badSwingApp.setVisible(true);

The program is a simple Swing application, but it contains a potential bug. It displays a JComboBox in a JFrame.
In the initFrame() method, it adds an item listener to the JComboBox. Then it adds three items to the JComboBox. The
item listener simply prints a message showing whether it is executed by the event dispatch thread. As usual, you run
the application by creating the frame, packing it, and making it visible. The application prints the following text on the
standard output:

isEventDispatchThread(): false

Did I not say that it is the job of the event dispatch thread to execute events of all Swing components? Let’s not
lose hope, so select another item from the combo box such as "Second" or "Third" when the application is running.
You would see the following message printed on the standard output:

isEventDispatchThread(): true

The first time, the item listener event for the combo box is executed on a non-event-dispatch thread, and from
the second time onward, it is executed on the event dispatch thread. To know why this is happening in this small
application, you need to know when the event dispatch thread is created, and when it starts handling events. The
event dispatch thread waits for the events that are generated from the user’s interaction with the GUI. Once the GUI
is created, all the users’ interactions with it are automatically handled by the event dispatch thread. In this case, the
“main” thread created the BadSwingApp frame in the main() method. The item event was triggered when the code
added the first item to the JComboBox even before GUI was created and shown. Since the “main” thread ran the
creation of the BadSwingApp frame, the main thread also handled the item event. There are two problems with this
program:

e Itisnotagood practice to add event handlers to a component first, and then do something
that fires that event handler before the GUI is shown. Make it a rule of thumb to add all event
handlers to a component at the end of the GUI-building code. You can fix this problem by just
moving the addItem() calls before the addItemListener() call in the initFrame() method.

e  Youneed to run all GUI code—from GUI building to making it visible—on the event dispatch
thread. This is also a simple thing to do. You need to use the invokeLater(Runnable r)
static method of the SwingUtilities class. The method takes a Runnable as its argument. It
schedules the Runnable to run on the event dispatch thread. Here is the correct way to start
a Swing application. You have not followed this way of starting your Swing application in any
examples in the previous chapters. You always created and showed your frames in the main()
method, which used the main thread to build and show the GUI. I did not follow the correct
way of building and showing the GUI, because my focus was to demonstrate the topic that
I'was discussing. This is the right time for you to learn how to start your Swing applications
correctly.

// Correct way to start a Swing application
SwingUtilities.invokelater(() -> {
BadSwingApp badSwingApp = new BadSwingApp(“A bad Swing App”);
badSwingApp.pack();
badSwingApp.setVisible(true);
D;
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If you replace the existing code inside the main(String[] args) method of Listing 3-1 with
this code, the application will print isEventDispatchThread(): true when itis run, because
invokeLater() method of the SwingUtilities class will schedule the GUI-building code to
run on the event dispatch thread. Once you start your application this way, it guarantees that
all event handlers for your application will be executed on the event dispatch thread. The

call to the SwingUtilities.invokelater(Runnable 1) method will start the event dispatch
thread if it is not already started.

The SwingUtilities.invokelater() method call returns immediately and the run() method of its Runnable
argument is executed asynchronously. That is, its run() method’s execution is queued to the event dispatch thread for
later execution.

There is another important static method called invokeAndWait(Runnable r) in the SwingUtilities class.

This method is executed synchronously and it does not return until the run() method of its Runnable argument
has finished executing on the event dispatch thread. This method may throw an InterruptedException or
InvocationTargetException.

Tip The SwingUtilities.invokeAndWait(Runnable r) method should not be called from the event dispatch
thread because the thread that executes this method call waits until the run() method has finished. If you execute this
method call from the event dispatch thread, it will be queued to the event dispatch thread and the same thread (the event
dispatch thread) will be waiting. Executing this method call in the event dispatch thread generates a runtime error.

Sometimes you may want to use the invokeAndWait() method of the SwingUtilities class to start a Swing
application instead of the invokelLater() method. For example, the following snippet of code starts a Swing
application and prints a message on console that the application has started:

try {
SwingUtilities.invokeAndWait(() -> {
JFrame frame = new JFrame();
frame.pack();
frame.setVisible(true);

B;

System.out.println("Swing application is running...");

// You can perform some non-swing related work here
}
catch (Exception e) {

e.printStackTrace();
}

Sometimes you may have to perform a time-consuming task in a Swing application. If you perform the time-
consuming task on the event dispatch thread, your application will become unresponsive, which users are not
going to like. You should perform long tasks in a separate thread other than the event dispatch thread. Note that it
is likely that when the task is finished, you will want to update the GUI or display a result in a component, which is
part of your GUI. This will require you to access Swing components from a non-event dispatch thread. You can use
the invokelater() and invokeAndWait () methods of the SwingUtilities class to update the Swing component
from your separate thread. However, Swing provides a Swinghorker class, which makes it easy to work with multiple
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threads in a Swing application. It takes care of starting a new thread and executing some pieces of code in a new
background thread and some pieces of code in the event dispatch thread. You need to know which methods in the
SwingWorker class will be executed in the new thread and the event dispatch thread.

The SwingWorker<T,V> class is declared abstract. The type parameter T is the result type produced by this
class and the type parameter V is the intermediate result type. You must create your custom class inheriting from it.
It contains few methods of interest where you would write your custom code:

e doInBackground(): This is the method where you write the code to perform a time-consuming
task. It is executed in a separate worker thread. If you want to publish intermediate results, you
can call the publish() method of the SwingWorker class from this method, which in turn will
callits process () method. Note that you are not supposed to access any Swing component in
this method, as this method does not execute on the event dispatch thread.

e process(): This method is called as a result of a publish() method call. This method executes
on the event dispatch thread, and you are free to access any Swing component in this method.
A call to the process() method may be a result of many calls to the publish() method. Here
are the method signatures for these two methods:

protected final void publish(V... chunks)
protected void process(List<V> chunks)

e The publish() method accepts a varargs argument. The process() method passes all
arguments to the publish() method packed in a List. If more than one call to the publish()
method are combined together, the process () method gets all those arguments in its List
argument.

e done(): When the doInBackground() method finishes, normally or abnormally, the done()
method is called on the event dispatch thread. You can access Swing components in this
method. By default, this method does nothing.

e execute(): You call this method when you want to start executing your task in a separate
thread. This method schedules the SwingWorker object to be executed on a worker thread.

e get(): This method returns the result of the task as returned from the doInBackground()
method. If the SwingWorker object has not finished executing the doInBackground() method,
the call to this method blocks until the result is ready. It is not suggested to call this method on
the event dispatch thread, as it will block all events until it returns.

e cancel(boolean mayInterruptIfRunning): This method cancels the taskif it is still running.
If the task has not been started, the task never runs. Make sure to check for the cancelled state
and for any interruptions in the doInBackground() method and exit the method accordingly.
Otherwise, your process will not respond to the cancel() call.

e isCancelled():Itreturns true if the process has been cancelled. Otherwise, it returns false.

e  isDone(): It returns true if the task has completed. A task may complete normally or by
throwing an exception or by cancellation. Otherwise, it returns false.

Tip Itisimportant to note that a SwingWorker object is of a use-and-throw kind. That is, you cannot use it more than
once. Calling its execute() method more than once does not do anything.
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Let’s start discussing a simple use of the Swinghorker class. Suppose you want to perform a time-consuming
task that computes a number, say an integer, in a separate thread. You want to retrieve the result of the processing
by polling. That is, you will periodically check if the process has finished processing. Here is a simple use of the
SwingWorker class:

// First, create a custom SwingWorker class, say MySwingWorker.
public class MySwingWorker extends SwingWorker<Integer, Integer> {
@0verride
protected Integer doInBackground() throws Exception {
int result = -1;
// Write code to perform the task

return result;

}

// Create an object of your SwingWorker class and execute the task
MySwingWorker mySW = new MySwingWorker();
mySW.execute();

// Keep checking for the result periodically. You need to wrap the get()
// call inside a try-catch to handle any exceptions.
if (mySW.isDone()) {
int result = mySW.get();
}

Listing 3-2 and Listing 3-3 demonstrate how the SwingWorker class works. When you run the code in Listing 3-3,
it displays a frame, shown in Figure 3-2. You can start the task by clicking the Start button. You can cancel the task
anytime by clicking the Cancel button. The intermediate result is displayed in a JLabel. The SwingWorkerProcessor
class is simple. It accepts a SwingWorkerFrame, a counter, and a time interval. It computes the sum of 1 to the number
to the counter. It sleeps for the specified time interval after it adds a number to the result. It displays the intermediate
iteration and the final result using the process() and done () methods.

Listing 3-2. A Custom SwingWorker Class

// SwingWorkerProcessor.java
package com.jdojo.swing;

import javax.swing.SwingWorker;
import java.util.list;

public class SwingWorkerProcessor extends SwingWorker<Integer, Integer> {
private final SwingWorkerFrame frame;
private int iteration;
private int intervalInMillis;

public SwingWorkerProcessor(SwingWorkerFrame frame, int iteration,
int intervalInMillis) {
this.frame = frame;
this.iteration = iteration;
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if (this.iteration <= 0) {
this.iteration = 10;
}

this.intervallnMillis = intervalInMillis;

if (this.intervalInMillis <= 0) {
this.intervalInMillis = 1000;
}

}

@0verride
protected Integer doInBackground() throws Exception {
int sum = 0;
for (int counter = 1; counter <= iteration; counter++) {
sum = sum + counter;

// Publish the result to the GUI
this.publish(counter);

// Make sure it listens to an interruption and exits this
// method by throwing an appropriate exception
if (Thread.interrupted()) {
throw new InterruptedException();
}

// Make sure the loop exits, when the task is cancelled
if (this.isCancelled()) {

break;
}
Thread.sleep(intervalInMillis);
}
return sum;
}
@0verride

protected void process(List<Integer> data) {
for (int counter : data) {
frame.updateStatus(counter, iteration);
}

}

@0verride

public void done() {
frame.doneProcessing();

}
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Listing 3-3. A Swing Application to Demonstrate How a SwingWorker Class Works

// SwingWorkerFrame.java
package com.jdojo.swing;

import javax.swing.JFrame;

import java.awt.Container;

import javax.swing.JLabel;

import javax.swing.JButton;

import java.awt.Borderlayout;

import java.util.concurrent.ExecutionException;

public class SwingWorkerFrame extends JFrame {

String startMessage = "Please click the start button...";

JLabel statuslabel = new JLabel(startMessage);
JButton startButton = new JButton("Start");
JButton cancelButton = new JButton(“Cancel");
SwingWorkerProcessor processor;

public

}

SwingWorkerFrame(String title) {
super(title);
initFrame();

private void initFrame() {

public

public

this.setDefaultCloseOperation(EXIT ON_CLOSE);
Container contentPane = this.getContentPane();
cancelButton.setEnabled(false);

contentPane.add(statusLabel, BorderLayout.NORTH);
contentPane.add(startButton, BorderLayout.WEST);
contentPane.add(cancelButton, BorderLayout.EAST);

startButton.addActionListener(e -> startProcessing());
cancelButton.addActionListener(e -> cancelProcessing());

void setButtonStatus(boolean canStart) {

if (canStart) {
startButton.setEnabled(true);
cancelButton.setEnabled(false);

}
else {
startButton.setEnabled(false);
cancelButton.setEnabled(true);
}

void startProcessing() {

setButtonStatus(false);

processor = new SwingWorkerProcessor(this, 10, 1000);
processor.execute();
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public void cancelProcessing() {
// Cancel the processing
processor.cancel(true);
setButtonStatus(true);

}

public void updateStatus(int counter, int total) {
String msg = "Processing " + counter + " of " + total;
statusLabel.setText(msg);

}

public void doneProcessing() {
if (processor.isCancelled()) {

statusLabel.setText("Process cancelled ...");
}
else {
try {
// Get the result of processing
int sum = processor.get();
statusLabel.setText("Process completed. Sum is " + sum);
}
catch (InterruptedException | ExecutionException e) {
e.printStackTrace();
}
}

setButtonStatus(true);

public static void main(String[] args) {
SwingUtilities.invokelater(() -> {
SwingWorkerFrame frame
= new SwingWorkerFrame("SwingWorker Frame");
frame.pack();
frame.setVisible(true);

};

swingworker Fr -0l x|
Processing 4 of 10

Start ‘ Cancel

Figure 3-2. Demonstrating the use of the SwingWorker class
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Pluggable Look and Feel

Swing supports pluggable look and feel (L&F). You can change the L&F for a Swing application using the
setLookAndFeel(String lafClassName) static method of the UIManager class. The method throws checked
exceptions that will require you to handle exceptions. The 1lafClassName argument of the method is the fully qualified
name of the class providing the L&F. The following snippet of code sets the L&F for Windows using a generic catch
block to handle all types of exceptions:

String windowsLAF= "com.sun.java.swing.plaf.windows.WindowsLookAndFeel";
try {

}

catch (Exception e) {
e.printStackTrace();

}

UIManager.setLookAndFeel(windowsLAF);

Typically, you set the L&F before you start a Swing application. If you change the L&F after the GUI has
been shown, you will need to update the GUI using the updateComponentTreeUI(container) method of the
SwingUtilities class. Changing the L&F may force changes in the component’s size and you may want to pack your
container using the pack() method again. You may end up writing the following three lines of code when you change
the L&F of an application after the GUI has been shown:

// Assuming that frame is a reference to a JFrame object and windowsLAF contains the
// L&F class name for Windows L&F, set the new L&F, update the GUI, and pack the frame.
UIManager.setLookAndFeel(windowsLAF);

SwingUtilities.updateComponentTreeUI(frame);

frame.pack();

The following two methods of the UIManager class return the class names for the default Java L&F and the
system L&F:

e String getCrossPlatformLookAndFeelClassName()
e String getSystemLookAndFeelClassName()

The system L&F gives the Swing components an L&F of the native system and it will differ from system to
system. If you want your application to look the same as the native L&F, you can achieve that by using the following
piece of code without worrying about the actual name of the class representing the system L&F on the machine your
application will run:

// Set the system (or native) L&F
UIManager.setLookAndFeel (UIManager.getSystemLookAndFeelClassName());

It is not always necessary to set the L&F for your Swing application. Swing will use the default Java L&F on its
own when you start the application. If the call to UIManager . setLookAndFeel() fails, your Swing application will use
the current L&F, which is the default Java L&F if it is the first time you tried to set a new L&F. Although it is possible
to create your own L&F, it is not easy to do so. However, Java 5.0 added the Synth L&F to facilitate the creation of a
skinnable L&F. I will discuss Synth L&F in the next section.

You can use the UIManager class to list all installed L&F on your computer that you can use in your Swing
application. The program in Listing 3-4 lists all available L&F on your machine. The output was obtained when the
program was run on Windows; you may get a different output.
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Listing 3-4. Knowing the Installed L&F on Your Machine

// 1Ins

talledLookAndFeel.java

package com.jdojo.swing;

import
import

public

Name:
Name:
Name:
Name:
Name:

javax.swing.UIManager;
javax.swing.UIManager.LookAndFeelInfo;

class InstalledLookAndFeel {
public static void main(String[] args) {
// Get the list of installed L&F
LookAndFeelInfo[] laflList = UIManager.getInstalledLookAndFeels();

// Print the names and class names of all installed L&F
for (LookAndFeelInfo lafInfo : laflList) {

String name = lafInfo.getName();

String className = lafInfo.getClassName();

System.out.println("Name: " + name +
", Class Name: " + className);

Metal, Class Name: javax.swing.plaf.metal.MetallookAndFeel

Nimbus, Class Name: javax.swing.plaf.nimbus.NimbusLookAndFeel

CDE/Motif, Class Name: com.sun.java.swing.plaf.motif.MotifLookAndFeel

Windows, Class Name: com.sun.java.swing.plaf.windows.WindowsLookAndFeel

Windows Classic, Class Name: com.sun.java.swing.plaf.windows.WindowsClassicLookAndFeel

Listing 3-5 builds a JFrame that lets you experiment with the installed L&F for the current platform. By default,
the current L&F is selected. Select a different L&F from the list and the application's L&F is changed accordingly. You
will get a different list of L&F on different platforms. Figure 3-3 and Figure 3-4 show the frame when the application
was run on Windows and Linux, respectively.

Listing 3-5. Experimenting With Installed Look and Feels on the Current Platform

// Ins
packag

import
import
import
import
import
import
import
import
import
import
import
import
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talledlLAF.java
e com.jdojo.swing;

java.awt.BorderLayout;
java.awt.Container;
java.awt.event.ItemEvent;
java.util.Map;
java.util.TreeMap;
javax.swing.AbstractButton;
javax.swing.BorderFactory;
javax.swing.Box;
javax.swing.ButtonGroup;
javax.swing.JButton;
javax.swing.JFrame;
javax.swing.JLabel;
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import
import
import
import
import
import
import
import
import

public

CHAPTER 3

javax.swing.JPanel;
javax.swing.JRadioButton;
javax.swing.JTextField;
javax.swing.LookAndFeel;
javax.swing.SwingUtilities;
javax.swing.UIManager;
javax.swing.UIManager.LookAndFeelInfo;
javax.swing.border.Border;
javax.swing.border.EtchedBorder;

class InstalledLAF extends JFrame {

JLabel namelbl = new JLabel("Name:");

JTextField nameFld = new JTextField(20);

JButton saveBtn = new JButton("Save");

JTextField lafClassNameFld = new JTextField();

ButtonGroup radioGroup = new ButtonGroup();

static final Map<String, String> installedLAF = new TreeMap<>();

static {
for (LookAndFeelInfo lafInfo : UIManager.getInstalledLookAndFeels()) {
installedLAF.put(lafInfo.getName(), lafInfo.getClassName());

}

}

public InstalledLAF(String title) {
super(title);
initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);
Container contentPane = this.getContentPane();

// Get the current look and feel

LookAndFeel currentLAF = UIManager.getLookAndFeel();

String currentlLafName = currentLAF.getName();

String currentlLafClassName = currentLAF.getClass().getName();

lafClassNameFld.setText(currentLafClassName);
lafClassNameFld.setEditable(false);

// Build the panels

JPanel topPanel = buildTopPanel();

JPanel leftPanel = buildLeftPanel(currentLafName);
JPanel rightPanel = buildRightPanel();
contentPane.add(topPanel, BorderLayout.NORTH);
contentPane.add(leftPanel, BorderLayout.WEST);
contentPane.add(rightPanel, BorderLayout.CENTER);
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private void setLAF(String lafClassName) {

}

try {
UIManager.setLookAndFeel(lafClassName);
SwingUtilities.updateComponentTreeUI(this);
this.pack();

}

catch (Exception e) {

e.printStackTrace();
}

private JPanel buildTopPanel() {

}

JPanel panel = new JPanel();
panel.add(lafClassNameFld);
panel.setBorder(getBorder("L&F Class Name"));
return panel;

private JPanel buildLeftPanel(String currentLafName) {

}

JPanel panel = new JPanel();
panel.setBorder(getBorder("L&F Name"));
Box vBox = Box.createVerticalBox();

// Add a radio button for each installed L&F
for (String lafName : installedLAF.keySet()) {
JRadioButton radioBtn = new JRadioButton(lafName);
if (lafName.equals(currentLafName)) {
radioBtn.setSelected(true);
}

radioBtn.addItemListener(this::changelAF);
vBox.add(radioBtn);
radioGroup.add(radioBtn);

}

panel.add(vBox);
return panel;

private JPanel buildRightPanel() {

JPanel panel = new JPanel();
panel.setBorder(getBorder("Swing Components"));

Box hBox = Box.createHorizontalBox();
hBox.add(namelLbl);

hBox.add(nameFld);

hBox.add(saveBtn);

panel.add(hBox);

return panel;
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private void changelLAF(ItemEvent e) {
if (e.getSource() instanceof AbstractButton) {
AbstractButton btn = (AbstractButton) e.getSource();
String lafName = btn.getText();
String lafClassName = installedLAF.get(lafName);
this.lafClassNameF1ld.setText(lafClassName);

try {
UIManager.setLookAndFeel(lafClassName);
SwingUtilities.updateComponentTreeUI(this);
this.pack();

}

catch (Exception ex) {
ex.printStackTrace();
}

}

private Border getBorder(String title) {
Border etched = BorderFactory.createEtchedBorder(EtchedBorder.LOWERED);
Border titledBorder = BorderFactory.createTitledBorder(etched, title);
return titledBorder;

}

public static void main(String[] args) {
SwingUtilities.invokelater(() -> {
InstalledLAF lafApp = new InstalledLAF("Swing L&F");
lafApp.pack();
lafApp.setVisible(true);

};

L&F Class Name

javax.swing.plaf metal MetalLookAndFeel

L&F Name Swing Components

(0 CDE/Motif Name:
@) Metal

{3 Nimbus
() Windows

() Windows Classic

Figure 3-3. The InstalledLAF frame on Windows
209

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 3 * ADVANCED SWING

Swing L&F x
L&F Class Name

javax.swing.plaf.metal. MetalLookAndFeel

L&F Name Swing Components

i} CDE/Motif Name: i Save
i) GTK+

® Metal

) Nimbus

Figure 3-4. The InstalledLAF frame on Linux

Skinnable Look-and-Feel

Swing supports a skin-based L&F called Synth. What is a skin? A skin in a GUI is a set of attributes that defines the
appearance of GUI components. Synth lets you define skins in an external XML file, and apply the skin at runtime

to change the appearance of your Swing application. Before Synth was introduced, you needed to write a lot of Java
code to have a custom L&F. With Synth, you do not need to write even one line of Java code to have a new custom L&F.
Synth L&F is defined in an XML file. You need to perform the following steps to use the Synth L&F:

e (Create an XML file and define the Synth L&F.
e Create an instance of the SynthLookAndFeel class.
SynthLookAndFeel laf = new SynthLookAndFeel();

e  Use the load() method of the SynthLookAndFeel object to load the Synth L&F from the XML
file. The load() method is overloaded. You can use a URL or an input stream to the XML file.

laf.load(url to your synth xml file);

or

laf.load(input_steam_for your synth xml file, MyClass.class);
e  Setthe Synth L&F using the UIManager.

UIManager.setLookAndFeel(laf);

Let’s discuss the loading process that can be used to load the XML file. A Synth L&F may use two different kinds
of external resources.

e  The XML file that defines the Synth L&F

e The resources such as images that are used in the Synth XML file
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When you use a URL to load a Synth XML file, the URL points to the XML file, and all paths for the resources referred
to in that XML file will be resolved relative to the URL. The following snippet of code loads a Synth XML file using a URL:

URL url = new URL("file:///C:/synth/synth_look_and_feel.xml");
laf.load(url);

You can load a Synth XML file using a URL that may refer to a local file system or a network. You can use an http
or ftp protocol to load a Synth XML file. You can also load a Synth XML file from a JAR file.

When you use the load(InputStream input, Class resourceBase) method to load the Synth XML file, the
input parameter is the InputStream for the XML file to be loaded and the resourceBase class object is used to resolve
the resources that are referred to inside that XML file. Suppose that you have the following folder structure on your
computer on a Windows operating system:

C:\javabook

C:\javabook\images\myimage.png
C:\javabook\synth\synthlaf.xml
C:\javabook\book\chapter3\images\myimage.png
C:\javabook\book\chapter3\synth\synthlaf.xml
C:\javabook\book\chapter3\MyClass.class

Suppose C:\javabook is set in the CLASSPATH and MyClass is a Java class defined in the com. jdojo.chapter3
package. The following snippet of code loads the synthlaf.xml:

// It will load C:\javabook\synth\synthlaf.xml because you are
// using a forward slash in the file path "/synth/synthlaf.xml"
Class cls = MyClass.class;

InputStream ins = cls.getResourceAsStream("/synth/synthlaf.xml");
laf.load(ins, cls);

// It will load C:\javabook\book\chapter3\synth\synthlaf.xml because you are
// not using a forward slash in the file path "synthlaf.xml"

Class cls = MyClass.class;

InputStream ins = cls.getResourceAsStream("synthlaf.xml");

laf.load(ins, cls);

In both cases, the class reference c1s will be used to resolve the path to the resources referenced in the XML file.
For example, if an image is referred as images/myimage.png, it will be loaded from C: \javabook\book\chapter3\
images\myimage.png. If the image is referred to as /images/myimage.png", the C:\javabook\images\myimage.png
file will be loaded.

Use the second version of the load() method, which is more flexible. You can package all your Synth L&F files
and related resource files in a JAR file without worrying about their actual location at runtime. During development,
you can place all your Synth files in a separate folder, which should be in your CLASSPATH. The only thing you need
to pay attention to is that if the file name starts with a forward slash, the path is resolved using the CLASSPATH. If your
file name does not start with a forward slash, the package path for that class is added in front of the file name and then
the CLASSPATH is used to resolve the path to your file.

Let’s start building your Synth L&F XML file. Set your goal before you start defining your Synth L&F. Figure 3-5
shows a sample JFrame that uses the Java default L&F.
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|| Synth Look-and-Feel Frame Q@

| | Close

Figure 3-5. A sample JFrame using the default Java L&F

Name:

The JFrame contains three components: a JLabel, a JTextField, and a JButton. You will build an XML file to
define a Synth L&F for these components. The Java code to create this screen is shown in Listing 3-6. The code that is
of interest is in the main() method (shown below). For now, just create an empty XML file named synthlaf.xml and
save it in the CLASSPATH.

try {
SynthLookAndFeel laf = new SynthLookAndFeel();
Class cls = SynthLookAndFeelFrame.class;
InputStream ins = cls.getResourceAsStream("/synthlaf.xml");
laf.load(ins, cls);
UIManager.setLookAndFeel(laf);
}

catch (Exception e) {
e.printStackTrace();
}

Listing 3-6. Using a Synth L&F for Swing Components

// SynthLookAndFeelFrame.java
package com.jdojo.swing;

import java.io.InputStream;

import java.awt.Container;

import java.awt.FlowlLayout;

import javax.swing.JButton;

import javax.swing.JFrame;

import javax.swing.JLabel;

import javax.swing.JTextField;

import javax.swing.UIManager;

import javax.swing.plaf.synth.SynthLookAndFeel;

public class SynthLookAndFeelFrame extends JFrame {
JLabel namelLabel = new JLabel("Name:");
JTextField nameTextField = new JTextField(20);
JButton closeButton = new JButton("Close");

public SynthLookAndFeelFrame(String title) {
super(title);
initFrame();

}

private void initFrame() {
this.setDefaultCloseOperation(EXIT ON_CLOSE);
Container contentPane = this.getContentPane();
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contentPane.setLayout(new FlowLayout());
contentPane.add(namelLabel);
contentPane.add(nameTextField);
contentPane.add(closeButton);

}
public static void main(String[] args) {
try {
SynthLookAndFeel laf = new SynthLookAndFeel();
Class ¢ = SynthLookAndFeelFrame.class;
InputStream ins = c.getResourceAsStream("/synthlaf.xml");
laf.load(ins, c);
UIManager.setLookAndFeel(laf);
}

catch (Exception e) {
e.printStackTrace();
}

SynthLookAndFeelFrame frame =

new SynthLookAndFeelFrame("Synth Look-and-Feel Frame");
frame.pack();
frame.setVisible(true);

In its simplest form, a Synth XML file looks as shown:

<?xml version="1.0"?>
<synth version="1">
</synth>

The root element is <synth>, and optionally, you may specify a version number, which should be 1. You have not
defined any L&F-related styles in the XML file. Let’s run the SynthLookAndFeelFrame class with these contents in the
synthlaf.xml file. If you encounter a problem in running the class because it does not find the synthlaf.xml file,
change the 1oad() method call in the main() method to use a URL instead of an InputStream. Figure 3-6 shows the
JFrame that you get when you run the SynthLookAndFeelFrame class.

|£: Synth Look-and-Feel Frame E]@

Mame: Close

Figure 3-6. A JFrame with a Synth L&F where the Synth XML file does not define any styles
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You did not expect a JFrame like this, did you? You will fix it in a minute. By default, a Synth L&F sets a white
background with no border for all components. This is the reason why the JLabel, JTextField, and JButton run
together on the screen. A JTextField is still there on the screen, but it has no border.

Let’s define a style. A style is defined using a <style> element. It has a mandatory attribute named id thatis a
unique identifier for the style. The id attribute's value is used when you bind the style to a component.

<?xml version="1.0"?>
<synth version="1">
<style id="buttonStyle">
<!-- Style specific elements go here -->
</style>

</synth>

Defining the style itself does not have any effect. You must bind a style to one or more components to see the style
in action. Binding a style to a component is accomplished using a <bind> element, which has the three attributes:

e style
e type
o key

The style is the value of the id attribute of a style element that you are binding to this component.

The type attribute determines the type of binding. Its value is either region or name. Each Swing component
has at least one region. Some components have more than one region. All regions of a component have a name.
Regions are defined by constants in the Region class, which is in the javax.swing.plaf.synth package. For example,
a JButton has one region called Button that is represented by the Region.BUTTON constant; a JTextField has one
region called TextField that is represented by the Region.TEXT_FIELD constant; a JTabbedPane has four regions
called TabbedPaneContent, TabbedPaneTabArea, TabbedPaneTab, and TabbedPane. Please refer to the documentation
for the Region class for the complete list of regions. If you use the value name, it refers to the value returned by the
getName () method of the component. You can set a name for a component using its setName () method.

The key attribute is a regular expression that is used to match the region or name depending on the value used
for the type attribute. For example, the regular expression ".*" matches any region or name. Typically, you use ", *"
as a key value to bind a default style to all components.

Here are some examples of using the <bind> element to bind a style to a component:

<!-- Bind a buttonStyle style to all JButtons -->
<bind style="buttonStyle" type="region" key="Button" />

<!-- Bind a defaultStyle to all Swing components -->
<bind style="defaultStyle" type="region" key=".*" />

<!-- Bind myDefaultStyle to all components whose name returned by their getName() method starts with
"com.jdojo". Here \. means one dot and .* means any characters zero or more times -->

<bind style="mydefaultStyle" type="name" key="com\.jdojo.*" />

Let’s define some styles for a JButton. All styles must be defined inside a <style> element. You can set the
opacity in a style using a <opaque> element. It has a value attribute that could be true or false, as shown:

<opaque value="true"/>
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A component can be in one of the seven states: ENABLED, MOUSE_OVER, PRESSED, DISABLED, FOCUSED, SELECTED, or
DEFAULT. Not all components support all seven states. You can define style properties that apply to a specific state or
all states. You define state specific properties using a <state> element. You need to specify a value attribute with one
of the seven state values if the style properties only apply to a specific state. If you want to define some style properties
for more than one state, you can separate state names with an AND. The following <style> element will define styles
for a component when a mouse is over it and it is also focused:

<state value="MOUSE_OVER AND FOCUSED">
</state>

If multiple styles exist for the same state, the style definition associated with the most specific state is used.
Suppose you have defined styles for two states: MOUSE_OVER and FOCUSED and MOUSE_OVER. When the component has
the mouse over its region and it is in focus, the first style is applied; if the component is not in focus, but it has a mouse

over its region, the second style is applied.
Modify the synthlaf.xml file with the contents shown and rerun the application:

<?xml version="1.0"?>
<synth version="1">
<style id="buttonStyle">
<opaque value="true"/>
<insets top="4" bottom="4" left="6" right="6"/>
<imageIcon id="closeIconId" path="/images/close icon.png"/>
<property key="Button.textShiftOffset" type="Integer" value="2"/>
<property key="Button.icon" type="idref" value="closeIconId"/>
<state>
<font name="Serif" size="14" style="BOLD"/>
<color value="LIGHT GRAY" type="BACKGROUND"/>
<color value="BLACK" type="TEXT_FOREGROUND"/>
</state>
<state value="PRESSED">
<color value="GRAY" type="BACKGROUND"/>
<color value="BLACK" type="TEXT_FOREGROUND"/>
</state>
</style>
<bind style="buttonStyle" type="region" key="Button"/>
</synth>

Press the Close button and you will find that it works much better than before. Its background color changes
when you press it. Its text shifts right and down when it is in pressed.
Let’s discuss all styles used in this XML file:

e  The buttonStyle style defines styles for a JButton. The <opaque> element defines that the
JButton will be opaque. The <insets> element sets the insets for the JButton.
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e  The <imageIcon> element defines an image resource. This element does not do anything by
itself. You will need to refer to its id attribute’s value in some other place when you need to
use an image. Its path attribute refers to the path of the image file. It uses the getResource()
method of the class object you pass to the 1oad() method to locate the image file. You have
used /images/close_icon.png as the path. It means that you need to have a folder named
images under a folder, which is in the CLASSPATH, and you need to place a close_icon.
png file under the images folder. If you used a URL to load a synth XML file, your path for
the image will change accordingly. Suppose you loaded a Synth XML file using a URL string
"file:///c:/mysynth/synthlaf.xml". This URL has file:///c:/mysynth/ as the base and
all paths in your XML will be resolved relative to this base. For example, if you specify images/
close_icon.png as a path in a <imageIcon> element, file:///c:/mysynth/images/close_
icon.png will be the path used to load your image file. If you specify /images/close_icon.
png as the path for in a <imageIcon> element, it will be treated as an absolute path, and Synth
will attempt to load the image file using a file://images/close_icon.png path. It is very
important that you understand how a resource lookup is affected by your choice of using
different versions of the 1oad() method of the SynthLookAndFeel class. It is better to use a
URL and place all resources under the base folder of the URL. You can pack all resources
including the Synth XML file in a JAR file and use a URL version of the load() method.

A <property> element is used to set a property for a component. You cannot set any property of a component using
a<property> element. A <property> element has three attributes: key, type, and value. The key attribute specifies the
property name. The type attribute is the type of property, and its value could be idref, boolean, dimension, insets,
integer, or string. The type attribute is optional, and it defaults to idref, which means the value attribute’s value is
an id referring to another element. You have set two properties for the JButton. One is the Button.textShiftOffset
property, which is used to shift the JButton’s text when it is pressed. Another property is an image icon for the JButton
called Button. icon. You have not specified the type attribute, which is defaulted to idref. The value attribute for the
<property> elementis closeIconId, which is the id of an <imageIcon> element that defines the close image.

You can define a color attribute using a <color> element. You set the value for the type and value attributes of
a <color> element. The type attribute can have one of the four values: FOREGROUND, BACKGROUND, TEXT_FOREGROUND,
TEXT_BACKGROUND, and FOCUS. You can specify the value for the value attribute using constant names from the java.
awt.Color class or a hex value in #RRGGBB or #AARRGGBB form. In the hex form, AA, RR, GG, and BB are values for alpha,
red, green, and blue components of the color.

You can define a font style using a <font> element. It has three attributes: name, size, and style. The style
attribute is optional and it defaults to PLAIN. Other values for style attribute are BOLD and ITALIC.

Finally, you combine different styles and put them under a <state> element. You have set one set of styles for
all states and one set for the PRESSED state in your buttonStyle. Note that your JButton will have a background
color of LIGHT_GRAY by default. Its background color will change to GRAY when it is pressed. When you run the
SynthLookAndFeel class with this XML file, the screen looks as shown in Figure 3-7. Note that you have set an icon for
the Close button. The background color changes when you press the Close button.

| = S_Enth Look-aniFe_e! Frame g@

Name: >< Close

Figure 3-7. Using an icon with the Synth look and feel
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You do not have a border for the JButton and JTextField. There are two ways to set a border in Synth: you can
use an image or write Java code. I will discuss both ways to set a border. If you want a border to be painted by an
image, you need to use an <imagePainter> element, as shown:

<imagePainter path="/images/line_border.png"
sourcelnsets="2 2 2 2"
paintCenter="false"
method="buttonBorder" />

The path attribute specifies the path of the image that is used to paint the border. The sourceInsets attribute
specifies insets of the source image. The painterCenter attribute specifies if the center of the image should be drawn
or just the border. If you want to draw a border, you should set this attribute to false. If you want to draw an image
as a background, you should set this attribute to true. The method attribute is the name of the paint method in the
javax.swing.plaf.synth.SynthPainter class. This class has a paint method to paint every component. The method
name is of the form paintXxxYyy(), where Xxx is a component name and Yyy is an area to paint. The value of the
method attribute is set to xxxYyy by leaving the “paint” word out and using a lowercase first character. For example, to
paint a button’s border, the paint method name is paintButtonBorder (). The method attribute value for this method
is buttonBorder. You can also set an image as a background for a component using a <imagePainter> element. The
following style will set button_background.png as the background for a JButton:

<imagePainter path="/images/button_background.png"
sourcelnsets="2 2 2 2"
paintCenter="true"
method="buttonBackground" />

Tip By default, the image used in the <imagePainter> element is stretched to fit the size of the component. It means
that if you want the same border around multiple components, you need to create only one image to represent that border.
If you do not want the image stretched, you can set the stretch attribute of the <imagePainter> element to false.

If you want to write Java code to draw a border, you need to create a new class, which will inherit from the
SynthPainter class as listed in Listing 3-7. You need to override a specific paint method. This class overrides the
paintTextFieldBorder() and paintButtonBorder () methods. They simply draw a rectangle using a custom color
and stroke value.

Listing 3-7. A Custom Synth Border Painter Class for a JTextField and a JButton

// SynthRectBorderPainter.java
package com.jdojo.swing;

import javax.swing.plaf.synth.SynthPainter;
import javax.swing.plaf.synth.SynthContext;
import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.BasicStroke;

import java.awt.Color;
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public class SynthRectBorderPainter extends SynthPainter {

@0verride

public void paintTextFieldBorder(SynthContext context, Graphics g,

int x, int y, int w, int h) {
Graphics2D g2 = (Graphics2D)g;
g2.setStroke(new BasicStroke(2));
g2.setColor(Color.BLUE);
g2.drawRect(x, y, w, h);

}

@0verride
public void paintButtonBorder(SynthContext context, Graphics g,
int x, int y, int w, int h) {
Graphics2D g2 = (Graphics2D)g;
g2.setStroke(new BasicStroke(4));
g2.setColor(Color.RED);
g2.drawRect(x, y, w, h);

Now, you need to specify in your Synth XML file that you want to use your custom painter class to paint your
JButton’s border. An <object> element represents a Java object in a Synth XML file. To specify a custom Java painter,
you use a <painter> element, which needs an idref of an <object> element’s id and a method name, as shown:

<object id="borderPainterId" class="com.jdojo.swing.SynthRectBorderPainter"/>
<painter idref="borderPainterId" method="buttonBorder"/>

You final version of the Synth XML file is shown below. You have used a custom Java code to paint the border for
the Close button when it is pressed, and an image icon when it is not pressed. The border for the JTextField is drawn
using your custom Java code. You can modify the XML content to set styles for the JLabel. Finally, the JFrame looks as
shown in Figure 3-8.

<?xml version="1.0"?>
<synth version="1.0">
<style id="buttonStyle">
<opaque value="true"/>
<insets top="4" bottom="4" left="6" right="6"/>
<imageIcon id="closeIconId" path="/images/close icon.png"/>
<property key="Button.textShiftOffset" type="Integer" value="2"/>
<property key="Button.icon" type="idref" value="closeIconIld"/>
<state>
<imagePainter path="/images/line_border.png" sourceInsets="2 2 2 2"
paintCenter="false" method="buttonBorder"/>
<font name="Serif" size="14" style="BOLD"/>
<color value="LIGHT_GRAY" type="BACKGROUND"/>
<color value="BLACK" type="TEXT_FOREGROUND"/>
</state>
<state value="PRESSED">
<object id="borderPainterId"
class="com.jdojo.swing.SynthRectBorderPainter"/>
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<painter idref="borderPainterId" method="buttonBorder"/>
<color value="GRAY" type="BACKGROUND"/>
<color value="BLACK" type="TEXT_FOREGROUND"/>
</state>
</style>
<bind style="buttonStyle" type="region" key="Button"/>

<style id="textFieldStyle">
<insets top="4" bottom="4" left="4" right="4"/>
<state>
<color value="WHITE" type="BACKGROUND"/>
<object id="textFieldPainterId" class="com.jdojo.swing.SynthRectBorderPainter"/>
<painter idref="textFieldPainterId" method="textFieldBorder"/>

</state>
</style>
<bind style="textFieldStyle" type="region" key="TextField"/>
</synth>
- -
|=/ Synth Look-and-Feel Frame E]@
Name: X Close

Figure 3-8. Using borders in a Synth L&F

Drag and Drop

Drag and drop (DnD) is a way to transfer data in an application. You can also transfer data using a clipboard with cut,
copy, and paste actions.

DnD lets you transfer data by dragging a component and dropping it onto another component. The component
that is dragged is called the drag source; it supplies the data to be transferred. The component onto which the drag
source is dropped is called the drop target, it is the receiver of the data. It is the responsibility of the drop target to
accept the drop action and import the data supplied by the drag source. The data transfer is accomplished using a
Transferable object. Transferable is an interface in the java.awt.datatransfer package. The DnD mechanism is
shown in Figure 3-9.

Drag Source A Transferable Object > Drop Target

Figure 3-9. The data transfer mechanism used in DnD
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The Transferable interface contains the following three methods:
e DataFlavor[] getTransferDataFlavors()
e boolean isDataFlavorSupported(DataFlavor flavor)

e Object getTransferData(DataFlavor flavor) throws UnsupportedFlavorException,
IOException

Before you learn the three methods of the Transferable interface, you need to know why you need a
Transferable object to transfer data using DnD. Why does the drag target not get the data directly from the drag
source? You can transfer data using DnD within the same Java application, between two Java applications, from
a native application to a Java application, and from a Java application to a native application. The scope of a data
transfer is very wide, and it supports the transfer of a wide variety of data. The Transferable interface provides a
mechanism to pack the data and its type in an object. The receiver can query this object about the data type it holds,
and import the data if it fits the receiver’s requirements. An object of the DataFlavor class represents the details about
the data. I will not discuss the DataFlavor class in detail. It contains several constants to define the type of data; for
example, DataFlavor.stringFlavor represents Java’s Unicode string class. The first two methods of the Transferable
interface give details about the data. The third one returns the data itself as an Object. The drop target will use the
getTransferData() method to get the data supplied by the drag source.

Using DnD in Swing is easy. Most of the time, you need to write only one line of code to start using DnD. All you
need is to enable the dragging on the component, like so:

// Enable DnD for myComponent
myComponent.setDragEnabled(true);

After that, you can start using DnD on myComponent. Using DnD is UI-dependent. On a Windows platform, you
need to press the left mouse button on the drag source to start the drag action. To keep dragging the drag source, you
need to move the mouse while holding the left mouse button down. Releasing the left mouse button while the mouse
pointer is on a drop target performs the drop action. Throughout the DnD process, the user receives visual feedbacks.

All text components (JFileChooser, JColorChooser, JList, JTree, and JTable) have built-in drag support for
DnD. All text components and JColorChooser have built-in drop support for DnD. For example, suppose you have
a JTextField named nameFld and a JTextArea named descTxtArea. To start using DnD between them, you need to
write the following two lines of code:

nameFld.setDragEnabled(true);
descTxtArea.setDragEnabled(true);

You can select text in the JTextField, drag it, and drop it onto the JTextArea. The selected text in the JTextField
is transferred to the JTextArea. You can also drag text from the JTextArea to the JTextField.

How is the data transferred from one text component to another? Does it get copied or moved? The answer
depends on the drag source and the user’s action. A drag source declares the actions it supports. The user’s action
determines what action took place. For example, on the Windows platform, simple dragging indicates a MOVE action
whereas dragging with the Ctr1 key down indicates a Copy action, and dragging with Ctrl + Shift keys down
indicates a LINK action. Actions are represented by the constants declared in the TransferHandler class:

e TranferHandler.COPY
e TranferHandler.MOVE
e TranferHandler.COPY_OR_MOVE
e TranferHandler.LINK
e TranferHandler.NONE
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The drop action is not built-in for the JList, JTable, and JTree components. The reason is that the user’s
intention cannot be predicted when a drag source is dropped onto these components. You will need to write code
to get the drop action in place for these components. Note that they have built-in support for the drag action. DnD
provides you with appropriate information about the drop location on these components. These components let
you specify the drop mode using their setDropMode (DropMode dm) method. A drop mode determines how the drop
location is tracked during a DnD operation. Drop modes are represented by constants in the java.swing.DropMode
enum as listed in Table 3-1.

Table 3-1. The List of DropMode Enum Contants for JList, JTree, and JTable

DropMode Enum Constant ~ Using Component Description

ON JList The drop location is tracked using the index of existing items.
JTree
JTable
INSERT JList The drop location is tracked as the position where the data
JTree will be inserted.
JTable
INSERT_COLS JTable The drop location is tracked in terms of the column index
where the new columns will be inserted.
INSERT_ROWS JTable The drop location is tracked in terms of the row index where
the new rows will be inserted.
ON_OR_INSERT JList Tracks drop location as both ON and INSERT.
JTree
JTable
ON_OR_INSERT_ROWS JTable Tracks ON or INSERT with respect to row or column.
ON_OR_INSERT_COLS
USE_SELECTION JList It works the same as ON. It is the default drop mode. If you
JTree drag onto a component that is already selected, this mode
JTable changes the selection to the item on which the mouse cursor

is being dragged. However, the ON drop mode keeps the
user’s selection intact and selects the item temporarily on
which a mouse cursor is dragged. ON is a better choice for the
user’s experience. This option is only provided for backward
compatibility.

Let’s write some code to use DnD with a JList. You need to do the following:
e  Create a new class inheriting from the javax.swing.TransferHandler class.
e  Override some of the methods in the new class to handle the data transfer.

e Usethe JList’s setTransferHandler() method to set an instance of your transfer
handler class.

Listing 3-8 contains the code for a custom TransferHandler for a JList.
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Listing 3-8. A Custom TransferHandler for a JList

// ListTransferHandler.java
package com.jdojo.swing;

import java.awt.datatransfer.DataFlavor;

import java.awt.datatransfer.StringSelection;

import java.awt.datatransfer.Transferable;

import java.awt.datatransfer.UnsupportedFlavorException;
import java.io.IOException;

import javax.swing.DefaultlListModel;

import javax.swing.JComponent;

import javax.swing.JList;

import javax.swing.TransferHandler;

public class ListTransferHandler extends TransferHandler {
@0verride
public int getSourceActions(JComponent c) {
return TransferHandler.COPY_OR_MOVE;
}

@0verride

protected Transferable createTransferable(JComponent source) {
// Suppress the unchecked cast warning
@SuppressiWarnings("unchecked")
JList<String> sourcelist = (JList<String>)source;

String data = sourcelist.getSelectedValue();

// Uses only the first selected item in the list
Transferable t = new StringSelection(data);
return t;

}

@0verride

protected void exportDone(JComponent source, Transferable data, int action) {
// Suppress teh unchecked cast warning
@SuppressiWarnings("unchecked")
JList<String> sourcelist = (JList<String>)source;

String movedItem = sourcelist.getSelectedValue();

if (action == TransferHandler.MOVE) {
// Remove the moved item
DefaultlListModel<String> listModel
= (DefaultlListModel<String>) sourcelList.getModel();
listModel.removeElement(movedItem);
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@0verride
public boolean canImport(TransferHandler.TransferSupport support) {
// We only support drop, not copy-paste
if (!support.isDrop()) {
return false;

}

return support.isDataFlavorSupported(DataFlavor.stringFlavor);
}
@verride

public boolean importData(TransferHandler.TransferSupport support) {
// This is necessary to handle paste
if (!this.canImport(support)) {
return false;
}

// Get the data
Transferable t = support.getTransferable();
String data = null;

try {
data = (String) t.getTransferData(DataFlavor.stringFlavor);
if (data == null) {
return false;
}
}

catch (UnsupportedFlavorException | IOException e) {
e.printStackTrace();
return false;

}

// Get the drop location for the JList
JList.Droplocation droplocation
= (JList.DroplLocation) support.getDroplLocation();

int dropIndex = dropLocation.getIndex();
// Suppress the unchecked cast warning
@SuppressiWarnings("unchecked")

JList<String> targetList = (JList<String>)support.getComponent();

DefaultlListModel<String> listModel
= (DefaultlListModel<String>)targetList.getModel();

if (dropLocation.isInsert()) {
listModel.add(dropIndex, data);
}
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else {

}

listModel.set(dropIndex, data);

return true;

If you want to support the drop action for only a JList, you only need to override two methods: canImport()
and importData() in your transfer handler class. The canImport () method returns true if the drop target wants to
transfer the data. Otherwise, it returns false. In your code, you are making sure that this operation is a drop operation
and that the drag source supplies a string data. Note that if you set a custom TransferHandler object to a component,
the same TransferHandler object will also be used for cut-copy-paste operations. You code supports only a drop
operation. The importData() method reads the data from a Transferable object and inserts or replaces the item in
the JList based on the user’s action.

The default TransferHandler for the JList handles the drag action and supplies the data. However, once you
set your own TransferHandler, you lose the default feature, and you are responsible for adding that feature to your
TransferHandler. If you want to support a drag action, you need to write custom code for the createTransferable()
and getSourceActions() methods. The first method packs the data into a Transferable object and the second one
returns the kind of actions supported by the drag source. StringSelection is an implementation of the Transferable
interface to transfer Java strings.

If your drag source supports a MOVE action, you are supposed to provide code that will remove the item after the
move action. You get a placeholder to write cleanup code in the exportDone() method, as shown in Listing 3-9.

Listing 3-9 has the code that displays a JTextField and two JLists, which lets you demonstrate DnD for a
JList. Figure 3-10 shows the JFrame you get when you run the program in Listing 3-9. You can use DnD among any
of the three components: the JTextField and two JLists. There is one bug in the code. If you drag an item in the
JList and drop it in the same JList, nothing happens. It is left as an exercise for you to figure out this bug and fix it.

I will give you a hint: try removing the element before adding it to the same List in the importData() method of the
ListTransferHandler class. Also, this custom code supports only a single selection in the JList. You can customize
the code in the ListTransferHandler class to handle multiple selections in the JList.

Listing 3-9. Using DnD to Transfer Data Between Swing Components

// DragAndDropApp.java
package com.jdojo.swing;

import java.awt.BorderlLayout;

import java.awt.Container;

import javax.swing.Box;

import javax.swing.DefaultlListModel;
import javax.swing.DropMode;

import javax.swing.JFrame;

import javax.swing.JLabel;

import javax.swing.JList;

import javax.swing.JScrollPane;
import javax.swing.JTextField;
import javax.swing.ListSelectionModel;
import javax.swing.SwingUtilities;

public class DragAndDropApp extends JFrame {

private JLabel newLabel = new JLabel("New:");
private JTextField newTextField = new JTextField(10);
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private JlLabel sourcelabel = new JLabel("Source");

private JlLabel destlLabel = new JLabel("Destination");

private JList<String> sourcelist = new JList<>(new DefaultListModel<>());
private JList<String> destList = new JList<>(new DefaultlListModel<>());

public DragAndDropApp(String title) {
super(title);
populateList();
initFrame();

}

private void initFrame() {
Container contentPane = this.getContentPane();

Box nameBox = Box.createHorizontalBox();
nameBox.add(newLabel);
nameBox.add(newTextField);

Box sourceBox = Box.createVerticalBox();
sourceBox.add(sourcelabel);
sourceBox.add(new JScrollPane(sourcelist));

Box destBox = Box.createVerticalBox();
destBox.add(destLabel);
destBox.add(new JScrollPane(destlList));

Box listBox = Box.createHorizontalBox();
listBox.add(sourceBox);
listBox.add(destBox);

Box allBox = Box.createVerticalBox();
allBox.add(nameBox);
allBox.add(1listBox);

contentPane.add(allBox, BorderlLayout.CENTER);

// Our lists support only single selection

sourcelist.setSelectionMode(
ListSelectionModel.SINGLE SELECTION);

destlist.setSelectionMode(
ListSelectionModel.SINGLE SELECTION);

// Enable Drag and Drop for components
newTextField.setDragEnabled(true);
sourcelist.setDragEnabled(true);
destList.setDragEnabled(true);

// Set the drop mode to Insert

sourcelist.setDropMode (DropMode.INSERT);
destList.setDropMode(DropMode.INSERT);
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// Set the transfer handler
sourcelist.setTransferHandler(new ListTransferHandler());
destlist.setTransferHandler(new ListTransferHandler());

public void populatelist() {
DefaultlListModel<String> sourceModel
= (DefaultlListModel<String>) sourcelist.getModel();

DefaultListModel<String> destModel
= (DefaultlListModel<String>) destlList.getModel();
for (int i = 0; 1 < 5; i++) {
sourceModel.add(i, "Source Item " + i);
destModel.add(i, "Destination Item " + i);

public static void main(String[] args) {
SwingUtilities.invokelater(() -> {
DragAndDropApp frame = new DragAndDropApp("Drag and Drop Frame");
frame.pack();
frame.setVisible(true);

};

ﬂ;] Drag and Drop Frame @@]
|

rew:\sﬁrce ltemn 5

List 1 List 2
Source ftem 0 Destination ltem 0
Source ftem 1 Destination ltem 1

Destination item 2
Destination ltem 3
Destination lkem 4

Figure 3-10. A JFrame with a few Swing components supporting DnD
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Multiple Document Interface Application

Broadly speaking, there are three types of applications based on how windows are organized within an application to
present information to users. They are

¢  Single Document Interface (SDI)
e  Multiple Document Interface (MDI)
e Tabbed Document Interface (TDI)

In an SDI application, only one window is opened at any time. In an MDI application, one main window (also the
called parent window) is opened, and multiple child windows are open within the main window. In a TDI application,
one window is opened, which has multiple windows open as tabs. Microsoft Notepad is an example of an SDI
application, Microsoft Word 97 is an example of an MDI application (newer versions of Microsoft Word are SDI), and
Google Chrome browser is an example of a TDI application.

You can use Swing to develop SDI, MDI, and TDI applications. In an MDI application, you can open multiple
frames that will be instances of the JInternalFrame class. You can organize multiple internal frames in many ways.
For example, you can maximize and minimize them; you can view them side by side in a tiled fashion, or you can view
them in a cascaded form. The following are four classes you will be working with in an MDI application:

e JInternalFrame
e  JDesktopPane

e  DesktopManager
e JFrame

An instance of the JInternalFrame class acts as a child window that is always displayed inside the area of its
parent window. For the most part, working with it is the same as working with a JFrame. You add Swing components
to its content pane, pack them using the pack () method, and make it visible using the setVisible(true) method. If
you want to listen to window events such as activated, deactivated, etc., you need to add an InternalFramelListener
to the JInternalFrame instead of aWindowListener, which is used for a JFrame. You can set various properties
in its constructor or using setter methods. The following snippet of code shows how to use an instance of the
JInternalFrame class:

String title = "A Child Window";
Boolean resizable = true;
Boolean closable = true;
Boolean maximizable = true;
Boolean iconifiable = true;
JInternalFrame iFrame =
new JInternalFrame(title, resizable, closable, maximizable, iconifiable);

// Add components to the iFrame using iFrame.add(...)

// Pack eth frame and make it visible
iFrame.pack();
iFrame.setVisible(true);

An instance of the JDesktopPane class is used as a container (not as a top-level container) for all child windows
that are instances of the JInternalFrame class. It uses a null layout manager. You add it to a JFrame. You would like
to store the reference to the desktop pane as an instance variable to the JFrame, so that you can get to it to work with
child windows later.
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// Create a desktop pane
JDesktopPane desktopPane = new JDesktopPane();

// Add all JInternalFrames to the desktopPane
desktopPane.add(iFrame);

You can get all JInternalFrames that are added to a JDesktopPane using its getAl1Frames () method.

// Get the list of child windows
JInternalFrame[] frames = desktopPane.getAllFrames();

A JDesktopPane uses an instance of the DesktopManager interface to manage all internal frames. The
DefaultDesktopManager class is an implementation of the DesktopManager interface. If you want to customize
the way a desktop manager manages the internal frames, you need to create your own class inheriting from
DefaultDesktopManager. You can set your custom desktop manager using the setDesktopManager () method of
JDesktopPane. The desktop manager has many useful methods. For example, if you want to close an internal frame
programmatically, you can use its closeFrame () method. The user can also close an internal frame using the context
menu that is provided if you make it closable. You can get the reference of the desktop manager using the desktop
pane’s getDesktopManager () method.

// Close the internal frame named framei
desktopPane.getDesktopManager().closeFrame(framel);

The JFrame class is used as a top-level container and it acts as the parent window of JInternalFrames. It contains
an instance of JDesktopPane. Note that the pack() method of JFrame will not do any good in a MDI application
because its only child, the desktop pane, uses a null layout manager. You must set its size explicitly. Typically, you
display the JFrame maximized.

Listing 3-10 demonstrates how to develop an MDI application. Swing does not provide ways to organize your
internal frames as tiled or cascaded windows, which is normal in any Windows-based MDI application. You can build
the tiled and cascaded features into your Swing MDI application by applying simple logic to organize your internal
frames and providing menu items to use them. Figure 3-11 shows the screen that is displayed when you run the
program in Listing 3-10.

Listing 3-10. Developing an MDI Application Using Swing

// MDIApp.java
package com.jdojo.swing;

import java.awt.Borderlayout;
import java.awt.Dimension;

import javax.swing.JDesktopPane;
import javax.swing.JFrame;

import javax.swing.JInternalFrame;
import javax.swing.JlLabel;

import javax.swing.SwingUtilities;
import javax.swing.UIManager;

public class MDIApp extends JFrame {
private final JDesktopPane desktopPane = new JDesktopPane();
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MDIApp(String title) {
super(title);
initFrame();

void initFrame() {
JInternalFrame framel
= new JInternalFrame("Frame 1", true, true, true, true);

JInternalFrame frame2
= new JInternalFrame("Frame 2", true, true, true, true);

JlLabel label1l = new JLabel("Frame 1 contents...");
framel.getContentPane().add(label1);
framel.pack();

framel.setVisible(true);

JLabel label2 = new JLabel("Frame 2 contents...");
frame2.getContentPane().add(label2);
frame2.pack();

frame2.setVisible(true);

// Default location is (0,0) for a JInternalFrame.

// Set the location of frame2, so that both frames are visible
int x2 = framel.getX() + framel.getWidth() + 10;

int y2 = framei.getY();

frame2.setlocation(x2, y2);

// Add both internal frames to the desktop pane
desktopPane.add(frame1);
desktopPane.add(frame2);

// Finally add the desktop pane to the JFrame
this.add(desktopPane, BorderLayout.CENTER);

// Need to set minimum size for the JFrame
this.setMinimumSize(new Dimension(300, 300));

static void main(String[] args) {

try {
// Set the system look and feel
UIManager.setLookAndFeel(
UIManager.getSystemLookAndFeelClassName());
}

catch (Exception e) {
e.printStackTrace();
}
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SwingUtilities.invokelater(() -> {
MDIApp frame = new MDIApp("MDI Frame");
frame.pack();
frame.setVisible(true);
frame.setExtendedState(frame.MAXIMIZED BOTH);

1;

Frame 1 contents... Frame 2.cuntents...

Figure 3-11. An MDI application in Swing run on Windows

When you work with an MDI application, you need to use the showInternalXxxDialog() methods of
JOptionPane instead of the showXxxDialog() methods. For example, in an MDI application, you use the
JOptionPane.showInternalMessageDialog() method instead of the JOptionPane. showMessageDialog(). The
showInternalXxxDialog() version displays the dialog box, so they are always displayed within the top-level
container, whereas the showXxxDialog() version displays a dialog box that can be dragged outside the boundary of
the top-level container of the MDI application.

Tip Itis important to decide upfront whether you want to develop an SDI, MDI, or TDI application. Changing from one
type to another is not an easy task.

The Toolkit Class

Java needs to communicate with the native system to provide most of the basic GUI functionalities. It uses a specific
class on each platform to achieve that. The java.awt.Toolkit is an abstract class. Java uses a subclass of the
Toolkit class on each platform to communicate with the native toolkit system. The Toolkit class provides a static
getDefaultToolkit () factory method to get the toolkit object used on a particular platform. The Toolkit class
contains useful methods to let you work with screen size and resolution, get access to the system clipboard, and to
make a beeping sound, etc. Table 3-2 lists a few of the methods of the Toolkit class. The table contains methods that
thorw a HeadlessExceotion. A HeadlessException is thrown when code that is dependent on a keyboard, display, or
mouse is called in an environment that does not support a keyboard, display, or mouse.
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Table 3-2. The List of a Few Useful Methods of the java.awt.Toolkit Class

Method of Toolkit Class Description

abstract void beep() Makes a beeping sound. It is useful in alerting the user when a
severe error occurs in the application.

static Toolkit getDefaultToolkit() Returns the current Toolkit instance used in the application.

abstract int getScreenResolution() Returns the screen resolution in terms of dots per inch.

throws HeadlessException

abstract Dimension getScreenSize() throws Returns a Dimension object that contains the width and the

HeadlessException height of the screen in pixels.
abstract Clipboard getSystemClipboard() Returns an instance of the Clipboard class that represents a
throws HeadlessException system clipboard.

The following snippet of code shows some examples of how to use the Toolkit class:

/* Copy the selected text from a JTextArea named dataTextArea to the system clipboard.
If there is no text selection, beep and display a message.
*/
Toolkit toolkit = Toolkit.getDefaultToolkit();
String data = dataTextArea.getSelectedText();
if (data == null || data.equals("")) {
toolkit.beep();
JOptionPane.showMessageDialog(null, "Please select the text to copy.");

}

else {
Clipboard clipboard = toolkit.getSystemClipboard();
// Pack data as a string in a Transferable object
Transferable transferableData = new StringSelection(data);
clipboard.setContents(transferableData, null);

}

/* Paste text from the system clipboard to a TextArea, named dataTextArea.
If there is no text in the system clipboard, beep and display a message.
*/
Toolkit toolkit = Toolkit.getDefaultToolkit();
Clipboard clipboard = toolkit.getSystemClipboard();
Transferable data = clipboard.getContents(null);
if (data != null 88 data.isDataFlavorSupported(DataFlavor.stringFlavor)) {
try {
String text = (String)data.getTransferData(DataFlavor.stringFlavor);
dataTextArea.replaceSelection(text);
}
catch (Exception e) {
e.printStackTrace();
}
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else {
toolkit.beep();
JOptionPane.showMessageDialog(null, "No text in the system clipboard to paste");

}

/* Set the size of a JFrame to the size of the screen. Note that you can also use the
frame.setExtendedState(JFrame.MAXIMIZED BOTH) method to use full screen area for a Jframe.

*/

JFrame frame = new JFrame("My Frame");

frame.setSize(Toolkit.getDefaultToolkit().getScreenSize());

Decorating Components Using JLayer

The JLayer class represents a Swing component. It is used to decorate another component, which is called the target
component. It lets you perform custom painting over the component it decorates. It can also receive notifications of
all events that are generated within its border. In other words, a JLayer lets you perform custom processing based on
events occurring in the component it decorates.

When you work with the JLayer class, you also need to work with the LayerUI class. A JLayer delegates its work
to a LayerUI for custom painting and event handling. To do anything meaningful with a JLayer, you need to create a
subclass of the LayerUI class and override its appropriate methods to write your code.

The following steps are needed to use a JLayer in a Swing application.

1. Create a subclass of the LayerUI class. Override its various methods to implement the
custom processing for the component. The LayerUI class takes a type parameter that is the
type of the component it will work with.

2. Create an object of the LayerUI subclass.

3. Create a Swing component (target component) that you want to decorate with a JLayer
such as a JTextField, a JPanel, etc.

4. Create an object of the JLayer class, passing the target component and the object of the
LayerUI subclass to its constructor.

5. Add the JLayer object to your container, not the target component.

Let’s see a JLayer in action. Suppose you want to use a JLayer to draw a blue rectangular border around a
JTextField component. Your first step is to create a subclass of the LayerUI. Listing 3-11 contains the code for a
BlueBorderUI class that inherits from the LayerUT class. It overrides the paint () method of the LayerUI class.

Listing 3-11. A Subclass of the LayerUI Class to Draw a Blue Border Around the Layer

// BlueBorderUI.java
package com.jdojo.swing;

import java.awt.Color;

import java.awt.Graphics;

import java.awt.Graphics2D;
import javax.swing.JComponent;
import javax.swing.JTextField;
import javax.swing.plaf.LayerUI;
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public class BlueBorderUI extends LayerUI<JTextField> {
@0verride
public void paint(Graphics g, JComponent layer) {
// Let the superclass paint the component first
super.paint(g, layer);

// Create a copy of the Graphics object
Graphics gTemp = (Graphics2D) g.create();

// Get the dimension of the layer
int width = layer.getWidth();
int height = layer.getHeight();

// Draw a blue rectangle that is custom your border
gTemp.setColor(Color.BLUE);
gTemp.drawRect(0, 0, width, height);

// Destroy the copy of the Graphics object
gTemp.dispose();

The paint() method of the LayerUI is called whenever the target component needs to be painted. The method of
the LayerUI class receives two arguments. The first argument is the reference of the Graphics object that you can use
to draw on the component. The second argument is the reference of the JLayer object, not the target component. You
can get the reference of the target component, the component the JLayer is decorating, using the second argument.
You can cast the second argument to a JLayer type and use the getView() method of the JLayer class, which returns
the reference of the target component. The logic inside the paint () method is simple. It creates a copy of its Graphics
argument and draws a blue rectangle around the component. The passed-in Graphics object to this method is set
up for painting this component. Copying the passed-in Graphics object is advised because making changes to the
passed-in Graphics object may result in unexpected results.

Now you are ready to use the BlueBorderUI with a JLayer to draw a blue border around a JTextField. The
following snippet of code shows the logic:

// Create a JTextField as usual
JTextField firstName = new JTextField(10);

// Create an object of the BlueBorderUI
LayerUI<JTextField> ui = new BlueBorderUI();

// Create a JlLayer object by wrapping the JTextField and BlueBorderUI
JLayer<JTextField> layer = new JlLayer(firstName, ui);

// Add the layer object to a container, say the content pane of a frame.
// Note that you add the layer and not the component to a container.
contentPane.add(layer)

The target component and LayerUI may be passed to a JLayer when you create it. If you do not know the target
component and/or the LayerUI for a JLayer, you may pass them later using the setView() and setUI() methods

of the JLayer class. The getView() and getUI() methods of the JLayer class let you get the reference of the current
target component and the LayerUI for a JLayer, respectively.
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Listing 3-12 demonstrates how to use a JLayer to draw a border around two JTextField components. The code
is simple and self-explanatory. When you run this program, it will display two JTextField components with blue
borders in a JFrame.

Listing 3-12. Decorating JTextFeild Components Using JLayer

// JlayerBlueBorderFrame.java
package com.jdojo.swing;

import java.awt.FlowlLayout;

import javax.swing.JFrame;

import javax.swing.JLabel;

import javax.swing.JlLayer;

import javax.swing.JTextField;
import javax.swing.SwingUtilities;
import javax.swing.plaf.LayerUI;

public class JLayerBlueBorderFrame extends JFrame {
private JlLabel firstNamelLabel = new JLabel("First Name:");
private JlLabel lastNamelLabel = new JLabel("Last Name:");
private JTextField firstName = new JTextField(10);
private JTextField lastName = new JTextField(10);

public JlLayerBlueBorderFrame(String title) {
super(title);
initFrame();

public void initFrame() {
this.setLayout(new FlowLayout());
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);

// Create an object of the LayerUI subclass - BlueBorderUI
LayerUI<JTextField> ui = new BlueBorderUI();

// Wrap the LayerUI and two JTextFields in two Jlayers.
// Note that a LayerUI object can be shared by multiple JlLayers
JLayer<JTextField> layerl = new JlLayer<>(firstName, ui);
JLayer<JTextField> layer2 = new JLayer<>(lastName, ui);

this.add(firstNameLabel);
this.add(layer1); // Add layeri, not firstName to the frame

this.add(lastNameLabel);
this.add(layer2); // Add layer2, not lastName to the frame
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public static void main(String[] args) {
SwingUtilities.invokelater(() -> {
JLayerBlueBorderFrame frame
= new JLayerBlueBorderFrame("JLayer Test Frame");
frame.pack();
frame.setVisible(true);

};

Let’s look at an example of how to handle events of a target component using a JLayer. A JLayer delegates
the event processing task to the associated LayerUI. You need to perform the following steps to handle events in a
LayerUI subclass.

1. Register for the events that a JLayer will process.
2. Write the event handler code in an appropriate method of the LayerUI subclass.

You need to call the setLayerEventMask(long layerEventMask) method of the JLayer class to register for all
events that a JLayer is interested in. The layerEventMask parameter of this method must be a bitmask of the AWTEvent
constants. For example, if a JLayer named layer is interested in key and focus events, you call this method as shown:

int layerEventMask = AWTEvent.KEY EVENT MASK | AWTEvent.FOCUS EVENT MASK;
layer.setlLayerEventMask(layerEventMask);

Typically, a JLayer registers for events in the installUI() method of the LayerUI subclass. You need to override
the installUI() method of the LayerUI class in your subclass. You need to set the event mask for the JLayer to zero
when the Ul is uninstalled. This is accomplished in the uninstallUI() method. The following snippet of code shows
a JLayer registering for a focus event and resetting its event mask:

public class SmartBorderUI extends LayerUI<JTextField> {
@verride
public void installUI(JComponent c) {
super.installUI(c);
JLayer layer = (JLayer)c;

// Register for the focus event
layer.setlLayerEventMask (AWTEvent.FOCUS_EVENT MASK);

}

@0verride

public void uninstallUI(JComponent c) {
super.uninstallUI(c);
JLayer layer = (JLayer)c;

// Reset the event mask
layer.setLayerEventMask(0);

}

// Other code goes here
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When a registered event is delivered to the JLayer, the eventDispatched (AWTEvent event, JlLayer layer)
method of the associated LayerUI is called. You may be tempted to override this method in your LayerUI subclass to
handle all registered events. Technically, you are correct in overriding this method to handle events. However, there
is a better way to provide the event handling code in a LayerUTI subclass. The eventDispatched() method of the
LayerUI class calls an appropriately named method when it receives an event. Those methods are declared as

protected void processXxxEvent(XxxEvent e, JlLayer layer).

Here, Xxx is the name of the registered event. The following snippet of code shows examples of the event type and
the declaration of the method that is called when the JLayer receives that kind of event:

public class SmartBorderUI extends LayerUI<JTextField> {
@0verride
protected void processFocusEvent(FocusEvent e, JlLayer layer) {
// Process the focus event here
}

@0verride

protected void processKeyEvent(KeyEvent e, JlLayer layer) {
// Process the key event here

}

@verride

protected void processMouseEvent(MouseEvent e, JlLayer layer) {
// Process the mouse event here

}

// Other code goes here...

That is all you need to do to process events in a JLayer. Let's improve the previous example. This time, the JLayer
will draw a border around a JTextField whose color will depend on whether the JTextField has focus. When it has
focus, a red border is drawn. When it loses focus, a blue border is drawn.

Listing 3-13 contains the code for a SmartBorderUI class, which inherits from LayerUI. Its paint() method
draws a red or blue border depending on whether the target component has focus. Its installUI() method registers
for the focus event. The unInstallUI() method deregisters for the focus event by setting the event mask to zero. Its
processFocusEvent () method handles the focus event. Note that this method is called when a focus event occurs on
the target component. It calls the repaint () method, which in turn will call the paint () method, which paints the
border according to the focus state of the component.

Listing 3-13. A Subclass of LayerUI for Decorating JTextField Based on Focus

// SmartBorderUI.java
package com.jdojo.swing;

import java.awt.AWTEvent;

import java.awt.Color;

import java.awt.Graphics;

import java.awt.Graphics2D;
import java.awt.event.FocusEvent;
import javax.swing.JComponent;
import javax.swing.JlLayer;
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import javax.swing.JTextField;
import javax.swing.plaf.LayerUI;

public class SmartBorderUI extends LayerUI<JTextField> {
@verride
public void paint(Graphics g, JComponent layer) {
// Let the superclass paint the component first
super.paint(g, layer);

Graphics gTemp = (Graphics2D) g.create();
int width = layer.getWidth();
int height = layer.getHeight();

// Suppress the unchecked warning
@SuppressiWarnings("unchecked")

JLayer<JTextField> myLayer = (JLayer<JTextField>)layer;

JTextField field = (JTextField)mylLayer.getView();

// When in focus, draw a red rectangle. Otherwise, draw a blue rectangle

Color bColor;

if (field.hasFocus()) {
bColor = Color.RED;

}

else {

}

bColor = Color.BLUE;

gTemp.setColor(bColor);
gTemp.drawRect(0, 0, width, height);
gTemp.dispose();

}

@0verride

public void installUI(JComponent c) {
// Let the superclass do its job
super.installUI(c);

// Set the event mask for the layer stating that it is interested
// in listening to the focus event for its target
JLayer layer = (JLayer)c;
layer.setlLayerEventMask (AWTEvent.FOCUS_EVENT MASK);
}
@0verride
public void uninstallUI(JComponent c) {
// Let the superclass do its job
super.uninstallUI(c);

JLayer layer = (JLayer) c;
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// Set the event mask back to zero
layer.setlLayerEventMask(0);
}

@0verride

protected void processFocusEvent(FocusEvent e, Jlayer layer) {
layer.repaint();

}

Listing 3-14 contains the code that uses the SmartBorderUI class with a JLayer. When you run this program,
it will display a JFrame with two JTextField components. Changing focus between the JTextField components will
change their border colors.

Listing 3-14. Decorating JTextField Components Using Jlayer Based on Focus

// JlayerSmartBorderFrame.java
package com.jdojo.swing;

import java.awt.FlowlLayout;

import javax.swing.JFrame;

import javax.swing.JLabel;

import javax.swing.JlLayer;

import javax.swing.JTextField;
import javax.swing.SwingUtilities;
import javax.swing.plaf.LayerUI;

public class JLayerSmartBorderFrame extends JFrame {
private JlLabel firstNamelLabel = new JLabel("First Name:");
private JlLabel lastNamelLabel = new JLabel("Last Name:");
private JTextField firstName = new JTextField(10);
private JTextField lastName = new JTextField(10);

public JLayerSmartBorderFrame(String title) {
super(title);
initFrame();

public void initFrame() {
this.setLayout(new FlowLayout());
this.setDefaultCloseOperation(JFrame.EXIT ON_CLOSE);

// Create an object of LayerUI subclass - SmartBorderUI
LayerUI<JTextField> ui = new SmartBorderUI();

// Wrap the LayerUI and two JTextFields in two JLayers
JLayer<JTextField> layeri = new JLayer<>(firstName, ui);
JLayer<JTextField> layer2 = new JLayer<>(lastName, ui);

this.add(firstNameLabel);
this.add(layer1); // Add layerl and not firstName to the frame
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this.add(lastNameLabel);
this.add(layer2); // Add layer2 and not lastName to the frame

}

public static void main(String[] args) {
SwingUtilities.invokelater(() -> {
JLayerSmartBorderFrame frame
= new JlayerSmartBorderFrame("JLayer Test Frame");
frame.pack();
frame.setVisible(true);

};

Translucent Windows

Before discussing translucent windows in Swing, let's define three terms:
e  Transparent
e  Translucent
e Opaque

If something is transparent, you can see through it; clear water is transparent. If something is opaque, you
cannot see through it; a concrete wall is opaque. If something is translucent, you can see through it, but not clearly.
If something is translucent, it partially allows light to pass through; a plastic curtain is translucent. The terms
“transparent” and “opaque” describe two opposite states, whereas the term “translucent” describes a state between
transparent and opaque.

You can define the degree of translucency of a window such as a JFrame. A 90% translucent window is 10%
opaque. The degree of translucency of a window can be defined using the alpha value of the color component for a
pixel. You can define the alpha value of a color using the constructors of the Color class:

e (Color(int red, int green, int blue, int alpha)
e (Color(float red, float green, float blue, float alpha)

The value for the alpha argument is specified between 0 and 255, when the color components are specified in
terms of int values. For the float type arguments, its value is between 0.0 and 1.0. The alpha value of 0 or 0.0 means
transparent (100% translucent and 0% opaque). The alpha value of 255 or 1.0 means opaque (0% translucent and not
transparent at all).

Three forms of translucency in a window are supported. They are represented by the following three constants of
the WindowTranslucency enum:

e  PERPIXEL_TRANSPARENT: In this form of translucency, a pixel in a window is either opaque or
transparent. That is, the alpha value for a pixel is either 0.0 or 1.0.

e TRANSLUCENT: In this form of translucency, all pixels in a window have the same translucency,
which can be defined by an alpha value between 0.0 and 1.0.

e PERPIXEL_TRANSLUCENT: In this form of translucency, each pixel in a window can have its
own alpha value between 0.0 and 1.0. It lets you define the translucency in a window on a per
pixel basis.
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Not all platforms support all the three forms of translucency. You must check for the supported
forms of translucency in your program before using them. Otherwise, your code may throw an
UnsupportedOperationException. The isWindowTranslucencySupported() method of the GraphicsDevice class
lets you check the forms of translucency that are supported on a platform. Listing 3-15 demonstrates how to check for
translucency support on a platform. The code in this listing is short and self-explanatory. I have omitted checking in
subsequent examples to keep the code shorter.

Listing 3-15. Checking for the Translucency support on a Platform

// TranslucencySupport.java
package com.jdojo.swing;

import java.awt.GraphicsDevice;
import java.awt.GraphicsEnvironment;
import static java.awt.GraphicsDevice.WindowTranslucency.*;

public class TranslucencySupport {
public static void main(String[] args) {
GraphicsEnvironment graphicsEnv
= GraphicsEnvironment.getLocalGraphicsEnvironment();

GraphicsDevice graphicsDevice
= graphicsEnv.getDefaultScreenDevice();

// Print the translucency supported by the platform
boolean isSupported
= graphicsDevice.isWindowTranslucencySupported(
PERPIXEL_TRANSPARENT);
System.out.println("PERPIXEL_TRANSPARENT supported: "
+ isSupported);

isSupported
= graphicsDevice.isWindowTranslucencySupported(TRANSLUCENT);
System.out.println("TRANSLUCENT supported: " + isSupported);

isSupported = graphicsDevice.isWindowTranslucencySupported(
PERPIXEL_TRANSLUCENT);

System.out.println("PERPIXEL TRANSLUCENT supported: "
+ isSupported);

Let’s see a uniform translucent JFrame in action. You can set the translucency of a JFrame using the
setOpacity(float opacity) method. The value for the specified opacity must be between 0.0f and 1.0f. Before you
call this method on a window, the following three conditions must be met:

e  The platform must support the TRANSLUCENT translucency. You can use the logic from Listing 3-15
to check if the TRANSLUCENT translucency is supported by the platform.

e The window must be undecorated. You can make a JFrame or JDialog undecorated by calling
the setUndecorated(false) method on them.

e  The window must not be in full-screen mode. You can put a window in full-screen mode using
the setFullScreenWindow(Window w) method of the GraphicsDevice class.
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If all conditions are not met, setting the opacity of a window other than 1.0f throws an
IllegalComponentStateException

Listing 3-16 demonstrates how to use a uniform translucent JFrame. The following two statements in the
initFrame() method in the listing is of interest to get a translucent JFrame. The first statement makes sure that the
frame is undecorated, and the second one sets the translucency of the frame in terms of opacity.

Listing 3-16. Using a Uniform Translucent JFrame

// UniformTranslucentFrame.java
package com.jdojo.swing;

import java.awt.BorderlLayout;
import javax.swing.JButton;

import javax.swing.JFrame;

import javax.swing.SwingUtilities;

public class UniformTranslucentFrame extends JFrame {
private JButton closeButton = new JButton(“"Close");

public UniformTranslucentFrame(String title) {
super(title);
initFrame();

public void initFrame() {
this.setDefaultCloseOperation(EXIT ON_CLOSE);

// Make sure the frame is undecorated
this.setUndecorated(true);

// Set 40% opacity. That is, 60% translucency.
this.setOpacity(0.40f);

// Set its size
this.setSize(200, 200);

// Center it on the screen
this.setLocationRelativeTo(null);

// Add a button to close the window
this.add(closeButton, BorderLayout.SOUTH);

// Exit the aplication when the close button is clicked
closeButton.addActionListener(e -> System.exit(0));

public static void main(String[] args) {
SwingUtilities.invokelater(() -> {
UniformTranslucentFrame frame
= new UniformTranslucentFrame("Translucent Frame");
frame.setVisible(true);

};
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// Make sure the frame is undecorated
this.setUndecorated(true);

// Set 40% opacity. That is, 60% translucency.
this.setOpacity(0.40f);

When you run this program, you can see the contents on your screen through the JFrame display area. A Close
button is added to the frame to close it.

Let’s see a per-pixel translucent JFrame in action. You will create a gradient effect (fading effect) inside a JPanel
by setting the alpha value for its background color different for different pixels in its display area. You can get a
per-pixel translucency in different ways. The easiest way to see it in action is to use a JPanel with a background color
and setting the alpha component to a desired translucency. The following snippet of code illustrates this:

// Create a frame and set its properties
JFrame frame = new JFrame();
frame.setUndecorated(true);
frame.setBounds(0, 0, 200, 200);

// Set the background color of the frame to all zero, so that the per-pixel translucency works
frame.setBackground(new Color(o, 0, 0, 0));

// Create a blue JPanel with 128 alpha component
JPanel panel = new JPanel();

int alpha = 128;

Color bgColor = new Color(o, 0, 255, alpha);
panel.setBackground(bgColor);

// Add the JPanel to the frame and display it
frame.add(panel);
frame.setVisible(true);

Two things are different in the code. First, it sets the background color of the frame with all color components
set to 0 to achieve the per-pixel translucency. Second, it sets the background color of the JPanel, which has an alpha
component, to 128. You can add another JPanel with a different alpha component for its background color to the
JFrame. This will give you two areas on the JFrame whose pixels use different translucency.

You can achieve a fancier result if you use an object of the GradientPaint class to paint your JPanel. A
GradientPaint object fills a Shape with a linear gradient pattern. It requires you to specify two points, p1 and p2, and
colors for each point, c1 and c2. The color on the connecting line between p1 and p2 will proportionally change from
cltoc2.

Listing 3-17 contains the code for a custom JPanel that uses a GradientPaint object to paint its area. The
background color for the JPanel is specified in its constructor. It has overridden the paintComponent() to provide
the custom painting effect. The gradient color pattern is provided by Graphics2D. The method checks if it have a
Graphics2D object. The starting point, p1, is the upper left corner of the JPanel. The color for the starting point, c1, is
the same as the one passed in the constructor. It uses 255 as its alpha component. The second point, p2, is the upper
right corner of the JPanel, with the same color that uses a zero alpha component. This will give the JPanel a gradient
effect from opaque at the left edge to gradually turning transparent at the right edge. You can experiment by changing
the two points and the alpha component values for them to get a different gradient pattern. It sets the GradientPaint
object as the Paint object for the Graphics2D object and calls the fillRect () method to paint the area of the JPanel.
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Listing 3-17. A Custom JPanel With a Gradient Color Effect Using the Per-Pixel Translucency

// TranslucentJPanel.java

package com.

import java

import java.
.awt.Graphics;
.awt.Graphics2D;
.awt.Paint;

import java
import java
import java

jdojo.swing;

.awt.Color;

awt.GradientPaint;

import javax.swing.JPanel;

public class TranslucentJPanel extends JPanel {
private int red = 240;
private int green = 240;
private int blue = 240;

public TranslucentJPanel(Color bgColor) {

}

this.red = bgColor.getRed();
this.green = bgColor.getGreen();
this.blue = bgColor.getBlue();

@0verride
protected void paintComponent(Graphics g) {

if (g instanceof Graphics2D) {
int width = this.getWidth();
int height = this.getHeight();
float startPointX = 0.0f;
float startPointY = 0.0f;
float endPointX = width;
float endPointY = 0.0f;
Color startColor = new Color(red, green, blue, 255);
Color endColor = new Color(red, green, blue, 0);

// Create a GradientPaint object

Paint paint = new GradientPaint(startPointX, startPointy,
startColor,
endPointX, endPointy,
endColor);

Graphics2D g2D = (Graphics2D) g;

g2D.setPaint(paint);
g2D.fillRect(0, 0, width, height);
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Listing 3-18 contains the code to see the per-pixel translucency in a JFrame in action. It adds three instances of the
TranslucentJPanel class with the background color of red, green, and blue. A Close button is added to close the frame.

Listing 3-18. Using Per-Pixel Translucency in a JFrame

// PerPixelTranslucentFrame.java
package com.jdojo.swing;

import java.awt.Color;

import java.awt.GridlLayout;

import javax.swing.JButton;

import javax.swing.JFrame;

import javax.swing.SwingUtilities;

public class PerPixelTranslucentFrame extends JFrame {
private JButton closeButton = new JButton("Close");

public PerPixelTranslucentFrame(String title) {
super(title);
initFrame();

public void initFrame() {
this.setDefaultCloseOperation(EXIT ON_CLOSE);

// Make sure the frame is undecorated
this.setUndecorated(true);

// Set the background color with all components as zero,
// so per-pixel translucency is used
this.setBackground(new Color(o, 0, 0, 0));

// Set its size
this.setSize(200, 200);

// Center it on the screen
this.setlLocationRelativeTo(null);

this.getContentPane().setlayout(new GridLayout(0, 1));
// Create and add three JPanel with different color gradients
this.add(new TranslucentJPanel(Color.RED));

this.add(new TranslucentJPanel(Color.GREEN));
this.add(new TranslucentJPanel(Color.BLUE));

// Add a button to close the window

this.add(closeButton);
closeButton.addActionListener(e -> System.exit(0));
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public static void main(String[] args) {
SwingUtilities.invokelater(() -> {
PerPixelTranslucentFrame frame
= new PerPixelTranslucentFrame("Per-Pixel Translucent Frame");
frame.setVisible(true);

};

Figure 3-12 shows the JFrame when the program is run. Notice the gradient effect in the frame. Each panel is
more translucent as you move from left to right. The text shown the figure is not part of the JFrame. The text was
displayed in the background when the JFrame was displayed. You can see through the translucent part of the JFrame.

e0f GraphicszD
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SI8aE startPointX = 0.0
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i = width
= 0.0f;
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Figure 3-12. A JFrame using per-pixel translucency

Shaped Window

Swing lets you create a custom shaped window such as a round shaped JFrame, an oval shaped JDialog, etc. You
can give a window a custom shape by using the setShape(Shape s) method of the Window class. The shape of the
window is limited only by your imagination. You can create a shape by combining multiple shapes using the classes
in the java.awt.geom package. The following snippet of code creates a shape that contains an ellipse placed above a
rectangle. At the end, it sets the custom shape to a JFrame.

// Create a shape with an ellipse over a rectangle
Ellipse2D.Double ellipse = new Ellipse2D.Double(0, 0, 200, 100);
Rectangle2D.Double rect = new Rectangle2D.Double(0, 100, 200, 200);

// Combine an ellipse and a rectangle into a Path2D object to get a new shape
Path2D path = new Path2D.Double();

path.append(rect, true);

path.append(ellipse, true);
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// Create a JFrame
JFrame frame = new JFrame("A Custom Shaped JFrame");

// Set the custom shape to the JFrame
Frame.setShape(path);

A Window owns a rectangular area on the screen. If you give a custom shape to a window, some of its parts may
be cut off. The part of a shaped window that does not belong to the custom shape is not visible and not clickable.
Figure 3-13 shows a custom shaped window with an ellipse placed above a rectangle. The window contains a Close
button. The areas around the four corners of the ellipse are not visible and not clickable.

i Close

Figure 3-13. A custom shaped window with an ellipse placed above a rectangle

The following three criteria must be met to use a shaped window:

e  The platform must support PERPIXEL_TRANSPARENT translucency. You can use the logic from
Listing 3-15 to check whether the PERPIXEL_TRANSPARENT translucency is supported.

e The window must be undecorated. You can make a JFrame or JDialog undecorated by calling
the setUndecorated(false) method on them.

e  The window must not be in full-screen mode. You can put a window in full-screen mode using
the setFullScreenWindow(Window w) method of the GraphicsDevice class.

Listing 3-19 contains the code that displays a shaped JFrame that was shown in Figure 3-13.

Listing 3-19. Using a Custom Shaped JFrame

// ShapedFrame.java
package com.jdojo.swing;

import java.awt.BorderLayout;
import java.awt.geom.Path2D;
import java.awt.geom.Ellipse2D;
import java.awt.geom.Rectangle2D;
import javax.swing.JButton;

import javax.swing.JFrame;

import javax.swing.SwingUtilities;
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public class ShapedFrame extends JFrame {
private JButton closeButton = new JButton("Close");

public
}

public

public

ShapedFrame() {
initFrame();

void initFrame() {
// Make sure the frame is undecorated
this.setUndecorated(true);

this.setDefaultCloseOperation(EXIT_ON_CLOSE);
this.setSize(200, 200);

// Create a shape with an ellipse placed over a rectangle
Ellipse2D.Double ellipse = new Ellipse2D.Double(0, 0, 200, 100);
Rectangle2D.Double rect = new Rectangle2D.Double(0, 100, 200, 200);

// Combine the ellipse and rectangle into a Path2D object and
// set it as the shape for the JFrame

Path2D path = new Path2D.Double();

path.append(rect, true);

path.append(ellipse, true);

this.setShape(path);

// Add a Close button to close the frame
this.add(closeButton, BorderLayout.SOUTH);
closeButton.addActionListener(e -> System.exit(0));

static void main(String[] args) {
SwingUtilities.invokelater(() -> {
// Display the custom shaped frame
ShapedFrame frame = new ShapedFrame();
frame.setlocationRelativeTo(null);
frame.setVisible(true);

};

The following part of the code inside the initFrame() method in this listing is of interest:

// Make sure the frame is undecorated
this.setUndecorated(true);

// Create a shape with an ellipse placed over a rectangle
Ellipse2D.Double ellipse = new Ellipse2D.Double(0, 0, 200, 100);
Rectangle2D.Double rect = new Rectangle2D.Double(0, 100, 200, 200);

// Combine the

ellipse and rectangle into a Path2D object and

// set it as the shape for the JFrame
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Path2D path = new Path2D.Double();
path.append(rect, true);
path.append(ellipse, true);
this.setShape(path);

The first statement makes sure that the JFrame is undecorated. Two shapes, an ellipse and a rectangle, are
created. Their coordinates and size are set to place the ellipse over the rectangle. A Path2D.Double object is used to
connect the ellipse and rectangle together into a custom Shape object. Path2D is an abstract class in the java.awt.geom
package. It declares two static inner classes, Path2D.Double and Path2D.Float, to store the coordinates of a shape
in double precision and single precision floating-point numbers, respectively. Shape is an interface declared in the
java.awt package. The Path2D class implements the Shape interface. Note that the setShape() method in the Window
class takes an instance of the Shape interface as an argument. The append() method of the Path2D class appends
the geometry of the specified Shape object to the path. The second argument to the append() method is an indicator
whether you want to connect two shapes using a line segment. If it is true, a call to the moveTo() method is translated
to the lineTo() method. In this case, the value of true for this argument is of no significance. Please explore the
classes in the java.awt.geom package to learn more about the many interesting shapes that you can use in your
Java application.

Summary

Swing components have built-in support for displaying HTML text as labels. You can use an HTML-formatted
string as a label for a JButton, JMenuItem, JLabel, JToolTip, JTabbedPane, JTree, etc. using an HTML string,
which should start and end with the <html> and </html> tags, respectively. If you do not want Swing to
interpret text enclosed in HTML tags as HTML for a component, you can disable the feature by calling the
putClientProperty("html.disable", Boolean.TRUE) method on the component.

Swing components are not thread-safe. You are supposed to update the component's states from a single
thread called an event dispatch thread. All event handlers for components are executed in the event dispatch thread.
Swing creates the event dispatch thread automatically. Swing provides a utility class called SwingUtilities to
work with the event dispatch thread; its invokeLater (Runnable r) method schedules the specified Runnable to
be executed on the event dispatch thread. It is safe to build the Swing GUI and show it on the event dispatch thread.
The isEventDispatchThread() of the SwingUtilities class returns true if this method is executed by the event
dispatch thread.

Running long-running tasks on the event dispatch thread will make your GUI unresponsive. Swing provides a
SwingWorker class to execute long-running tasks on worker threads that are threads other than the event dispatch
thread. The SwingWorker class provides features to publish the results of the task on the event dispatch thread that can
update the Swing components safely.

Swing provides pluggable L&F. It ships with some predefined L&F You can use the UIManager . setLookAndFeel()
method to set a new L&F for your application.

Swing supports skinnable L&F called Synth that lets you define the L&F in an external XML file.

Drag and drop (DnD) is a way to transfer data between components in an application. Swing supports DnD
between Swing component, and Swing components and native components. Using DnD, you can copy, move, and
link data between two components.

Using Swing, you can develop a multiple document interface (MDI) application that consists of multiple frames
managed by a desktop manager. Frames in an MPI application can be arranged in different ways; for example, they
can be arranged in layers, they can be cascaded, they can be placed side by side, etc.

Swing provides an instance of the Toolkit class to communicate with the native system. The class contains many
useful methods such as for making a beep sound, knowing the screen resolution and size, etc.

Swing lets you have translucent windows. Translucency can be defined to be the same for all pixels in the window
or on a per-pixel basis.

In Swing, you are not limited to having only rectangular windows. It lets you create shaped windows. A shaped
window can be of any shape, such as circular, oval, or any custom shape.
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Applets

In this chapter, you will learn
e  Whatan appletis
¢  How to develop, deploy, and run applets
e Howto use the <applet> tag to embed an applet in an HTML document
e  How to install and configure Java Plug-in, which runs the applets
e How to use the appletviewer program to run applets
e Thelife cycle of applets
e  How to pass parameters to applets
e  How to publish an applet’s parameters and applet’s description
e  How to use images and audio clips in applets
e  How to customize the Java policy file to grant permissions to applets

e  How to sign applets

What Is an Applet?

An applet is a Java program that is embedded in an HTML document and run in a web browser. The compiled Java
code that makes up an applet is stored on a web server. The web browser downloads the applet code from the web
server over the Internet, and runs the code locally in the browser’s context. Typically, an applet has a graphical
user interface (GUI). An applet has many security restrictions as far as what it can or cannot access on the client’s
computer. Restrictions on applets are necessary because applets may not be developed and used by the same person.
An applet written with bad intentions may do harmful things to the client’s machine if it is allowed full access to the
client’s machine. For example, security restrictions do not allow an applet to access the file system or start a program
on the client machine. Suppose you open a web page with an applet that can read files on your machine. Without
your knowledge, a rogue applet could send your private information stored on your machine to its server. To protect
the applet users from this kind of mischief, it is necessary to have security restrictions in place when an applet is run.
There are many security restrictions that can be configured using a policy file. I will discuss how to configure applet
security policies later in this chapter.

Although a servlet is not related to an applet, I'll explain the difference between the two. Like an applet, a servlet
is also a Java program that is deployed on a web server. Unlike an applet, a servlet runs on the web server itself and it
does not include a GUL
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Developing an Applet

Developing an applet is a four-step process:
e  Writing the Java code for the applet
e Packaging and deploying the applet files
e Installing and configuring Java Plug-in
e  Viewing the applet

Writing Java code for an applet is not much different from writing code for a Swing application. You just need to
learn a few standard classes and methods for applets that you will use in your code.

An applet is deployed on a web server and viewed in a web page using a web browser over the Internet/intranet.
You can also view an applet using an applet viewer during development and testing. JDK ships an appletviewer
program. The appletviewer program is installed in the JAVA_HOME\bin directory on your machine when you install the
JDK. I'will discuss using the appletviewer in detail later in this chapter.

To view an applet in a web page, you need to embed the reference to the applet in an HTML document. You can
use any of the three HTML tags, <applet>, <object>, or <embed> to embed an applet in an HTML document. I will
discuss using these tags in detail shortly.

The next two sections discuss how to write Java code for an applet, and how to view the applet.

Writing an Applet

Your applet class must be a subclass of the standard applet classes supplied by Java. There are two standard applet
classes:

e java.applet.Applet
e javax.swing.JApplet
The Applet class supports AWT GUI components whereas the JApplet class supports Swing GUI components.

The JApplet class inherits from the Applet class. I will discuss only JApplet in this chapter. Listing 4-1 shows the code
for the simplest applet you can have.
Listing 4-1. The Simplest Applet
// SimplestApplet.java
package com.jdojo.applet;

import javax.swing.JApplet;

public class SimplestApplet extends JApplet {
// No extra code is needed for your simplest applet
}

The SimplestApplet does not have any GUI parts or logic. Technically, it is a complete applet. If you test this
applet in a browser, all you see is a blank area inside the web page.

Let’s create another applet with a GUI, so you can see something in the browser. The new applet is called
HelloApplet and it’s shown in Listing 4-2.
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Listing 4-2. A HelloApplet Applet That Displays a Message Using a JLabel

// HelloApplet.java
package com.jdojo.applet;

import
import
import
import
import
import
import
import

public

java.awt.Container;
java.awt.FlowLayout;

javax.
javax.
javax.
javax.
javax.

swing.JApplet;
swing.JButton;
swing.JLabel;
swing.JOptionPane;
swing.JTextField;

static javax.swing.JOptionPane.INFORMATION MESSAGE;

class HelloApplet extends JApplet {
@0verride
public void init() {

}

// Create Swing components

JLabel namelLabel = new JLabel("Your Name:");
JTextField nameFld = new JTextField(15);
JButton sayHelloBtn = new JButton("Say Hello");

// Add an action litener to the button to display the message
sayHelloBtn.addActionListener(e -> sayHello(nameFld.getText()));

// Add Swing components to the content pane of the applet
Container contentPane = this.getContentPane();
contentPane.setlLayout(new FlowLayout());
contentPane.add(nameLabel);

contentPane.add(nameF1d);

contentPane.add(sayHelloBtn);

private void sayHello(String name) {

String msg = "Hello there";
if (name.length() > 0) {

msg = "Hello " + name;
}

// Display the hello message
JOptionPane.showMessageDialog(null,
msg, “Hello", INFORMATION MESSAGE);

APPLETS

Does the code for the HelloApplet class look familiar? It is similar to working with a custom JFrame. The JApplet
class contains an init() method. You need to override the method and add GUI parts to the applet. I will discuss
writing code in the init() method of an applet in detail shortly. Like a JFrame, a JApplet has a content pane that holds
the components for the applet. You added a JLabel, a JTextField, and a JButton to the content pane of the JApplet.

The program logic is simple. The user may enter a name and click the Say Hello button that displays a message.

Unlike a Swing application, you should not add any GUI to your applet in its constructor even though it would
work most of the time. The constructor for an applet is called to create an object of the applet class. The applet object
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does not get its “applet” status at the time it is created. It is still an ordinary Java object. If you use any features of an
applet inside its constructor, these features will not work correctly because the applet object is just a simple Java
object, not an “applet” in a real sense. After its creation, it gets the status of an applet, and its init() method is called
by the environment (typically a browser) that displays it. This is the reason why you need to place all your GUI code
(or any initialization code) in its init() method. The Applet class provides some other standard methods that you
can override and write your logic to perform different kinds of work inside an applet.

You do not run an applet the same way you run a Swing application. Note that an applet class does not have
amain() method. However, technically, it is possible to add a main() method to an applet, which does not help
in running an applet in any way. To see an applet in action, you need to have an HTML file. You should have basic
knowledge of HTML to work with an applet, but you do not need to be an expert in HTML. I will discuss how to view
an applet in the next section. At this time, you should compile the HelloApplet class. You will have a class file named
HelloApplet.class.

Deploying an Applet

Applets are Java programs. However, they are not run directly as any other Java programs. You need to do some
plumbing before you can run an applet. An applet needs to be deployed before it can be used. There are two parts in
the applet deployment:

e  TheJava Code that defines the applet GUI and logic

e An HTML document that contains applet’s details such as its class name, archive file name
containing the class file, width, height, etc.

You saw how to write the Java code for an applet in the previous section.

You embed the applet details in an HTML document using the <applet> tag. Both the applet code and the
HTML document are deployed to the web server. The browser on the client machine requests the HTML document
from the web server. When the browser finds the <applet> tag in the HTML document, it reads the applet’s details,
downloads the applet code from the web server, and runs the code as an applet in the browser. Does this mean that
you need to have a web server to see your applets in action? The answer is no. You can test your applets without
using a web server. You will need a web server to deploy your applets if you want to make your applets available for
users. The following sections describe how to create an HTML document for an applet and how to deploy an applet
to different environments.

Creating the HTML Document

An <applet> tagis used to embed an applet in an HTML document. The following is an example of an <applet> tag:
<applet code="com.jdojo.applet.HelloApplet" width="300" height="100" archive="myapplets.jar">
This browser does not support Applets.

</applet>

You need specify the following mandatory attributes of the <applet> tag:

e code
e width
e height

e archive
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The code attribute specifies the fully qualified class name of the applet. Optionally, you can append . class to the
applet’s fully qualified name. For example, both of the following <applet> tags work the same:

<!-- Use fully qualified name of the applet class as code -->
<applet code="com.jdojo.applet.HelloApplet">

</applet>

<!-- Use fully-qualified name of the applet class followed by .class -->
<applet code="com.jdojo.applet.HelloApplet.class">

</applet>

You can also use a forward slash instead of a dot to separate the sub-package names. For example, you can also
specify the code attribute’s value as "com/jdojo/applet/HelloApplet" and “com/jdojo/applet/HelloApplet.class”

The width and height attributes specify the initial width and height of the applet’s area in the web page,
respectively. You can specify the width and height attributes in pixel or in percentage. If the values are numbers,
they are considered in pixels; for example, width="150" denotes a width of 150 pixels. If the values are followed by
a percent sign (%), it denotes the percentage of the dimension of the container in which the applet is displayed; for
example, width="50%" denotes that the width of the applet will be 50% of its container. Typically, the container is the
browser window.

If you are using Java 7 Update 51 or later to view the applet, the archive attribute is mandatory. You need to
bundle all files—class files and other resource files—for an applet in a JAR file. Bundling applet files in a JAR file makes
the files smaller in size and results in a faster download for the applet’s users. The value of the archive attribute is the
name of the JAR file containing the files for the applet.

You may want to display a message in the web page if the browser does not support the <applet> tag. The
message should be placed between the <applet> and </applet> tags as follows. The browser will ignore the message
if it supports applets.

<applet>
Inform the user that the browser does not support applets.

</applet>

Listing 4-3 shows the contents of the helloapplet.html file that you will use to test the applet. Note that the
<applet> tag does not contain the archive attribute that will let you test the applet without having to create a JAR file.

Listing 4-3. Contents of the helloapplet.html File

<html>
<head>
<title>Hello Applet</title>
</head>
<body>
<h3>Hello Applet in Action</h3>
<applet code="com.jdojo.applet.HelloApplet" width="200" height="100">
This browser does not support Applets.
</applet>
</body>
</html>
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Deploying Applets in Production

In a production environment, you must deploy your applet using a JAR file and sign the JAR file using a certificate
issued by a trusted authority. A self-signing the JAR will not work. In a test environment, you can ignore this
requirement, and you can use an unsigned JAR files or simply use class files. I will show you how to ignore this
requirement to test the applets in this chapter. If you are learning applets for the first time, you may skip to the next
section. You can revisit this section when you need to deploy your applet in the production environment.

Use the following steps to package and deploy applets. The steps refer to terms and commands related to created
JAR files. Please refer to Chapter 8 in the book Beginning Java Language Features (ISBN: 978-1-4302-6658-7) for more
details on creating JAR files.

1. Create a manifest file (say manifest.mf). It must contain a Permissions attribute. The
following shows the contents of the manifest file:

Manifest-Version: 1.0
Permissions: sandbox

The other value for the Permissions attribute is al1-permissions. The value of sandbox
indicates that the applet will run in the security sandbox and it does not require access to
any additional resources on the client’s machine. The value of all-permissions indicates
that the applet needs access to the client’s machine.

2. Create aJAR file that contains all class files for the applet and the manifest file created in
the previous section. You can use the following command to create the JAR file named
helloapplet. jar:

jar cvfm helloapplet.jar manifest.mf com\jdojo\applet\*.class

3. Signthe helloapplet. jar file with the certificate you obtained from a trusted authority.
Obtaining a certificate costs money (approximately $100). If you are just learning applets,
you can skip this step. The “Signing Applets” section later in this chapter explains in detail
how to sign an applet.

4. Deploy the signed helloapplet. jar file to the web server. You will need to consult the
documentation of your web server on how to deploy applets. Some web servers provide
deployment screens to let you deploy your JAR files and some let you drop the JAR file
into a specific directory. The typical way of deploying files to a web server is to let the
development IDE such as NetBeans and Eclipse package and deploy the necessary project
files for you.

Deploying Applets for Testing

It will be too much trouble to package and deploy an applet for testing if you need to follow the steps described in the
previous section. You can keep all class files and HTML files in the file system and test your applet. I assume that you
have the applet files and that their full paths are similar to the following paths:

e C:\myapplets\helloapplet.html
e C:\myapplets\com\jdojo\applet\HelloApplet.class

The paths are shown using the file path syntax used on Windows. Please change them to the path syntax used by
your operating system if you are not using Windows.
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You are not required to store the applet files in a specific directory such as C: \myapplets. You can replace the
directory C: \myapplets with a path to any directory. However, you must preserve the file paths after the C: \myapplets
directory. You will be able to play with the directory structures for storing applet files after you read few more sections later.

If you have created the helloapplet. jar file to test the applet, I assume that you have added the archive
attribute to the <applet> tag as archive="helloapplet.jar" in the helloapplet.html file and that the file paths will
look as shown:

e C:\myapplets\helloapplet.html
e C:\myapplets\helloapplet.jar

Installing and Configuring Java Plug-in

Browsers use Java Plug-in to run applets. You must install and configure Java Plug-in before you can run your applet.

Installing the Java Plug-in

The Java Runtime Environment (JRE) is also known as Java Plug-in or Java add-on. The JRE (and hence Java Plug-in)
is installed for you when you install JDK. The client machine running your applets does not need to install the JDK.
It can just install the JRE. You can download the latest version of the JRE, which is 8.0 at the time of this writing, from
www.oracle.com. The JRE is free to download, install, and use.

On Windows 8, using 64-bit JRE 8.0, I was able to run my applets only in Internet Explorer. I had to uninstall
64-bit JRE 8.0 and install 32-bit JRE 9.0 for my applets to work in all browsers, such as Google Chrome, Mozilla Firefox,
and Internet Explorer.

On Linux, you need to do some manual setup to install Java Plug-in for the Firefox browser. Please follow the
instructions at www.oracle.com/technetwork/java/javase/manual-plugin-install-1inux-136395.html to set up
the Java Plug-in on Linux.

Opening the Java Control Panel

You can configure Java Plug-in using the Java Control Panel program. The Java Control Panel program launches the
window shown in Figure 4-1.
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Update ] Java ] Security | Advanoed._

About
View version information about Java Control Panel.

. About...
Network Settings

Network settings are used when making Internet connections. By default, Java will
use the network settings in your web browser. Only advanced users should modify
these settings.

' Network Settings...
Temporary Internet Files

Files you use in Java applications are stored in a special folder for quick execution
later. Only advanced users should delete files or modify these settings.

Settings... View...

Java in the browser is enabled.  See the Security tab

Cancel |  Apply

Figure 4-1. The Java Control Panel

On Windows 8, you can access the Java Control Panel via the following steps.

1. Open Search by pressing the Windows logo key + W. Make sure to select “Everywhere” for
the search location. By default “Settings” is selected.

2. Enter “Java,” “Java Control Panel,” or “Configure Java” as the search term.

3. Click the Java icon to open the Java Control Panel.

4. Ifyou could not find the Java Control Panel using Search, open the Control Panel by right-
clicking the Start icon and selecting Control Panel from the menu. In the top-right corner
in the Control Panel, you get a Search field. Enter “Java” in the Search field and you will see
a program named Java. Click the program name to open the Java Control Panel.

On Windows 7, you can access Java Control Panel via the following steps.
1. Click the Start button, and then select the Control Panel option from the menu.
2. Enter Java Control Panel in the Search field in Control Panel.

3. Click the Java icon to open the Java Control Panel.
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Tip On Windows, you can directly launch the Java Control Panel by running the file javacpl.exe that is located
under the JRE_HOME\bin directory. For JRE 8, the default path is C:\Program Files\Java\jre8\bin\javacpl.exe.

On Linux, you can access the Java Control Panel by running the ControlPanel program from the Terminal
window. The ControlPanel program is installed in the JRE_HOME\bin directory where JRE_HOME is the directory in
which you have installed the JRE. Suppose you have installed the JRE in /java8/jre directory. You need to run the
following command from the Terminal window:

[/java8/jre/bin]$ ./ControlPanel

On Mac OS X (10.7.3 and above), you can access the Java Control Panel using the following steps:
e  Goto the System Preferences by clicking the Apple icon in the upper left of screen.

e  (Click the Java icon to access the Java Control Panel.

Configuring Java Plug-in

You can configure a variety of settings for Java Plug-in using the Java Control Panel. In this section, I will describe how
to bypass the signed JAR requirement for running applets. Open the Java Control Panel and select the Security tab, as
shown in Figure 4-2.

Enable Java content in the browser

Security Level

1 Very High
- =

High (minimum recommended)

Medium

Java applications identified by a certificate from a trusted authority will be allowed
to run.

Exception Site List
Applications launched from the sites listed belovs will be allowed to run after the
appropriate security prompts.

Edit Site List...

Restore Security Prompts Manage Certificates...

Figure 4-2. Configuring the security settings in the Java Control Panel
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The checkbox labeled “Enable Java content in the browser” lets you enable/disable the support for running
applets in the browser. By default, this checkbox is checked and applets can run in the browser. If this checkbox is
unchecked, you cannot run applets in the browser.

The second setting is the security level, which you can set by sliding the knob of the vertical slider control. It can
be set to the following three values:

e  Very High: This is the most restrictive security level setting. Only signed applets with a valid
certificate and that include the Permissions attribute in the manifest for the main JAR file are
allowed to run with security prompts. All other applets are blocked.

e  High: This is the minimum recommended and default security level setting. Applets that
are signed with a valid or expired certificate and that include the Permissions attribute in
the manifest for the main JAR file are allowed to run with security prompts. Applets are also
allowed to run with security prompts when the revocation status of the certificate cannot be
checked. All other applets are blocked.

e Medium: Only unsigned applets that request all permissions are blocked. All other applets are
allowed to run with security prompts. Selecting this security level is not recommended. It will
make your computer more vulnerable if you run a malicious applet.

For your testing purposes, you can set the security level to Medium. This will allow you to test applets packaged
in an unsigned JAR file. You do not need to include the Permissions attribute in the manifest file either. It will also
allow you to test your applets from the file system, avoiding the need for a web server to deploy your applets. You
should change the security setting back to the recommended High or Very High as soon as you are done with testing.
Note that using the Medium security level setting will show you warnings when you attempt to run any applets not
meeting the security requirements. You will need to confirm when you get the warnings that you want to continue
with running the applets despite the security risks.

The third setting on the Security tab is called Exception Site List. This lets you bypass the security requirements
needed by the Security Level setting for the specified sites. Click the “Edit Site List” button to open the Exception Site
List dialog box shown in Figure 4-3.

Applications launched from the sites listed below will be allowed to run after the
appropriate security prompts.

Add Remove

“J FILE and HTTP protocols are considered a security risk.
We recommend using HTTPS sites where available.

Figure 4-3. The Exception Site List Dialog Box

258

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 4 © APPLETS

Click the Add button. You will see a blank row added for the location. Enter file:/// (Note the three ///) for the
location. Click the Add button again. Clicking the Add button second time displays a Security Warning message stating
that adding file:// (note two //) is a security risk. Click the Continue button on the warning dialog box. You get
another blank row location. Enter http://localhost:8080. Repeat this step to add one more location,

http://www.jdojo.com. The Exception Site List dialog box should look as shown in Figure 4-4. Now, click the OK
button to return to the Security tab.

Applications launched from the sites listed below will be allowed to run after the
appropriate security prompts.

Location

ile:///
://localhost: 8080

Add

“J FILE and HTTP protocols are considered a security risk.
We recommend using HTTPS sites where available.

Figure 4-4. The Exception Site List Dialog Box

From now on, irrespective of the “Security Level” setting, you will be able to run all applets from the three sites:
e file:/// means applets from your file system using the file protocol.

e http://localhost:8080 means any web server running at port 8080 on your machine using
the http protocol.

e http://www.jdojo.com means applets running from the website www. jdojo. com using
the http protocol. I maintain jdojo.com. You can access the hello applets using the URL
http://www.jdojo.com/myapplets/helloapplet.html.

Once you are done with the testing your applets, please remove these sites from the exception list so your
computer is protected from running malicious applets.
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Viewing an Applet

If you have been following the steps in the previous sections, viewing an applet is as simple as entering the URL of the
hellapapplet.html file in the browser. Follow these steps to view the applet.

1. Open the browser of your choice, such as Google Chrome. Mozilla Firefox, or Internet
Explorer.

2. Press Ctrl + O or select the Open menu option from the File menu. You will get a browse/
open dialog box. Navigate to the directory in which you have stored the helloapplet.html
file and open it in the browser.

3. Depending on the settings in the Java Control Panel, you may get security warnings, which
you need to ignore.

4.  Alternatively, you can enter the URL for the HTML file directly. If you saved the
helloapplet.html file in the C: \myapplets directory in windows, you can enter the URL
asfile:///C:/myapplets/helloapplet.html.

5. Ifeverything was set up correctly, you will see the applet running in your browser as
shown in Figure 4-5. Enter your name and click the Say Hello button to display a greeting
dialog box.

|9 helloapplet.html
<« C [ filey///C:/myapplets/helloapplet.html

Hello Applet in Action

Your Name: | | Say Hello

Figure 4-5. The Hello Applet running from the file system in the Google Chrome browser

If you are not able to view the applets using these steps, please read on the next section, which will describe how
to view applets during testing using the appletviewer.

Using the appletviewer to Test Applets

You can use the appletviewer command to view an applet. It is available as appletviewer program in the
JAVA_HOME\bin folder, where JAVA_HOME is the JDK installation folder on your machine. Here is the generic form
of the command syntax:

appletviewer <options> <urls>
In <options>, you can specify various options for the command. You must specify one or more URLSs separated
by a space that contain the applet documents. You can use any of the following commands to view the applet

described in the previous section. On Microsoft Windows, you can use the command prompt to enter the command.
On Linux, use the Terminal window.
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appletviewer http://www.jdojo.com/myapplets/helloapplet.html
or
appletviewer file:///C:/myapplets/helloapplet.html
You may get the following error when you run the above command:
'appletviewer' is not recognized as an internal or external command, operable program or batch file.
If you received the above error, you need to specify the full path for the appletviewer command, such as
C:\java8\bin\appletviewer, assuming you have installed the JDK in C: \ java8 directory. You can try the following
command on the Windows command prompt:
C:\java8\appletviewer http://www.jdojo.com/myapplets/helloapplet.html
Figure 4-6 shows the applet running in the appletviewer window. Note that the appletviewer displays only the

applet from the document specified in the URL. All other HTML contents are ignored. For example, the applet does
not display the text from the helloapplet.html file that you had added inside the <h3> tag.

Your Name: |

Applet started.

Figure 4-6. The Hello Applet running from the file system in the Google Chrome browser

If you want to view multiple applets using the appletviewer command, you can do so by specifying multiple
URLs on the command line. Each applet will be displayed in a separate applet viewer window. The following
command may be used to display two applets from two different web servers, where URL_PART1 could be
http://www.myserveri.com/myapplets1and URL_PART2 could be http://www.myserver2.com/myapplets2:

appletviewer URL_PART1/appleti.html URL_PART2/applet2.html

The appletviewer command displays each applet found in the documents in a separate window. For example,
ifapplet1.html contains two applets and applet2.html contains three applets, the above command will open
five applet viewer windows. If the document referred to by the URL does not contain any applet, the appletviewer
command does not do anything. The content in the document referred to by the URL is ignored except for the part
that is related to an applet. The appletviewer window has a main menu called “Applet” that lets you reload an applet,
restart it, stop it, save it in serialized form, etc.

You can specify three options to the appletviewer command:

e -debug
e -encoding

e -Jjavaoptions
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The -debug option lets you start the appletviewer in debug mode. You can specify the encoding of your document
referred to by the URLs using the -encoding option. The -Jjavaoptions option lets you specify any Java options
for the JVM. The -] part of the option is removed and the remaining part is passed to the JVM. The following are
examples of using these options. Note that to specify the classpath environment variable for the appletviewer, you
need to specify the -J options twice.

appletviewer -debug your_document_url goes here
appletviewer -encoding IS0-8859-1 your document_url goes here
appletviewer -J-classpath -Jc:\myclasses your document_url goes here

Tip If you are using the NetBeans IDE to develop your applets, right-clicking the applet’s file, such as
HelloApplet.java in the IDE, and selecting the Run File menu option runs your applet in the appletviewer.

Using the codebase Attribute

In the HelloApplet example, you placed the Java class file and the HTML file under the same parent directory. You
files were placed as follows:

e ANY DIR\html file
e ANY DIR\package directories\class file

You do not have to follow the above directory structure to use your applet. The parent directory in which the
HTML file for the applet is stored is called the document base. The parent directory where the Java class files (always
consider the directory structure needed for the package in which the applet class is placed) are stored is called the
code base. You can specify a code base for your applet in the <applet> tag using the codebase attribute. If you do not
specify the codebase attribute, the document base is used as codebase. The codebase attribute could be a relative URL
or an absolute URL. Using an absolute URL for the code base opens up another possibility for storing applet class files.
You can store an applet’s HTML file on one web server and the Java classes on another. In such cases, you must specify
an absolute codebase for the java classes.

A relative URL for the codebase attribute is resolved using the href attribute’s value for the <base> tag in the
HTML document. If a <base> tag is not specified in the HTML document, the URL from where the HTML document
was downloaded is used to resolve the relative codebase URL. Let’s look at some examples.

Example 1

The content of a helloapplet.html file is as follows. Note that you include a <base> tag and you do not specify the
codebase attribute for the <applet> tag.

<html>
<head>
<title>Hello Applet</title>
<base href="http://www.jdojo.com/myapplets/myclasses">
</head>
<body>
<applet code="com.jdojo.applet.HelloApplet" width="150" height="100">
This browser does not support Applets.
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</applet>
</body>
</html>

The document is downloaded using the URL http://www. jdojo.com/myapplets/helloapplet.html. Since you
have specified the <base> tag, the browser will look for the applet’s class file at http://www. jdojo.com/myapplets/
myclasses/com/jdojo/applet/HelloApplet.class.

Example 2

The content of a helloapplet.html file is as follows. Note that you include the <base> tag and you do not specify the
codebase attribute for the <applet> tag as mydir

<html>
<head>
<title>Hello Applet</title>
<base href="http://www.jdojo.com/myapplets/myclasses">
</head>
<body>
<applet code="com.jdojo.applet.HelloApplet" width="150" height="100"
codebase="mydir">
This browser does not support Applets.
</applet>
</body>
</html>

The document is downloaded using the URL http://www.jdojo.com/myapplets/helloapplet.html. Since you
have specified the <base> tag, the browser will look for the applet’s class file at http: //www. jdojo.com/myapplets/
myclasses/mydir/com/jdojo/applet/HelloApplet.class. Note that the codebase value of mydir is resolved using
the <base> tag’s href value. If you had specified the codebase value as . . /xyzdir (two dots means one directory
up), the browser will look for the class file at http://www. jdojo.com/myapplets/xyzdir/com/jdojo/applet/
HelloApplet.class. Note that some browsers do not let you specify two dots to indicate one level up in a directory
hierarchy as part of a codebase URL for security reasons.

Example 3

The content of a helloapplet.html file is as follows. Note that you have not included the <base> tag and you have
specified the codebase attribute for the <applet> tag.

<html>
<head>
<title>Hello Applet</title>
</head>
<body>
<applet code="com.jdojo.applet.HelloApplet"
width="150" height="100" codebase="abcdir">
This browser does not support Applets.
</applet>
</body>
</html>
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The document is downloaded using the URL http://www.jdojo.com/myapplets/helloapplet.html. Since you
have not specified the <base> tag, the relative URL for the codebase will be resolved using the URL used to download
the HTML file and the browser will look for a class file at http://www.jdojo.com/myapplets/abcdir/com/jdojo/
applet/HelloApplet.class.

If you use an absolute URL for the codebase, the browser will look for the applet’s class files using that absolute
URL, irrespective of the presence of a <base> tag in the HTML file and from where the HTML file is downloaded. Let’s
consider the following <applet> tag:

<applet code="com.jdojo.applet.HelloApplet" width="150" height="100"
codebase="http://www.jdojo.com/myclasses">
This browser does not support Applets.

</applet>

The browser will look for the applet’s class files at http://www. jdojo.com/myclasses/com/jdojo/applet/
HelloApplet.class. If you want to store the applet’s class files and HTML files on different servers, you need to
specify the codebase value as an absolute URL.

The Applet class provides two methods called getDocumentBase() and getCodeBase() to get the document base
URL and the code base URL, respectively. The getDocumentBase () method returns the URL of the document that has
an embedded <applet> tag. For example, if you enter the URL http://www.jdojo.com/myapplets/helloapplet.html
in your browser to view the applet, http://www.jdojo.com/myapplets/helloapplet.html will be returned from the
getDocumentBase() method. The getCodeBase () method returns the URL of the directory that is used to download
the Java classes for the applet. The URL returned from this method depends on many factors, as you have just seen in
the examples.

The Life Cycle of an Applet

An applet goes through different stages during its existence. It is created, initialized, started, stopped, and
destroyed. An applet is first created by calling its constructor. At the time of its creation, it is a simple Java object
and it does not get its “applet” status. After its creation, it gets its applet status and there are four methods in the
Applet class that are called by the browser. You can place code in those methods to perform different kinds of logic.
These methods are as follows:

e init()
e start()
» stop()

e destroy()

The init() Method

The init() method is called by the browser after an applet has been instantiated and loaded. You can override this
method to place any code that performs initialization logic for your applet. Typically, you will place code to create a
GUI for your applet in this method. This method is called only once during the lifetime of the applet.

The start() Method

The start() method is called just after the init() method. It may be called multiple times. Suppose you are viewing
an applet in a web page, and you open another web page in the same browser window (or tab) by replacing the
applet’s web page. If you go back to the previous web page, and if the applet was cached, its start() method will be
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called again. If the applet was destroyed when you replaced the applet’s web page by another web page, its life cycle
will start over, and its init() and start() methods will be called in sequence. You can place any code in this method
that starts a process, such as an animation when the applet is shown on a web page.

The stop() Method

The stop() method is the counterpart of the start() method. It may be called multiple times. Typically, it is called
when the web page showing the applet is replaced by another web page. It is also called before the destroy() method
is called. Typically, you place code in this method that stops any process such as an animation that was started in the
start() method.

The destroy() Method

The destroy() method is called when the applet is destroyed. You can place code that performs logic to release any
resources that were held during the lifetime of the applet. The stop() method is always called before the destroy()
method is called. This method is called only once during the lifetime of an applet.

Listing 4-4 contains the code for an applet that displays a dialog box when the applet’s init(), start(), stop(),
and destroy() methods are called. It includes the number of times the start() and stop() methods are called in
the messages.

Listing 4-4. An Applet to Demonstrate the Life Cycle of an Applet

// AppletLifeCycle.java
package com.jdojo.applet;

import javax.swing.JApplet;
import javax.swing.JLabel;
import javax.swing.JOptionPane;

public class AppletLifeCycle extends JApplet {
private int startCount = 0;
private int stopCount = 0;

@0verride

public void init() {
this.getContentPane().add(new JLabel("Applet Life Cycle!!!"));
JOptionPane.showMessageDialog(null, "init()");

}

@0verride

public void start() {
startCount++;
JOptionPane.showMessageDialog(null, "start():

+ startCount);

}

@0verride

public void stop() {
stopCount++;
JOptionPane.showMessageDialog(null, "stop():

+ stopCount);
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@0verride

public void destroy() {
JOptionPane.showMessageDialog(null, "destroy()");

}

Listing 4-5 contains the contents of the HTML file to view the AppletLifeCycle applet. It assumes that the HTML
file and Java class file will be placed in a directory structure as shown:

ANY_DIR\appletlifecycle.html
ANY_DIR\com\jdojo\applet\AppletLifeCycle.class

If you have a different directory structure, you may need to include the codebase attribute in an <applet> tag. You
can view applets using the steps described previously.

Listing 4-5. The Contents of the appletlifecycle.html File to View the AppletLifeCycle Applet

<html>
<head>
<titlesLifecycle of an Applet</title>
</head>
<body>
<applet code="com.jdojo.applet.AppletLifeCycle"”
height="200" width="200">
This browser does not support Applets.
</applet>
</body>
</html>

Passing Parameters to Applets

You can let the users of your applets configure the applet by passing parameters to it in the HTML document. You can
pass parameters to an applet using the <param> tag inside the <applet> tag. The <param> tag has two attributes called

name and value. The name and value attributes of a <param> tag are used to specify a name and value of the parameter,
respectively. You can pass multiple parameters to an applet using multiple <param> tags. The following HTML snippet
passes two parameters to an applet:

<applet code="MyApplet" width="100" height="100">
<param name="buttonHeight" value="20" />
<param name="buttonText" value="Hello" />
</applet>

The parameter names are buttonHeight and buttonText and their values are 20 and Hello, respectively. Make
sure you have meaningful names for your applet parameter that make sense to the user who reads them. Technically,
any string for a parameter name is fine. For example, technically, p1 and p2 are as good parameter names as
buttonHeight and buttonText. However, the latter are more meaningful to the users.

The Applet class provides a getParameter () method that accepts the parameter name as its argument
and returns the parameter value as a String. Note that it always returns a String irrespective of the value set
for a parameter. For example, if you want to use the value 20 for the parameter buttonHeight as an integer,
you need to convert the String into an integer in inside the applet’s Java code. The name of the parameter
that you pass to the getParameter() method is case-insensitive; both getParameter ("buttonHeight") and
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getParameter ("BUTTONHEIGHT") return the same value of 20 as a String. If the specified parameter has not been set
in the HTML document, the getParameter () method returns null. The following snippet of code demonstrates how
to use the getParameter() method in the code for an applet:

// buttonHeight and buttonText will get the values 20 and Hello
String buttonHeight = getParameter("buttonHeight");
String buttonText = getParameter("buttonText") ;

// bgColor will be null as there is no backgroundColor parameter set
String bgColor = getParameter("backgroundColor");

You can customize a few aspects of your applet using parameters. You do not have to change your code if the
value of the parameter changes. If you pass parameters to your applet, make sure to assign a default value to each
parameter, in case it is not set in the HTML document. For example, you can set the background color of your applet
as an applet’s parameter. If it is not set, you can default to a color such as gray or white.

Listing 4-6 shows the code for an AppletParameters applet. It uses two GUI components, a JTextArea to display
a welcome message and a JButton. The welcome message and the button’s text can be customized passing two
parameters called welcomeText and helloButtonText. The applet code reads the two parameter values in its init()
method. It sets the default values for parameters if they are not set in the HTML document. Listing 4-7 contains the
HTML file’s content and Figure 4-7 shows the applet in action. Figure 4-8 shows the message box that is displayed
when you click the Say Hello button.

Listing 4-6. Passing Parameters to an Applet Using the <param> Tag

// AppletParameters.java
package com.jdojo.applet;

import java.awt.Container;
import java.awt.FlowlLayout;
import javax.swing.JApplet;
import javax.swing.JButton;
import javax.swing.JOptionPane;
import javax.swing.JScrollPane;
import javax.swing.JTextArea;

public class AppletParameters extends JApplet {
private JTextArea welcomeTextArea = new JTextArea(2, 20);
private JButton helloButton = new JButton();

@0verride

public void init() {
Container contentPane = this.getContentPane();
contentPane.setlLayout(new FlowLayout());

contentPane.add(new JScrollPane(welcomeTextArea));
contentPane.add(helloButton);

// Show parameters when the button is clicked
helloButton.addActionListener(e -> showParameters());

// Make the welcome JTextArea non-editable
welcomeTextArea.setEditable(false);
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// Display the welcome message

String welcomeMsg = this.getParameter("welcomeText");

if (welcomeMsg == null || welcomeMsg.equals("")) {
welcomeMsg = "Welcome!";

}

welcomeTextArea.setText(welcomeMsg);

// Set the hello button text

String helloButtonText = this.getParameter("helloButtonText");

if (helloButtonText == null || helloButtonText.equals("")) {
helloButtonText = "Hello";

}

helloButton.setText(helloButtonText);
}

private void showParameters() {
String welcomeText = this.getParameter("welcomeText");
String helloButtonText = this.getParameter("helloButtonText");

String msg = "Parameters passed from HTML are\nwelcomeText="
+ welcomeText + "\nhelloButtonText=" + helloButtonText;
JOptionPane.showMessageDialog(null, msg);

}
}
Listing 4-7. Contents of the appletparameters.html File Used to View the AppletParameters Applet
<html>
<head>
<title>Applet Parameters</title>
</head>
<body>
<applet code="com.jdojo.applet.AppletParameters"
width="300" height="50">
<param name="welcomeText"
value="Welcome to the applet world!"/>
<param name="helloButtonText"
value="Say Hello"/>
This browser does not support Applets.
</applet>
</body>
</html>

W |
elcome to the applet world! say Helio

Figure 4-7. The AppletParameters applet running in a browser

268

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 4 © APPLETS

@ Parameters passed from HTML are

welcomeText=\Welcome to the applet world!
helloButtonText=Say Hello

Figure 4-8. The AppletParameters applet running in a browser

Tip You can also use the getParameter () method of the Applet class to get the value of attributes of a <applet>
tag. For example, you can use getParameter("code") to get the value of the code attribute of the <applet> tag.

Publishing the Applet’s Parameter Information

An applet lets you publish information about the parameters it accepts. You may develop an applet that knows about
its parameters. Your applet may be viewed using different applet viewers and by users other than you. Publishing the
parameters that your applet accepts may be helpful for the program that is hosting the applet and to the user who is
viewing it. For example, an applet viewer may let the user change the applet’s parameters interactively and reload the
applet. The Applet class provides a getParameterInfo() method, which you need to override in your applet class to
publish information about your applet’s parameters. It returns a two-dimensional (nX3) array of String. By default, it
returns null. The array should have rows equal to the number of parameters it accepts. Each row should have three
columns containing the parameter’s name, type, and description. Implementing the getParameterInfo() method in
your applet is not necessary for your applet to work. However, it is good practice to provide information about your
applet’s parameters through this method. Let’s assume that the following <applet> tag is used to display your applet:

<applet code="MyApplet" width="100" height="100">
<param name="buttonHeight" value="20" />
<param name="buttonText" value="Hello" />
</applet>

One possible implementation for a getParameterInfo() method for the MyApplet class is as follows. Note that as
a developer, you are just the publisher of the applet’s parameter information. It is up to the applet viewer programs to
use it in any way they choose.

public class MyApplet extends JApplet {
// Other code for applet goes here...

// Public applet's parameter info
public String[][] getParameterInfo() {
String[][] parametersInfo =
{ {"buttonHeight",
"integer",
"Height for the Hello button in pixel"
}
{"buttonText",
"String",
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"Hello button's text"

}
};

return parametersInfo;

Publishing the Applet’s Information

The Applet class provides a getAppletInfo() method that should return a text description of the applet. The default
implementation of this method returns null. It is good practice to return a brief description of your applet from this
method, so your applet users can know a little more about your applet. This description may be displayed in some
manner by the tool that is used to view the applet. The following snippet of code illustrates using the getAppletInfo()
method to provide information about your applet:

public class MyApplet extends JApplet {
// Other applet's logic goes here...

public String getAppletInfo() {
return "My Demo Applet, Version 1.0, No Copyright";
}

Other Attributes of the <applet> Tag

Table 4-1 lists all attributes for the <applet> tag and their usage. In addition to the attributes listed in this table, you
can also use some other standard HTML attributes such as id, style, etc. with the <applet> tag.

Table 4-1. The List of Attributes for the <applet> tag

Name Usage
Code Specifies the fully qualified name of the applet’s class or the applet’s class file name.
codebase Specifies the URL for the base directory that contains the applet’s classes. If it is not specified,

the document’s base URL, specified in the <base> tag, or the URL from where the document is
downloaded is used as its value. Its value could be a relative or absolute URL. A relative URL is
resolved based on a document base URL in the <base> tag’s value if present, or a URL from where the
document is downloaded.

Width Specifies the width of the applet in pixels or percentage of its container’s width. For example,
width="100" specifies the applet’s width as 100 pixels whereas width="30%" specifies the applet’s
width as 30% of its container’s width.

height Specifies the height of the applet in pixel or percentage of its container’s height. For example,
height="200" specifies applet’s height as 200 pixels whereas height="20%" specifies the applet’s
height as 20% of its container’s height.

(continued)
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Table 4-1. (continued)

Name

Usage

archive

object

Name

alt

align

hspace

vspace

Specifies a list of comma-separate archive files (JAR or ZIP files). The archive files may contain classes
and other resources such as images, audios, etc., that are used by the applet. The archive file may

use a relative or absolute URL. The relative URL is resolved using the codebase attribute’s value.

The download time is reduced significantly if your applet uses multiple classes and other resources
that are packaged in archive files. If you do not use archives, each class and resource for your applet
will be downloaded separately when they are needed. If you archive them, all files contained in the
archives are downloaded using one connection to the server, thus reducing the download time. You
can choose to place some files in archives and some in directories. If your applet needs a resource,

it first looks for it in the archive, and then on the server in directories as specified by the codebase
attribute value.

Specifies the name of the file that contains the serialized form of the applet. You can specify
either a code attribute or an object attribute, but not both. When the applet is displayed, it will
be deserialized, and its init() method will not be called. Its start () method will be called. This
attribute is not used often.

Specifies the name of the applet. You can use the name of the applet to find other applets running in
the same web page. You can also specify the name of the applet by using a <param> tag with its name
attribute value as “name”. Both of the following will set the name of the applet to myappleti:

<applet name="myapplet1" ...>
</applet>

or

<applet ...>

<param name="name" value="myapplet1"/>
</applet>

You can get the name of an applet by using the getParameter ("name") method of the Applet class.

Specifies alternate text to be displayed if the browser understands the <applet> tag but cannot run
the applet. It is preferred to use text between the <applet> and </applet> tags to display the alternate
text that can also include HTML formatting in your alternate text.

Specifies the position of the applet with respect to the surrounding contents. Its value could be
bottom, middle, top, left, or right. Note that this attribute specifies the applet’s position relative to
its surrounding, not relative to its container. For example, using align="middle" will not make the
applet appear in the middle of the browser window. If you want to place your applet in the middle

of the browser window, you need to use another HTML technique such as placing the <applet> tag
inside another container such as <p> and then setting the align attribute. For example, the following
HTML piece of code will place an applet in the center of the browser window:

<p align="center">
<applet ...>...</applet>
</p>

Specifies the space in pixels that is left to the left and right of the applet.

Specifies the space in pixels that is left to the top and bottom of the applet.
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Using Images in an Applet

Using images in an applet is simple. The Applet class has an overloaded getImage() method that returns a
java.awt.Image object. Here are the two version of this method:

e Image getImage(URL imageAbsoluteURL)
e Image getImage(URL baseURL, String imageURLPath)

The first version takes an absolute URL of the image such as http://www.jdojo.com/myapplets/images/
welcome. jpg. The second version takes a base URL and a URL path to the image. The URL for the image is resolved
using the first argument, which is the base URL. Consider the following snippet of code in an applet:

URL baseURL = new URL("http://www.jdojo.com/myapplets/abc.html");
Image welcomeImage = getImage(baseURL, "images/welcome.jpg");

The contents of the welcome. jpg file will be fetched using the base URL and the relative image’s URL from
http://www.jdojo.com/myapplets/images/welcome.jpg. Consider the following snippet of code in an applet:

URL baseURL = new URL("http://www.jdojo.com/myapplets/abc.html");
Image welcomeImage = getImage(baseURL, "/images/welcome.jpg");

This time, the image URL path (/images/welcome. jpg) starts with a forward slash. This URL path will be resolved
to http://www.jdojo.com/images/welcome.jpg. You can store all images under the directory where you store the
HTML document, and always use the document base URL returned from getDocumentBase () method as the base
URL to fetch the images.

The getImage() method returns immediately. The image is downloaded when the applet needs to paint it.

Listing 4-8 contains the code for an applet that uses an image. Listing 4-9 has the HTML content to view the applet.

Listing 4-8. Using Images in an Applet

// ImageApplet.java
package com.jdojo.applet;

import java.awt.Container;
import java.awt.Image;
import javax.swing.ImageIcon;
import javax.swing.JApplet;
import javax.swing.JLabel;

public class ImageApplet extends JApplet {
JLabel imagelabel;

@0verride
public void init() {
Container contentPane = this.getContentPane();
Image img = this.getWelcomeImage();
if (img == null) {
imageLabel = new JLabel("Image parameter not set...");
}

else {
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imagelabel = new JLabel(new ImageIcon(img));
}

contentPane.add(imageLabel);

}

private Image getWelcomeImage() {
Image img = null;
String imageURL = this.getParameter("welcomeImageURL");
if (imageURL != null) {
img = this.getImage(this.getDocumentBase(), imageURL);

}
return img;
}
}
Listing 4-9. Contents of the imageapplet.html File
<html>
<head>
<title>Using Images in Applet</title>
</head>
<body>
<applet code="com.jdojo.applet.ImageApplet”
width="250" height="200">
<param name="welcomeImageURL"
value="images/welcome.jpg"/>
This browser does not support Applets.
</applet>
</body>
</html>

This example assumes the following directory structure, where ANY_DIR means a directory in your web server or
local file system:

e  ANY_DIR\myapplets\imageapplet.html
e ANY_DIR\myapplets\images\welcome.jpg
e ANY_DIR\myapplets\com\jdojo\applet\ImageApplet.class

The image URL path relative to the document base is specified as a parameter. If the image URL is not specified in
the HTML code, the applet displays a string to that effect in a JLabel. If your directory structure is not the same as listed
above, you will need to modify the applet’s code or HTML contents before you can run this example successfully.

Playing Audio Clips in an Applet

It is easy to play an audio clip in an applet. The Applet class has an overloaded getAudioClip() method that returns
an instance of the java.applet.AudioClip interface. Here are the two version of this method:

e AudioClip getAudioClip(URL audioAbsoluteURL)
e AudioClip getAudioClip(URL baseURL, String audioURLPath)
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The getAudioClip() method works the same way as the getImage () method. It returns immediately. The audio
clip is loaded when it is played. The AudioClip interface is declared as follows:

package java.applet;

public interface AudioClip {
void play();
void stop();
void loop();

You can start playing an audio clip using the play () method. You can stop playing the audio clip using the stop()
method. You can play an audio clip in a loop using its loop () method. The following code snippet demonstrates how
to use an audio clip in an applet:

// Assuming that audios/myaudio.wav is stored under a directory

// where the HTML file for the applet is stored

AudioClip clip = getAudioClip(getDocumentBase(), "audios/myaudio.wav");
clip.play(); //* Play the clip

// Other logic goes here
clip.stop(); // Stop the clip

The Applet class contains some convenience methods that let you play an audio clip without dealing with the
AudioClip interface. The applet will download the audio clip and play it for you. You just need to specify the URL of
the audio clip and use the play() method of the Applet class as shown:

// Assuming that the following code is inside your applet class
this.play(this.getDocumentBase(), "audios/myfav.wav");

If you want to play an audio clip in a Java application, use the newAudioClip() static method of the Applet class
to get the AudioClip object as shown:

URL myFavAudioURL = new URL("http://www.jdojo.com/myfav.wav");
AudioClip clip = Applet.newAudioClip(myFavAudioURL);
clip.play();

Interacting with the Applet’s Environment

An applet context refers to the environment that runs the applet, such as a browser, an applet viewer, etc. An
instance of the java.applet.AppletContext interface represents the applet’s context. The Applet class provides a
getAppletContext() method that returns the applet’s context. Using an AppletContext object, you can open a new
document, display a message in the applet’s container status bar, and get reference to another applet running in the
same document. The following snippet of code demonstrates some of the uses of the AppletContext object:

// Get the applet context object
AppletContext context = getAppletContext();

// Open the Yahoo's home page in a new window
URL yahooURL = null;
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try {
yahooURL = new URL("http://www.yahoo.com");
context. showDocument (yahooURL, " blank");

catch (MalformedURLException e) {
e.printStackTrace();
}

// Show a brief message in the status bar
context.showStatus("Welcome to the applet world!");

// Get reference of another applet named "crazyApplet"
Applet crazyApplet = context.getApplet("crazyApplet");
if (crazyApplet != null) {

context.showStatus("Found the crazy applet...");

// Now you can invoke methods on crazyApplet

The showDocument () method opens another document specified by the first parameter. By using its second
parameter, you can control the window in which it displays the new document. The valid values for the second
parameter are: "_self", " parent”,"_top","_blank", and "any existing/non-existing frame/window name".
The same values are also used in standard HTML/JavaScript code.

The showStatus () method is used to display a short, but not very important, message in the status bar of a
browser. The browser also uses the same status bar to display messages. You should not display an important message
that needs the user’s attention using this method. The user may not see your message, or it may be overwritten before
the user has a chance to see it. If you need to display important messages, you should consider displaying it in the
applet area.

The getApplet() and getApplets() methods are used to find other applets running in the same document.
Refer to the next section for more details on how an applet may communicate with other applets.

Tip The applet context is not available when the applet object is created. Calling the getAppletContext() method in
an applet’s constructor returns null. The getImage() and getAudioClip() methods invoke a corresponding method in
the AppletContext object. Since the AppletContext object for an applet is not available when the applet’s constructor is
executing, do not use the getImage() and getAudioClip() methods of Applet class in its constructor.

Communion of Applet, HTML, and JavaScript

An applet can open another HTML document using its showDocument () method. It can also display a brief message
on the status bar of the browser by using its showStatus () method. There are many other possibilities when you work
with applets. In fact, applets, HTML, and JavaScript coexist happily and they can comminute with each other. Here are
some of the possibilities:

e  An applet can communicate with another applet in the same HTML document.
e  An applet can communicate with JavaScript by invoking JavaScript functions.
e JavaScript can communicate with an applet by accessing an applet’s methods and fields.

Figure 4-9 shows a possible interaction among applets, HTML, and JavaScript.
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Figure 4-9. Communication between applets, HTML, and JavaScript

Before an applet can communicate with another applet, it must find the applet it wants to communicate with.
The AppletContext class has two methods that let an applet find another applet in the same HTML document:

o Applet getApplet(String appletName)
e  Enumeration<Applet> getApplets()

The getApplet() method requires you to pass the name of the applet you are looking for and it returns the
reference of the applet if it is found. If it does not find the applet, it returns null. You must specify a name for your
applet to be found for this method to work. You use this method as shown:
import java.applet.Applet;

Applet app = getAppletContext().getApplet("applet2");
if (app == null) {
// applet2 is not found
}
else {

}

// Work with applet2 object.

The getApplets() method returns the Enumeration of all applets on the page including the one that calls this
method. You can use this method as shown:

import java.applet.Applet;
import java.util.Enumeration;

Enumeration<Applet> e = getAppletContext().getApplets();
while(e.hasMoreElements()) {

Applet app = e.nextElement();

// Work with app applet now

An applet can communicate with JavaScript using the netscape.javascript.JSObject class. The JSObject
class is not part of the standard Java library. If you have installed JRE, it is packaged in the plugin. jar file, which is
stored in a JRE_HOME\11b folder. If you use JSObject in your applet, you need to include the plugin. jar file in your
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CLASSPATH in order for your applet’s code to compile. You can get the reference of the browser window using the
JSObject.getWindow() static method. You need to pass the reference of the applet to the JSObject.getWindow()
method. The following snippet of code demonstrates how to call a JavaScript method from an applet:

// Need to import the JSObject class
import netscape.javascript.JSObject;

// Get the reference of the browser window
JSObject browserWindow = (JSObject)JSObject.getWindow(this);

/* You need to use the call() method of the browserWindow passing the
JavaScript function name as a string and arguments as an Object array.
Assume that helloJS(msgText) is a JavaScript function which accepts a
string argument and returns some value.

*/

String methodName = "hellolS";

Object[] methodArgs = {"Hello from applet"};

Object returnValue = browserWindow.call(methodName, methodArgs);

To access JavaScript from inside an applet, you must include a MAYSCRIPT attribute in your <applet> tag. Your
applet tag will look as follows:

<applet code="MyApplet" width="100" height="100" MAYSCRIPT>
</applet>

JavaScript provides references to all applets in the document as an applets property of the document object.
The property is an array. You can access it using a zero-based index or an applet name. Suppose you have two
applets in a document named applet1 and applet2. The following JavaScript functions have the code to call the

pushMessage () method of all applets and applet1 on the page, assuming the all applets in the HTML document have
apushMessage(String msg) method:

// A JavaScript function.
// Call the pushMessage() method of all applets on the page
function pushMessageToAllApplets() {
for(var i = 0; i < document.applets.length; i++) {
document.applets[i].pushMessage("Hello");
}

}

// A JavaScript function.

// Call the pushMessage() method of appletl on the page

function pushMessageToApplet1() {
document.applets["applet1"].pushMessage("Hello applet1");

}

You can access any public methods or fields of an applet from JavaScript code. Note that JavaScript is not a
compiled language and it may throw runtime errors if the method or field name of the applet does not exist.
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Packaging Applets in Archives

You can package all Java classes and resources such as images, audios, etc. for an applet in archives (JAR or ZIP files).
You can use one or more archives to package your applet resources. All archive file names are specified in a comma-
separated list as the value for archive attribute of the <applet> tag. The archive files names are resolved using the
codebase attribute value.

<applet code="MyApplet"

width="200"

height="200"

codebase="resources"

archive="myclasses1.jar, myclasses2.jar, myimages.zip">
</applet>

If you package all your resources in archives, you do not have to maintain the specific directory structures on
your web server to store your classes and other resources. Packaging all your resources for an applet in archives has a
huge advantage with regards to applet loading time. It improves the applet loading time significantly, as it downloads
the entire archive using one connection rather than connecting once for each file to download. However, if, for some
reason, you cannot package all your applet classes and resources in archives, you may keep some in directories and
package some in archives. If the applet needs a resource (class file, image, audio clips, etc.), it looks for it first in
archives, and then on the server.

The Event Dispatching Thread and Applets

I covered a great deal about the role of the event-dispatching thread in a Swing application in Chapter 3. The
discussion about the event-dispatching thread and Swing also applies to applets because applets also use Swing
components. The four applet life cycle methods of init(), start(), stop(), and destroy() are called by applet
viewers (typically a web browser) and they are not called on the event-dispatching thread. You are supposed to write
your program so that all Swing-related code executes on the event-dispatching thread. You have been building your
GUI in the init() method, and now you know that the init() method is not executed on the event-dispatching
thread. So, you have not been following the correct way of working with Swing components. You have not come across
any problems in your applets related to the event-dispatching thread because the examples so far have been trivial. If
you are developing production-level applets, you need to follow the guidelines suggested.

You need to use the invokeAndWait () and invokelLater () methods of the SwingUtilities class to run your
code on the event-dispatching thread. Usually, you use the invokelLater () method so your code is scheduled to
run on the event-dispatching thread later. The invokeLater () method returns immediately. You should not use the
invokelater() method to build a GUI from the init() method of the applet. The reason is very obvious. An applet
viewer (usually a web browser) calls the applet’s init() and start() methods in sequence. When the init() method
returns, it calls the start() method. If you use the invokelLater () method in the init() method to build the GUI,
the init() method will return immediately (not necessarily after running the code to build the GUI, but just after
scheduling the GUI building code to run later) and the applet viewer will call the start() method. That is, when
the start() method executes, your GUI may not be ready. However, the assumption is that your applet must be
initialized before the init () method returns, so that you can perform the next steps in its start () method. This is the
reason why you need to use the invokeAndWait() method to build a GUI inside an applet’s init() method, so you
can be sure that when the start() method is called, your GUI is already in place. Here is the correct way to code the
init() method of an applet. Listing 4-10 rewrites the HelloApplet class and calls it BetterHelloApplet. It uses the
initApplet() method to build the GUI for the applet. The initApplet() method is called on the event-dispatching
the thread from the init () method.
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Listing 4-10. Using the Event-Dispatching Thread to Build a GUI in an Applet

// BetterHelloApplet.java
package com.jdojo.applet;

import javax.swing.JApplet;

import javax.swing.SwingUtilities;

import java.awt.Container;

import java.awt.FlowlLayout;

import java.lang.reflect.InvocationTargetException;
import javax.swing.JButton;

import javax.swing.JLabel;

import javax.swing.JOptionPane;

import javax.swing.JTextField;

import static javax.swing.JOptionPane.INFORMATION_MESSAGE;
import static javax.swing.JOptionPane.ERROR_MESSAGE;

public class BetterHelloApplet extends JApplet {

@0verride
public void init() {
try {
// Build the GUI on thw event-dispatching thread
SwingUtilities.invokeAndWait(() -> initApplet());
}

catch (InterruptedException | InvocationTargetException e) {
JOptionPane.showMessageDialog(null, e.getMessage(),
"Error", ERROR_MESSAGE);

}

private void initApplet() {
// This method is supposed to be executed on the
// event-dispatching thread

// Create Swing components

JLabel namelLabel = new JLabel("Your Name:");
JTextField nameFld = new JTextField(15);
JButton sayHelloBtn = new JButton("Say Hello");

// Add an action litener to the button to show the hello message
sayHelloBtn.addActionListener(e -> sayHello(nameFld.getText()));

// Add Swing components to the content pane of the applet
Container contentPane = this.getContentPane();
contentPane.setlLayout(new FlowLayout());
contentPane.add(namelLabel);

contentPane.add(nameFld);

contentPane.add(sayHelloBtn);

}

private void sayHello(String name) {
String msg = "Hello there";
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if (name.length() > 0) {
msg = "Hello " + name;
}

// Display the hello message
JOptionPane.showMessageDialog(null, msg, "Hello", INFORMATION MESSAGE);

The choice of using the invokeAndWait () and invokelLater () methods of the SwingUtilities class in other
places depends on the situation at hand. As a rule of thumb, you need to execute the code for the init(), start(),
stop(), and destroy() methods of your applet in the event-dispatching thread using one of the two methods of the
SwingUtilities class. You can use the SwingWorker class to perform any task in a background thread and coordinate
with Swing components using the event-dispatching thread. Please refer to the Chapter 3 for details on using threads
in a Swing application.

Painting in Applets

The Applet class is inherited from the java.awt.Panel class. The JApplet class is inherited from the Applet class.
If you want to draw graphics or strings on an applet surface directly, you need to override its paint (Graphics g)
method and write your code. Note that if you add Swing components and draw onto their surface, you need to
override the paintComponent (Graphics g) method of those Swing components. Alternatively, you can override the
paint() method of the Applet class and perform the drawing as shown in Listing 4-11.

Listing 4-11. An Applet Using the paint() Method to Draw a String

// DrawingHelloApplet.java
package com.jdojo.applet;

import javax.swing.JApplet;
import java.awt.Graphics;

public class DrawingHelloApplet extends JApplet {
@0verride
public void paint(Graphics g) {
super.paint(g);
g.drawString("Hello Applet!", 10, 20 );

Is the Java Code Trusted?

There are two kinds of Java code that may run on your machine: trusted code and untrusted code. There are no hard
and fast rules to designate which Java code is always trusted and which one is not. However, there are a few rules
you can go by. By default, you should categorize all Java code that your web browser downloads over the Internet to
run applets as untrusted because you do not know who wrote the code for the applets. You can categorize all local
Java code that is run as applications on your machine as trusted code. The difference between trusted and untrusted
code comes into picture when the code tries to access some privileged resources such as the local file system. By
default, Java treats all locally stored code as trusted to give full access to the privileged resources. It treats the code
downloaded over the network as untrusted. It does not grant access to the privileged resources to untrusted code.
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Java lets you grant access to the privileged resources to some code and not to others using policy files. Let’s consider
an example to understand how you can customize security in Java using policy files. Listing 4-12 contains the code
for the SecurityTest class. It writes a text message to a file called c: \sec_demo.txt. The file path is for the Windows
platform. You can modify the file path when you run this program according to your choice.

Listing 4-12. A SecurityTest Class That Writes a Text Message to a File

// SecurityTest.java
package com.jdojo.applet;

import java.io.IOException;

import java.nio.file.Files;

import java.nio.file.Path;

import java.nio.file.Paths;

public class SecurityTest {

public static void main(String[] args) throws IOException {

// Message to be written to the file
String msg = "Testing Java filee permission security...";
// Change the path C:\sec_demo.txt to conform to the
// syntax supported by your operating system
Path filePath = Paths.get("C:\\sec_demo.txt");

// Write message to the file
Files.write(filePath, msg.getBytes());

// Print a message
System.out.println("Test message written to " + filePath);

You can run this class using the following command:
java com.jdojo.applet.SecurityTest

The above command will print the following message on the standard output:
Test message written to c:\sec_demo.txt

Running the same SecurityTest class using the following command generates a runtime error. A partial error
message is shown:

java -Djava.security.manager com.jdojo.applet.SecurityTest
Exception in thread "main" java.security.AccessControlException: access denied

("java.io.FilePermission" "C:\sec_demo.txt" "write")

You passed -Djava.security.manager as a JVM option when you ran the SecurityTest class the second
time. This option tells the JVM to run the class using a security manager. When you ran this class the first time, it
was run without a security manager, and the program was able to access the file system and write to a file. When a
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security manager is present, it checks for the permissions granted to the executing code, which needs to access some
resources. Since you have not granted your code the permission to write to a file, you received the security exception
when you ran the class the second time.

Policy files control Java security. Two default policy files grant permissions to Java code. JRE_HOME\ jre\1lib\
security\java.policy is a system-wide policy file, where JRE_HOME is the directory where the Java Runtime environment
is installed. Another policy file is user-specific and it is stored in USER_HOME\ . java.policy, where USER_HOME is the user’s
home directory defined by a user . home system property. Note the dot in front of the user-specific default Java policy file
name (.java.policy). You can also have custom policy files and specify their URLs at the command line when you run
your application.

There is a configuration file stored in JRE_HOME\1ib\security\java.security that contains detailed information
about the default policy files locations and other security related details. The following is the partial content of the
java.security file that is supplied with the JRE installation. It states the name of the two Java policy files—one in
the Java home directory and one in the user’s home directory. You can add some more default policy files to this by
following the pattern for the key.

# The default is to have a single system-wide policy file,
# and a policy file in the user's home directory.
policy.url.1=file:${java.home}/1ib/security/java.policy
policy.url.2=file:${user.home}/.java.policy

To make the example work and let it write to a C:\sec_demo. txt file, let’s create a file named jsec.policy and
add the following text to this file:

grant {

};

permission java.io.FilePermission "c:\\sec_demo.txt", "read, write"; };

Save the custom security file as C: \jsec.policy. The grant statement in your custom policy file states the
following: grant read and write permissions on C: \sec_demo. txt file to any code. The write permission is good
enough to run the example. However, you have granted both read and write permissions in your policy file. Note the
two backslashes in the file path (C:\\sec_demo.txt) in the grant statement. The policy file parser will translate the
two backslashes into one and the file path will be treated as C: \sec_demo.txt. Run the SecurityTest class with the
following command. The entire command is entered in one line.

java -Djava.security.manager -Djava.security.policy=file:/C:/jsec.policy com.jdojo.applet.SecurityTest
The following message will be printed on the standard output:
Test message written to c:\sec_demo.txt

This time you instructed the JVM to run the SecurityTest class using a security manager and a policy file at
file:/C:/jsec.policy URL. Note that you use a URL to locate a policy file, not a file path. It means you can store your
policy files at a web server and use a URL like http://www.jdojo.com/mysec.policy to locate the custom policy file.
Note that, by default, the two policy files—one system-wide policy file and one user-specific policy file—are still used
along with your custom policy file. If you did not want to create a custom policy file, you could have added the above
permissions in any of the two default policy files and the application would have run the same.

I will not discuss Java security policy file formats in detail. JDK/JRE ships with a utility application called
policytool thatlets you work with a Java policy file graphically. It is installed in the JAVA_HOME\bin folder, where
JAVA_HOME is the JDK or JRE installation folder on your machine.

To start the discussion on security restrictions and customization for applets, I will discuss a little more about the
policy file format. Here are some more examples of granting permissions in a policy file. You can use Java comments
in a policy file as well.
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The simplified general syntax of granting permissions in policy files is

grant signedby "<signer names>", codebase "<code base URL>" {
permission <permission class name> "<target name>", "<actions>";

};

The textin <. . .>is supplied by the writer of the policy file. Many of the options are optional. You can include
multiple permission clauses in one grant block. You can have multiple grant blocks in one policy file. The signedby
option indicates that the permissions are granted only to the code that is signed by the signers. For example, consider
the following grant block:

grant signedby "John" {
};

The grant block indicates that the permissions are granted if the code is signed by John.
Consider the following grant block:

grant signedby "John, Robert, Cheryl" {
};

The grant block indicates that permissions are granted if the code is signed by John, Robert, and Cheryl. I will
discuss more about code signing in the next section. If the signedby option is not present, the permissions are granted
to the code based on other criteria, irrespective of whether the code is signed or not.

The codebase option is used to grant permissions to the code that is executed from a specific URL. Consider the
following grant block:

grant codebase "file:/c:/classes" {
};

The grant block indicates that the code from file:/c:/classes URL will be granted the permissions. If the
codebase option is not present, permissions are granted to the code that is downloaded and executed from any
locations. Some examples of granting permissions in a Java policy file are as follows:

/* Grant read and write permission to the file c:\sec_demo.txt
to code signed or unsigned and downloaded from any location.
*/
grant {
permission java.io.FilePermission "c:\\sec_demo.txt", "read, write";

};

/* Grant write permission to the file c:\sec_demo.txt to code signed or
unsigned and downloaded from file:/C:/classes/ URL.
*/
grant codebase "file:/C:/classes/" {
permission java.io.FilePermission "c:\\sec_demo.txt", "write";
};

/* Grant two permissions to the code signed by John and downloaded
from the file:/C:/classes/ URL.
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1. Grant the execute permission on the file c:\crazy.exe
2. Grant the read permission for the system property user.home, so
the code can execute the statement System.getProperty("user.home").
If this permission is not granted, reading the property "user.home"
will throw a security exception.
*/
grant signedby "John", codebase "file:/C:/classes/" {
permission java.io.FilePermission "c:\\crazy.exe", "execute";
permission java.util.PropertyPermission "user.home", "read";

};

You can grant java.io.FilePermission to afile or directory. You can use a file or directory path and a set of
actions to grant the permissions on a file. You can grant any combinations of read, write, delete, and execute
permissions on a file/directory. Multiple actions are separated by a comma. A policy file supports different formats to
specify a file/directory path, such as those listed in Table 4-2.

Table 4-2. The List of File/Directory Path Format Used in Granting the java.io.FilePermission

File/Directory Path Format Description

File path: Grants permissions only on this file.

C:\mydir\test.txt

Directory path: Grants permissions only on this directory. (One trailing file separator is

C:\mydir or C:\mydir\ treated the same as no trailing separator for a directory. It is a forward slash
on UNIX such as /usr/mydir or /usr/mydir/, and a backslash on Windows.

C:\mydir\* Grants permissions on all files under the C: \mydir directory. Note that it
does not grant permissions on the C: \mydir directory itself.

* Grants permissions on all files under the current directory.

C:\mydir\- Grants permissions to all files and folders under C: \mydir and its

subdirectories, recursively.

- Grants permissions to all files and folders under the current directory and
its subdirectories, recursively.

<<ALL FILES>> Grants permissions on all files and folders under the file system. For
example, the following grant clause grants read permission to all code on
all files in the file system:

grant {
permission java.io.FilePermission "<<ALL FILES>>", "read";

};

Security Restrictions for Applets

By default, the code for an applet is treated as untrusted code and it is run under a security manager. If you run
an applet from a local file system using a file protocol, the browser may relax some of these restrictions. These
restrictions apply if the applet’s code is downloaded using a network protocol such as http or https. The code for an
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applet that is downloaded over the network is considered untrusted by default, even if the web server from which the
code is downloaded is running locally. The following is a partial list of restrictions that are applied to untrusted code
and applets:

e It cannot access a local file system.

e Itcannot connect to any machine, except the machine from which its code was downloaded.
e Itcannotload a native library.

e Itcannot start a program on the machine it is running on.

e Itcanread only a few system properties, which are considered harmless. It can read system
properties, such as the 0S.name, 0S.version, java.version, etc. It cannot read potentially
risky system properties, such as user.home, user.dir, java.class.path, etc.

e It cannot exit the JVM using the System.exit() method call.

e Itdisplays pop-up windows with some visual hints to the users to indicate that the pop-up
windows are being displayed from an applet and it is untrusted.

How can an applet perform some of the tasks that are restricted? There are two ways to let an applet perform the
otherwise restricted tasks:

e  You can customize the policy file and grant the specific permissions.

e  You can use a signed applet.

Listing 4-13 contains the code for an applet that attempts to read the user.home system property. Listing 4-14
contains the HTML code to view the applet.

Listing 4-13. An Applet That Attempts to Read the user.home System Property

// ReadUserHomeApplet.java
package com.jdojo.applet;

import javax.swing.JApplet;
import javax.swing.JTextArea;
import java.io.StringWriter;
import java.io.PrintWriter;
import javax.swing.JScrollPane;
import java.awt.Container;

public class ReadUserHomeApplet extends JApplet {
JTextArea msgTextArea = null;

@0verride
public void init() {
String msg = "";
try {
String userHome = System.getProperty("user.home");
msg = "User's Home Directory is '"

+ userHome + ;

}
catch (Throwable t) {

msg = this.getStackTrace(t);
}
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this.msgTextArea = new JTextArea(msg, 10, 40);
Container contentPane = this.getContentPane();
contentPane.add(new JScrollPane(msgTextArea));

}

public String getStackTrace(Throwable t) {
Stringhriter sw = new StringWriter();
PrintWriter pw = new PrintWriter(sw, true);
t.printStackTrace(pw);
pw.close();
return sw.toString();

}
}
Listing 4-14. Contents of the readuserhomeapplet.html File Used to View the ReadUserHomeApplet Applet
<html>
<head>
<title>Read User Home Directory</title>
</head>
<body>
<applet code="com.jdojo.applet.ReadUserHomeApplet"
width="400"
height="300">
This browser does not support Applets.
</applet>
</body>
</html>

The applet code in Listing 4-13 is very simple. It uses the System.getProperty("user.home") method to read the
user’s home directory. By default, an applet is not allowed to read the user. home system property. When you view this
applet, you get a security exception. The partial exception message is as follows:

java.security.AccessControlException: access denied ("java.util.PropertyPermission" "user.home"

“read")

The exception message is stating that the applet’s code does not have a read permission of type java.util.
PropertyPermission to read the user.home system property. The following grant block grants this permission
to all code:

grant {

};

permission java.util.PropertyPermission "user.home", "read";

Add this grant block to a . java.policy file in your home directory. If a . java.policy file does not exist in your
home directory, you can create a new file with this name and add the above grant to it. On Windows XP, your home
directory is C:\Documents and Settings\<your-user- name>.You can also get your user’s home directory path
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by executing System.getProperty("user.home") statement in a standalone Java application that is not running
under a security manager. After adding the above grantin a . java.policy file in the user’s home directory, the
ReadUserHomeApplet applet displays a message similar to the following:

User’s Home Directory is 'C:\Documents and Settings\sharan'

Make sure that you remove the grant block from your . java.policy file after working on this example. Otherwise,
any applet will be able to read your user’s home directory on your machine without your knowledge. I will go through
the same example in the next section using a signed applet.

Signing Applets

When an applet is run in a browser, it cannot access anything on the client’s machine, except some information like
OS name, version of the JVM, etc. When you want to give access to an applet the same as a Java application, you need
to use a signed applet.

The concept behind a signed applet is the same as the concept behind a signed document. By signing a
document, you approve it, and, by approving it, you take responsibility for what is contained in the document. It does
not guarantee that someone else cannot tamper with the document after you have signed it. However, in case of any
doubts about the document’s authenticity, you can be contacted for verification. Whoever can verify your signature
and trusts you can take your signed document to be authentic. The concept works the same for an applet. Recall that
an applet’s code is untrusted by default. If an applet is a signed applet, the user of the applet grants permissions to a
signed applet in a Java policy file or he can trust the applet and grant permissions on the fly.

Before you can sign an applet, you must have a key pair called private/public key. You can generate a key pair
using the keytool command that is installed in JAVA_HOME\bin folder, where JAVA_HOME is the folder in which you
have installed the JDK or JRE. The generated keys are stored in a database known as a keystore. The keytool command
also lets you create a keystore database. The private key is a secret key for you and the public key is for the public who
wants to verify your signature. Once you have a key pair, you need to generate a certificate request (you can use the
keytool command with a -certreq option to generate a certificate request) to send to a Certification Authority (CA)
to get a certificate. A CA is an organization that issues a digital certificate. The digital certificate comprises the public
key supplied by you and your identity. CA will charge you a moderate fee for issuing the certificate. DigiCert, Thawte,
and VeriSign are some of the CAs available. You can also issue a certificate yourself and this is what you will do for the
demonstration purpose in this section. However, if you are deploying your applet on the web for public use, you need
to spend some money and get a certificate from a trusted CA to add more authenticity to your applet’s signature. It is
more likely that the public will trust a certificate issued by Thawte, rather than by you. Note starting from Java 7, your
applet must be signed, packages in a JAR file with a manifest file having the attribute Permissions. Otherwise, your
applet will not run by default.

You need to package your applet classes into a JAR file so that you can sign it. You can sign the JAR file with your
secret private key using the jarsigner command that is available under the JAVA_HOME\bin folder, where JAVA_HOME
is the installation folder for JDK or JRE. There are other tools available that you can use to sign a JAR file. The signing
process will place the certificate and the public key in the JAR file for the users of the JAR file to verify the signature.

The following steps walk you through the process of signing and using an applet.

Step 1: Developing an Applet

You need to write the applet’s source code and compile it to class files. Use the ReadUserHomeApplet class as listed in
Listing 4-13. At the end of this step, you will have a ReadUserHomeApplet.class file.
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Step 2: Packaging Class Files into a JAR File

Create amanifest.mf file with the following contents. Remember to add a blank line at the end of the file.

Manifest-Version: 1.0
Permissions: sandbox

Use the following command to create a signedapplet. jar file. The jar command is available in your
JDK_HOME\bin folder.

jar cvfm signedapplet.jar manifest.mf com/jdojo/applet/ReadUserHomeApplet.class

Make sure that, in the JAR file, the path for the class file is set to com/jdojo/applet, which is the same as its
package. To make sure that your JAR file contains the correct path for the class file, use the following command:

jar -tf signedapplet.jar

META-INF/

META-INF/MANIFEST.MF
com/jdojo/applet/ReadUserHomeApplet.class

At the end of this step, you will have a signedapplet. jar file.

Step 3: Generating Private/Public Key Pair

Use the keytool command to generate a private/public key pair as follows:
keytool -genkey -keystore mykeystore -alias Kishori

The above command will create a keystore file named mykeystore. It will generate a private/public key pair,
which you can work with using an alias Kishori. Note that you need to specify an alias for your key pair. From now
on, you will use the alias, Kishori in this case, to refer to your key in your keystore. The above command will ask
for details that will identify you. You will need to enter those pieces of information. The keystore file is password
protected. The private key is also password protected. You will need to use new passwords when you use the above
command. Memorize those passwords because you will be asked for those passwords to access the keystore or the key
pair referred to by alias Kishori.

You can certify the generated key yourself by using the following command:

keytool -keystore mykeystore -selfcert -alias Kishori

At the end of this step, you will have a file named mykeystore and you will have generated a key pair with
an alias Kishori.

Step 4: Signing the JAR File

Use the following command to sign the JAR file:

jarsigner -keystore mykeystore signedapplet.jar Kishori
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The above command will prompt you for a keystore password. At the end of this step, you will have a signed
signedapplet. jar file. If you list the table of contents for the signedapplet. jar file, you will notice that the
jarsigner command has added more files to it, as shown:

jar -tf signedapplet.jar

META-INF/MANIFEST.MF

META-INF/KISHORI.SF

META-INF/KISHORI.DSA

META-INF/
com/jdojo/applet/ReadUserHomeApplet.class

Step 5: Creating the HTML File

Create an HTML file to view the signed applet, as shown in Listing 4-15. Note the use of an archive attribute
for the <applet> tag.

Listing 4-15. Contents of the signedreaduserhomeapplet.html File

<html>
<head>
<title>Read User Home Directory (signed Applet)</title>
</head>
<body>
<applet code="com.jdojo.applet.ReadUserHomeApplet"
width="400" height="300"
archive="signedapplet.jar">
This browser does not support Applets.
</applet>
</body>
</html>

Step 6: Viewing the Signed Applet

A security-warning window is displayed by Java Plug-in when you attempt to view a signed applet. It lets you view

the details of the signature that is used to sign the applet. You can click the Run button to run the applet. Checking
“Always trust content from this publisher” checkbox and clicking Run will make Java Plug-in import the certificate as a
trusted certificate, as shown in Figure 4-10.
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Certificates

Certificate type: | Trusted Certificates [v]

User | System

Issued To Issued By
Kishori Sharan Kishori Sharan ||
GT Software Inc. Thawte Code Signing CA {
[ Import ] [ Export ] [ Remove ‘ [ Details ]

Figure 4-10. The Certificates dialog in the Java Control Panel

Once Java Plug-in stores the certificate in its trusted certificate repository, it will trust this certificate in the future
without prompting you. You can delete a once-trusted certificate from the repository later by going to Java Control
Panel » Security Tab » Manager Certificate.

By trusting a signed applet, you give all permissions to it. If you still want to apply permissions using a Java policy
file to a signed and trusted applet, you need to use the usePolicy java.lang.RuntimePermission in the Java policy
file, which will direct Java Plug-in not to prompt the user to accept the signed applet’s certificate. Rather, it will apply
the permissions granted to that applet from the policy file.

The following entry in the policy file (system-wide or user specific policy file) will direct Java Plug-in to use the
policy file all the time:

grant {
permission java.lang.RuntimePermission "usePolicy";
};

Your applet will be able to access resources as granted by you in the policy file. Java Plug-in will not prompt the
user to trust an applet.

You can also direct Java Plug-in not to prompt users to grant access to a signed applet by switching off its “Allow
user to grant permission to signed content” option by going to Java Control Panel » Advanced Tab » Secure User
Environment. If this option is unchecked, users will get a security warning when they try to view the applet. By default,
this option is enabled.
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Summary

An applet is a Java program designed to be embedded in an HTML document and run in a web browser. Technically,
an applet is a Java class that inherits from the Applet or JApplet class. If you inherit your applet’s class from the
JApplet class, writing code for applets is very similar to writing for Swing applications. Applets use Swing components
to build the GUL

An applet is embedded in an HTML document using the <applet> tag. The HTML document may be a static
HTML file or generated dynamically such as in a JSP page. Typically, an applet’s Java class files and resources such
as images and audios are packaged in JAR files and stored on the web server. On the client machine, the browser
requests the HTML document, parses the <applet> tagin the HTML document, downloads the applet’s code, and
runs the code inside the browser. By default, applets run in a security sandbox and they do not have access the client’s
machine resources such as the local file system. These restrictions may be relaxed using the Java policy files or signing
the applet’s JAR files.

The <applet> tagis used to embed an applet in an HTML document. The <applet> tag contains four mandatory
attributes called code, width, height, and archive. The code attribute specifies the fully qualified name of the applet
class. The width and height attributes specify the width and height of the applet’s display area in the browser. The
archive attribute specifies the archive files (JAR/ZIP) containing the applet’s files. Note that the archive attribute is
mandatory if you want to run your applet using the default Java Plug-in settings.

You need to install Java Plug-in (part of the JRE) to run the applets in the browser on your machine. You can
configure Java Plug-in using the Java Control Panel program that is installed with Java Plug-in.

An applet has a life cycle. Its four methods called init(), start(), stop(), and destroy() are automatically
called during its life cycle. The init() method is called by the browser after the applet has been instantiated and
loaded. The start () method is called just after the init() method, and it may be called multiple times. The stop()
method is the counterpart of the start() method, and it may be called multiple times. The destroy () method is
called at the end of the life cycle of an applet when the applet is destroyed. These methods are not called on the event-
dispatching thread. Use the SwingUtilities class, which was described in Chapter 3, to run any GUI-related code in
the event-dispatching thread.

An instance of AppletContext object represents the context of the applet ruing it. You can use this object to
interact with the applet’s context such as the browser from the Java code.

In Java 7 and later, by default, applets are blocked if the following conditions are not met:

e The applet should be packaged in a signed JAR file.

e  The manifest file in the applet’s JAR file should contain a Permissions attribute whose value
can be sandbox or all-permissions.

e The applet’s JAR file should be signed with a certificate issues by a trusted authority.

You can relax these restrictions, though it’s not recommended, by configuring Java Plug-in settings using the Java
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Network Programming

In this chapter, you will learn
¢  What network programming is
e What the network protocol suite is
e  What an IP address is and what the different IP addressing schemes are
e  Special IP addresses and their uses
e  What port numbers are and how they are used
e Using TCP and UDP client and server sockets for communication between remote computers
e  The definitions of URI, URL, and URN and how to represent them in Java programs
e  How to use non-blocking sockets
e  How to use asynchronous socket channels
e Datagram-oriented socket channels and multicast datagram channels

The first few sections are intended to give a quick overview of basics related to network technologies for those
readers who do not have a computer science background. If you understand terms like IP address, port number,
network protocol suites, etc., you may skip these sections and start reading from the “Socket API and Client-Server
Paradigm” section.

What Is Network Programming?

A network is a group of two or more computers or other types of electronic devices such as printers that are linked
together with a goal to share information. Each device linked to a network is called a node. A computer that is linked
to a network is called a host. Network programming in Java involves writing Java programs that facilitate the exchange
of information between processes running on different computers on the network.

Java makes it easy to write network programs. Sending a message to a process running on another computer is
as simple as writing data to a local file system. Similarly, receiving a message that was sent from a process running
in another computer is as simple as reading data from a local file system. Most of the programs in this chapter will
involve reading and writing data over the network, and they are similar to file I/O. Please refer to Chapters 7 through
10 in the book Beginning Java Language Features (ISBN: 978-1-4302-6658-7) for more details on file I/0. You will learn
about a few new classes in this chapter that facilitate the communication between two computers on a network.

You do not need to have advanced level knowledge of networking technologies to understand or write
Java programs in this chapter. This chapter covers high-level details of a few things that are involved in network
communication.
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A network can be categorized based on different criteria. Based on the geographical area that a network is spread
over, it is categorized as

e Local Area Network (LAN): It covers a small area such as a building or a block of buildings.

e Campus Area Network (CAN): It covers a campus such as a university campus,
interconnecting multiple LANs within that campus.

e  Metropolitan Area Network (MAN): It covers more geographical area than a LAN. Usually,
it covers a city.

e Wide Area Network (WAN): It covers a larger geographical area such as a region of a country or
multiple regions in different countries in the world.

When two or more networks are connected using routers (also known as gateways), it is called internetworking,
and the resulting combined network is called an internetwork, in short, internet (note the lowercase i). The global
internetwork, which encompasses all networks in the world connected together, is referred to as the Internet
(note the uppercase I).

Based on the topology (the arrangement of nodes in a network), a network may be categorized as star, tree,
ring, bus, hybrid, etc.

Based on the technology a network uses to transmit the data, it can be categorized as Ethernet, LocalTalk,

Fiber Distributed Data Interface (FDDI), Token Ring, Asynchronous Transfer Mode (ATM), etc.

I will not cover any details about the different kinds of networks. Please refer to any standard textbook on
networks to learn more about networks and network technologies in detail.

Communication between two processes on a computer is simple and it is achieved using interprocess
communication as defined by the operating system. It is a very tedious task when two processes running on two
different computers on an internet need to communicate. You need to consider many aspects of the communication
before the two processes on two computers on an internet may start communicating. Some of the points that you
need to consider are as follows:

e The two computers may be using different technologies such as different operating systems,
different hardware, etc.

¢  They may be on two different networks that use different network technologies.

e  They may be separated by many other networks, which may be using different technologies.
That is, two computers are not on two networks that are interconnected directly. You need to
consider not just two networks, but all networks that the data from one computer has to pass
to reach another computer.

e  They may be a few miles apart or on other sides of the globe. How do you transmit the
information efficiently without worrying about the distance between the two computers?

¢ One computer may not understand the information sent by the other computer.

e The information sent over a network may be duplicated, delayed, or lost. How should the
receiver and the sender handle these abnormal situations?

Simply put, two computers on a network communicate using messages (sequences of 0s and 1s). There must be
well-defined rules to handle the above-mentioned issues (and many more). The set of rules to handle a specific task
is known as a protocol. Many types of tasks are involved in handling network communication. There is a protocol
defined to handle each specific task. There is a stack of protocols (also called protocol suite) that are used together to
handle a network communication.
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Network Protocol Suite

Modern networks are called packet switching networks because they transmit data in chunks called packets. Each
packet is transmitted independent of other packets. This makes it easy to transmit the packets from the same
computer to the same destination using different routes. However, it may become a problem if a computer sends two
packets to a remote computer and the second packet arrives before the first one. For this reason, each packet also has
a packet number along with its destination address. There are rules to rearrange the out-of-order arrival of the packets
at the destination computer. The following discussion attempts to explain some of the mechanisms that are used to
handle packets in a network communication.

Figure 5-1 shows a layered protocol suite called the Internet Reference Model or TCP/IP Layering Model.
This is the most widely used protocol suite. Each layer in the model performs a well-defined task. The main advantage
of having a layered protocol model is that any layer can be changed without affecting others. A new protocol can be
added to any layer without changing other layers.

Application

Transport

Internet

Network Interface

Physical

Figure 5-1. The Internet Protocol Suite showing its five protocol layers

Each layer knows about only the layer immediately above and below it. Each layer in the protocol suite has two
interfaces—one for the layer above it and one for the layer below it. For example, the transport layer has interfaces
to the application layer and internet layer. That is, the transport layer knows how to communicate only with the
application layer and the internet layer. It knows nothing about the network interface layer or the physical layer.

A user application such as a Java program uses the application layer to communicate to a remote application.

The user application has to specify the protocol that it wants to use to communicate with the remote application.

A protocol in an application layer defines the rules for formatting messages and associating the meaning to the
information contained in the messages such as the message type, describing whether it is a request or a response, etc.

After the application layer formats the message, it hands over the message to the transport layer. The examples of protocols
in an application layer are Hypertext Transfer Protocol (HTTP), File Transfer Protocol (FTP), Gopher, Telecommunication
Network (Telnet), Simple Mail Transfer Protocol (SMTP), and Network News Transfer Protocol (NNTP).

The transport layer protocol handles the ways messages are transported from one application on one computer
to another application on the remote computer. It controls the data flow, error handling during data transmission,
and connections between two applications. For example, a user application may hand over a very large chunk of data
to the transport layer to transmit to a remote application. The remote computer may not be able to handle that large
amount of data at once. It is the responsibility of the transport layer to pass a suitable amount of data at a time to the
remote computer, so the remote application can handle the data according to its capacity. The data passed to the
remote computer over a network may be lost on its way due to various reasons. It is the responsibility of the transport
layer to retransmit the lost data. Note that the application layer passes data to be transmitted to the transport layer
only once. It is the transport layer (not the application layer) that keeps track of the delivered and the lost data during
a transmission. There may be multiple applications running, all of which use different protocols and exchange
information with different remote applications. It is the responsibility of the transport layer to hand over messages
sent to a remote application correctly. For example, you may be browsing the Internet using the HTTP protocol from
one remote web server and downloading a file using the FTP protocol from another FTP server. Your computer is
receiving messages from two remote computers and they are meant for two different applications running on your
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computer—one web browser to receive HTTP data and one FTP application to receive FTP data. It is the responsibility
of the transport layer to pass the incoming data to the appropriate application. You can see how different layers of the
protocol suite play different roles in data transmission over the network. Depending on the transport layer protocol
being used, the transport layer adds relevant information to the message and passes it to the next layer, which is the
internet layer. The examples of protocols used in the transport layer are Transmission Control Protocol (TCP),

User Datagram Protocol (UDP), and Stream Control Transmission Protocol (SCTP).

The internet layer accepts the messages from the transport layer and prepares a packet suitable for sending over
the internet. It includes the Internet Protocol (IP). The packet prepared by the IP is also known as an IP datagram. It
consists of a header and a data area, apart from other pieces of information. The header contains the sender’s IP address,
destination IP address, time to live (TTL, which an integer), a header checksum, and many other pieces of information
specified in the protocol. The IP prepares the message into datagrams, which are ready to be transmitted over the
internet. The TTL in the IP datagram header specifies how long, in terms of the number of routers, an IP datagram can
keep traveling before it needs to be discarded. Its size is one byte and its value could be between 1 and 255. When an IP
datagram reaches a router in its route to the destination, the router decrements the TTL value by 1. If the decremented
value is zero, the router discards the datagram and sends an error message back to the sender using Internet Control
Message Protocol (ICMP). If the TTL value is still a positive number, the router forwards the datagram to the next router.
The IP uses an address scheme, which assigns a unique address to each computer. The address is called an IP address.
I'will discuss the IP addressing scheme in detail in the next section. The internet layer hands over the IP datagram to the
next layer, which is the network interface layer. The examples of protocols in an internet layer are Internet Protocol (IP),
Internet Control Message Protocol (ICMP), Internet Group Management Protocol (IGMP), and Internet Protocol
Security (IPsec).

The network interface layer prepares a packet to be transmitted on the network. The packet is called a frame.
The network interface layer sits just on top of the physical layer, which involves the hardware. Note that the IP layer
uses the IP address to identify the destination on a network. An IP address is a virtual address, which is completely
maintained in software. The hardware is unaware of the IP address and it does not know how to transmit a frame
using an IP address. The hardware must be given the hardware address, also called Media Access Control (MAC)
address, of the destination that it needs to transmit the frame to. This layer resolves the destination hardware address
from the IP address and places it in the frame header. It hands over the frame to the physical layer. The examples of
protocols in a network interface layer are Open Shortest Path First (OSPF), Point-to-Point Protocol (PPP), Point-to-Point
Tunneling Protocol (PPTP), and Layer 2 Tunneling Protocol (L2TP).

The physical layer consists of the hardware. It is responsible for converting the bits of information into signals
and transmitting the signal over the wire.

Tip Packetis a generic term that is used to mean an independent chunk of data in network programming. Each layer
of protocol also uses a specific term to mean the packet it deals with. For example, a packet is called a segmentin the
TCP layer; it is called a datagram in the IP layer; it is called a frame in the network interface and physical layers. Each layer
adds a header (sometimes also a trailer) to the packet it receives from the layer before it, while preparing the packet to be
transmitted over the network. Each layer performs the reverse action when it receives a packet from the layer below it.

It removes the header from the packet; performs some actions, if needed; and hands over the packet to the layer above it.

When a packet sent by an application reaches the remote computer, it has to pass through the same layer of
protocols in the reverse order. Each layer will remove its header, perform some actions, and pass the packet to the
layer immediately above it. Finally, the packet reaches the remote application in the same format it started from the
application on the sender’s computer. Figure 5-2 shows the transmission of packets from the sender and the receiver
computer. P1, P2, P3, and P4 are the packets in different formats of the same data. A protocol layer at a destination
receives the same packet from the layer immediately below it, which the same protocol layer had passed to the layer
immediately below it on the sender’s computer.
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Sender Receiver
P1 P1
Application € - - > Application
P2 P2
Transport €------—---- » Transport
Internet < f3_ JE _P3_) Internet
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A
Y
Router —> Network =—>»|  Router

Figure 5-2. Transmission of packets through the protocol layers on the sender’s and receiver’s computers

IP Addressing Scheme

IP uses a unique address, called an IP address, to route an IP datagram to the destination. An IP address uniquely
identifies a connection between a computer and a router. Normally, it is understood that an IP address identifies a
computer. Howevey, it should be emphasized that it identifies a connection between a computer and a router, not just
a computer. A router is also assigned an IP address. A computer can be connected to multiple networks using multiple
routers and each connection between the computer and the router will have a unique IP address. In such cases, the
computer will be assigned multiple IP addresses and the computer is known as multi-homed. Multi-homing increases
the availability of the network connection to a computer. If one network connection fails, the computer can use other
available network connections.

An IP address contains two parts—a network identifier (I will call it a prefix) and a host identifier (I will call it
a suffix). The prefix identifies a network on the Internet uniquely; the suffix identifies a host uniquely within that
network. It is possible for two hosts to have IP addresses with the same suffix as long as they have a different prefix.

There are two versions of Internet Protocol—IPv4 (or simply IP) and IPv6, where v4 and v6 stand for version 4
and version 6. IPv6 is also known as Internet Protocol next generation (IPng). Note that there is no IPv5. When IP was
in its full swing of popularity, it was at version 4. Before IPng was assigned a version number 6, version 5 was already
assigned to another protocol called Internet Stream Protocol (ST).

Both IPv4 and IPv6 use an IP address to identify a host on a network. However, the addressing schemes in the two
versions differ significantly. The next two sections will discuss the addressing schemes used by IPv4 and IPv6.

Since an IP address must be unique, its assignment is controlled by an organization called Internet Assigned
Numbers Authority (IANA). IANA assigns a unique address to each network that belongs to an organization.
The organization uses the network address and a unique number to form a unique IP address for each host on the
network. IANA divides the IP address allocations to five Regional Internet Registry (RIR) organizations, which allocate
IP addresses in specific regions as listed in Table 5-1. You can find more information on how to get a network address
in your area from IANA at www. iana.com.
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Table 5-1. The List of Regional Internet Registries for Allocating Network IP Addresses

Regional Internet Registry Organization Name

Regions Covered

African Network Information Centre (AfriNIC)
Asia-Pacific Network Information Centre (APNIC)

American Registry for Internet Numbers (ARIN)

Latin American and Caribbean Internet Address Registry (LACNIC)

Réseaux IP Européens Network Coordination Centre (RIPE NCC)

Africa Region

Asia/Pacific Region

North America Region

Latin America and some Caribbean Islands

Europe, the Middle East, and Central Asia

IPv4 Addressing Scheme

IPv4 (or simply IP) uses a 32-bit number to represent an IP address. An IP address contains two parts—a prefix and a
suffix. The prefix identifies a network and the suffix identifies a host on the network, as shown in Figure 5-3.
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Figure 5-3. IPv4 addressing scheme
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It is not easy for humans to remember a 32-bit number in binary format. IPv4 allows you to work with an
alternate form using four decimal numbers. Each decimal number is in the range from 0 to 255. Programs take care
of converting decimal numbers into a 32-bit binary number that will be used by the computer. The decimal number

format of IPv4 is called dotted decimal format because a dot is us

ed to separate two decimal numbers. Each

decimal number represents the value contained in 8 bits of the 32-bit number. For example, an IPv4 address of
11000000101010000000000111100111 in the binary format can be represented as 192.168.1.231 in the dotted
decimal format. The process of converting binary IPv4 to its decimal equivalent is shown in Figure 5-4.

In 192.168.1.231, the part 192.168.1 identifies the network address (the prefix) and the part 231 (the suffix)

identifies the host on that network.

32-bit Binary Representation 11000000 10101000 00000001 11100111
Decimal Value of Each Octet 192 168 1 231
Parts of [Pv4 Address Prefix Suffix
Alternate Representationof IPv4 | 192.168.1.231

Figure 5-4. Parts of an IPv4 address in binary and decimal formats

How do you know that 192.168. 1 represents a prefix in an IPv4 address 192.168.1.231? A rule governs the value
of a prefix and a suffix in an IPv4. I will discuss how to identify a prefix and suffix in an IPv4 later in this section,

when I discuss the class type of a network.
How does an IPv4 address divide its 32 bits between a prefix

and a suffix? IPv4 address space is divided in five

categories called network classes, named A, B, C, D, and E. A class type defines how many bits of the 32 bits will be used
to represent the network address part of an IP address. The leading bit (or bits) in the prefix defines the class of the IP
address. This is also known as a self-identifying or classful IP address because you can tell which class it belongs to by
looking at the IP address.
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Table 5-2 lists the five network classes and their characteristics in IPv4. The leading bits in an IP address identify
the class of the network. For example, if an IP address looks like 0XXX, where XXX is the last 31 bits of the 32 bits, it
belongs to the class A network; if an IP address looks like 110XXX, where XXX is the last 29 bits of 32 bits, it belongs to
the class C network. There can be only 128 networks of class A type and each network can have 16777214 hosts.

The number of hosts that a class A network can have is very big and it is very unlikely that a network will have that
many hosts. In a class C type of network, the maximum number of hosts that a network can have is limited to 254.

Table 5-2. Five Classes of IPv4 in the Classful Addressing Scheme

Network  Prefix Suffix Leading Bit(s) Number of Number of Hosts per Network
Class in Prefix Networks

A 8 bits 24 bits 0 128 16777214

B 16 bits 16 bits 10 16384 65534

C 24 bits 8 bits 110 2097152 254

D Not Defined Not defined 1110 Not defined Not defined

E Not Defined Not defined 1111 Not defined Not defined

What happens if an organization is assigned a network address from class C and it has only 10 hosts to attach to
the network? The remaining slots in the IP addresses in that network remain unused. Recall that the host (or suffix)
part in an IP address must be unique within the network (the prefix part). On the other hand, if an organization needs
to connect 300 computers to a network, it needs to get two class C network addresses because getting a class B network
address, which can accommodate 65534 hosts, will again waste a great many IP addresses.

Note that if the number of bits allocated for a suffix is N, the number of hosts that can be used is 2" -2. Two bits
patterns—all Os and all 1s—cannot be used for a host address. They are used for special purposes. This is the reason
a class C network can have a maximum of 254 hosts and not 256. Class D addresses are used as multicast addresses.
Class E addresses are reserved.

The fast growth of the Internet and the large number of IP addresses not being used prompted for a new
addressing scheme. This scheme is simply based on one criterion—one should be able to use an arbitrary boundary
between the prefix and suffix parts of an IP address, instead of predefined boundaries at 8, 16, and 24 bits. This will
keep the unused addresses at a minimum. For example, if an organization needs a network number for a network
with only 20 hosts, that organization can use only a 27-bit prefix and a 5-bit suffix.

Two terminologies called subnetting and supernetting are used to describe the situations when some bits from
the suffix are used for the prefix and some bits from the prefix are used as the suffix. When bits from the suffix are used
as the prefix, essentially, it creates more network addresses at the cost of host addresses. The extra network addresses
are called subnets. Subnetting is achieved by using a number called a subnet mask or an address mask. A subnet mask
is a 32-bit number that is used to compute the network address from an IP address. Using a subnet mask eliminates
the restriction that the class of a network must predefine the network number part of the IP address. A logical AND is
performed on the IP address and the subnet mask to compute the network number. In this scheme of addressing, an
IP address is always specified with its subnet mask. A forward slash and subnet mask follows an IP address.

For example, 140.10.11.9/255.255.0.0 denotes an IP address of 140.10.11.9 with a subnet mask 255.255.0.0. It is
possible to use any subnet mask whose four decimal parts ranges from 0 to 255. In this example, 140.10.11.91isa
class B address. A class B address uses 16 bits for the prefix and 16 bits for the suffix. Let’s take 6 bits off the suffix and
add it to the prefix. Now, the prefix is 22 bits and the sulffix is only 10 bits. By doing this, you have created additional
network numbers at the cost of host numbers. To describe an IP address in this scheme of subnetting, you need to use
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a subnet mask of 255.255.252.0. If you write an IP address using this subnet mask as 140.10.11.9/255.255.252.0,
the network address is computed as 140.10. 8.0, like so:

IP Address: 10001100 00001010 00001011 00001001
Subnet Mask: 11111111 11111111 11111100 00000000

Logical AND: 10001100 00001010 00001000 00000000

(140) (10) (8) (0)

Classless Inter-Domain Routing (CIDR) is another IPv4 addressing scheme in which an IPv4 address is
specified as four dotted decimal numbers along with another decimal number separated by a forward slash such
as 192.168.1.231/24, where the last number 24 denotes the prefix-length (or number of bits used for a network
number) in the 32-bit IPv4 address. Note that the CIDR addressing scheme lets you define the prefix/suffix boundary
at any bits in 32-bit IPv4. By moving the bits from the prefix to the suffix, you can combine multiple networks and
increase the number of hosts per network. This is called supernetting. You can create supernets as well as subnets
using CIDR notation.

Some IP addresses in an IPv4 addressing scheme are reserved for broadcast and multicast IP addresses. I will
discuss broadcasting and multicasting later in this chapter.

IPv6 Addressing Scheme

IPv6 is a new version of IP and it is the successor for IPv4. The address space in IPv4 was running out of addresses in
the fast growing Internet world. IPv6 is aimed at providing enough address space, so that every computer in the world
may get a unique IP address in the decades to come. Here are some of the main features of IPv6:

e IPv6 uses a 128-bit number for an IP address instead of a 32-bit number used in IPv4.

e Ithas different header formats for IP packets than IPv4. IPv4 has only one header per
datagram, whereas IPv6 has one base header followed by multiple variable-length extension
headers per datagram.

e IPv6 supports datagrams of a bigger size than IPv4.

e InIPv4, the routers performed an IP packet fragmentation. In IPv6, the sender host is
supposed to perform a packet fragmentation rather than the routers. This means that the host
that uses IPv6 must know in advance the path of the maximum transmission unit (MTU) that
is the minimum of the maximum packet size allowed by all networks to the destination host.
The IP datagram’s fragmentation occurs when it has to enter a network that has a lower size
transmission capacity than the network the datagram is leaving. In IPv4, the fragmentation
is performed by the router, which detects a lower transmission capacity network in the route.
Since IPv6 allows only the host to perform the fragmentation, the host must discover the
minimum size datagram that can be routed through all possible routes from the source to the
destination host.

e IPv6 supports specifying routing information for the datagrams in the headers so that routers
can use it to route the datagrams through a specific route. This feature is helpful in delivering
time-critical information.

e IPv6is extensible. Any number of extension headers can be added to an IPv6 datagram, which
can be interpreted in a new way.
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IPv6 uses a 128-bit IP address. It uses an easy-to-understand notation to represent an IP address in a textual
form. The 128 bits are divided into 8 fields of 16 bits each. Each field is written in hexadecimal form and separated by a
colon. The following are some examples of IPv6 addresses:

F6DC:0:0:4015:0:BA98:COA8:1E7

F6DC:0:0:7678:0:0:0:A21D
F6DC:0:0:0:0:0:0:A21D

. 0:0:0:0:0:0:0:1

It is common to have many fields in an IPv6 address with zero values, especially for all IPv4 addresses. The IPv6
address notation lets you compress contiguous fields of zero values by using two consecutive colons. You can use two
colons to suppress contiguous zero value fields only once in an address. The above IPv6 address may be rewritten
using the zero compression technique:

e F6DC::4015:0:BA98:COA8:1E7
e F6DC:0:0:7678::A21D

e F6DC::A21D

[ i1

Note that we could suppress only one of the two sets of contiguous zero fields in the second address,
F6DC:0:0:7678: :A21D. Rewriting it as F6DC: : 7678: : A21D would be invalid as it uses two colons more than once.
You can use two colons to suppress contiguous zero fields, which may occur in the beginning, middle, or end of the
address string. If an address contains all zeros in it, you can represent it simply as : :.

You can also mix hexadecimal and decimal formats in an IPv6 address. The notation is useful when you have an
IPv4 address and want to write it in IPv6 format. You can write the first six 16-bit fields using a hexadecimal notation
as described above and use dotted decimal notation for IPv4 for the last two 16-bit fields. The mixed notation takes
the form X:X:X:X:X:X:D.D.D.D, where an X is a hexadecimal number and a D is a decimal number. You can rewrite
the above IPv6 addresses using this notation as follows:

F6DC::4015:0:BA98:192.168.1.231

F6DC:0:0:7678::0.0.162.29

F6DC::0.0.162.29
° ::0.0.0.1

Unlike IPv4, IPv6 does not assign IP addresses based on network classes. Like IPv4, it uses CIDR addresses, so
that the boundary between the prefix and suffix in an IP address can be specified at any arbitrary bit. For example, : :1
can be represented in CIDR notation as : :1/128, where 128 is the prefix length.

Tip IPv6 address should be enclosed in brackets ([ ]) when it is used inside a literal string as part of a URL. This rule
does not apply to IPv4. For example, if you are accessing a web server on a loopback address using IPv4 address, you
can use a URL like http://127.0.0.1/index.html. In an IPv6 address notation, you need to use a URL like
http://[::1]/index.html. Make sure your browser supports IPv6 address notation in its URLS before using it.
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Special IP Addresses

Some IP addresses are used for special purposes. Some of such IP addresses are as follows:
e  LoopbackIP Address
e  Unicast IP Address
e  Multicast IP Address
e  Anycast IP Address
e  Broadcast IP Address
e  Unspecified IP Address

The following sections describe the use of these special IP addresses in detail.

Loopback IP Address

You need at least two computers connected via a network to test or run a network program. Sometimes it may not be
feasible or desirable to set up a network when you want to test your network program during the development phase

of your project. The designers of IP realized this need. There is a provision in the IP addressing scheme to treat an IP
address as a loopback address to facilitate testing of network programs using only one computer. When the Internet
layer in the protocol suite detects a loopback IP address as the destination for an IP datagram, it does not pass over the
packet to the protocol layer below it (that is network interface layer). Rather, it turns around (or loops back, hence the
name loopback address) and routes the packet back to the transport layer on the same computer. The transport layer will
deliver the packet to the destination process on the same host as it would have done had the packet come from a remote
host. A loopback IP address makes testing of a network program using one computer possible. Figure 5-5 depicts the
way an Internet packet, which is addressed to a loopback IP address, is processed by the IP. The packet never leaves the
source computer. It is intercepted by the internet layer and routed back to the same computer it started from.

Destination
Application

Source
Application

Packets with a
loopback IP address as
the destination address

:
1
Application A

1
1
1
l
Y
1 1
1 1
Transport A
M .
1 1
Internet !
Yoo memet »

Network Interface

Physical

Figure 5-5. An Internet packet that has a loopback IP address as its destination is routed back to the same computer
Jfrom the Internet protocol in the internet layer

302

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 5 NETWORK PROGRAMMING

Loopback IP addresses are reserved addresses and the IP is required not to forward a packet with a loopback IP
address as its destination address to the network interface layer.

In an IPv4 addressing scheme, 127.X.X. X block is reserved for loopback addresses, where X is a decimal number
between 0 and 255. Typically, 127.0.0.1is used as a loopback address in IPv4. However, you are not limited to
using only 127.0.0.1 as the only loopback address. If you wish, you can also use 127.0.0.2 or 127.3.5.11 as a valid
loopback address. Typically, the name localhost is mapped to a loopback address of 127.0.0.1 on a computer.

In an IPv6 addressing scheme, there is only one loopback address, which is sufficient to perform any local testing
for a network program. Itis 0:0:0:0:0:0:0:1 or simply : : 1.

Unicast IP Address

Unicast is one-to-one communication between two computers on a network in which an IP packet is delivered to a single
remote host. A unicast IP address identifies a unique host on a network. IPv4 and IPv6 support unicast IP addresses.

Multicast IP Address

Multicast is a one-to-many communication where one computer sends an IP packet that is delivered to multiple
remote computers. Multicasting lets you implement the concept of group interaction such as audio or video
conferencing, where one computer sends information to all computers in the group. The benefit of using multicasting
in place of multiple unicasts is that the sender sends only one copy of the packet. One copy of the packet travels along
the network as long it can. If receivers of the packet are on multiple networks, a copy of the packet is made when
needed, and each copy of the packet is routed independently. Finally, each receiver is delivered an individual copy of
the packet. Multicasting is an efficient way of communication between group members as it reduces network traffic.

An IP packet has only one destination IP address. How is an IP packet delivered to multiple hosts using
multicasting? IP contains some addresses in its address space as multicast addresses. If a packet is addressed to
a multicast address, the packet will be delivered to multiple hosts. The concept of multicast packet delivery is the
same as a group membership for an activity. When a group is formed, the group is given a group ID. Any information
addressed to that group ID is delivered to all group members. In a multicast communication, a multicast IP address
(similar to a group ID) is used. Multicast packets are addressed to that multicast address. Each interested host
registers its IP address with the local router that it is interested in communication made on that multicast address.
The registration process between a host and the local router is accomplished using an Internet Group Management
Protocol (IGMP). When the router receives a packet with a multicast address, it delivers a copy of the packet to each
host registered with it for that multicast address. A receiver may choose to leave the multicast group any time by
informing the router.

A multicast packet may travel through many routers before it finds its way to the receiver hosts. All receivers of
a multicast packet may not be on the same network. There are many protocols, such as Distance Vector Multicast
Routing Protocol (DVMRP), that deal with routing of multicast packets.

Both IPv4 and IPv6 support multicast addressing. In IPv4, Class D network addresses are used for multicasting.
That is, the four highest order bits are 1110 in a multicast address in IPv4. In IPv6, a multicast address has the first
8 bits set to 1. That is, a multicast address in IPv6 always starts with FF. For example, FFOX:0:0:0:0:0:2:0000 is a
multicast address in IPv6.

Anycast IP Address

Anycast is a one-to-one_from_a_group communication where one computer sends a packet to a group of computers,
but the packet is delivered to exactly one computer in the group. IPv4 does not support anycasting. IPv6 supports
anycasting. In anycasting, the same address is assigned to multiple computers. When a router receives a packet, which
is addressed to an anycast address, it delivers the packet to the nearest computer. Anycasting is useful when a service
has been replicated at many hosts and you want to provide the service at the nearest host to the client. Sometimes,
anycast addressing is also called cluster addressing. An anycast address is used from the unicast address space.
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You cannot distinguish a unicast address from an anycast address by looking at their bit arrangements. When the
same unicast address is assigned to multiple hosts, it is treated as an anycast address. Note that the router must know
about the hosts that are assigned an anycast address, so that it can deliver the packets addressed to that anycast
address to one of the nearest hosts.

Broadcast IP Address

Broadcast is a one-to-all communication where one computer sends a packet and that packet is delivered to all computers
on the network. IPv4 assigns some addresses as broadcast addresses. When all 32 bits are set to 1, it forms a broadcast
address and the packet is delivered to all hosts on the local subnet. When all bits in the host address are set to 1 and a
network address is specified, it forms a broadcast address for the specified network number. For example, 255.255.255.255
is a broadcast address for alocal subnet and 192.168.1.255 is a broadcast address for a network 192.168.1.0. IPv6 does
not have a broadcast address. You need to use a multicast address as the broadcast address in IPv6.

Unspecified IP Address

0.0.0.0inIPv4 and : : in IPv6 (note that : : denotes 128-bit IPv6 address with all bits set to zero) are known as
unspecified addresses. A host uses this address as a source address to indicate that it does not have an IP address yet,
such as during the boot up process when it is not assigned an IP address yet.

Port Numbers

A port number is a 16-bit unsigned integer ranging from 0 to 65535. Sometimes a port number is also referred to
simply as a port. A computer runs many processes, which communicate with other processes running on remote
computers. When the transport layer receives an incoming packet from the Internet layer, it needs to know which
process (running in the application layer) on that computer should this packet be delivered to. A port number is a
logical number that is used by the transport layer to recognize a destination process for a packet on a computer.

Each incoming packet to the transport layer has a protocol; for example, the TCP protocol handler in the
transport layer handles a TCP packet and the UDP protocol handler in the transport layer handles a UDP packet.

In the application layer, a process uses a separate protocol of each communication channel it wants to communicate
on with a remote process. A process uses a unique port number for each communication channel it opens for a specific
protocol and registers that port number with the specific protocol module in the transport layer. Therefore, a port number
must be unique for a specific protocol. For example, process P1 can use a port number 1988 for a TCP protocol and
another called process P2 can use the same port number 1988 on the same computer for a UDP protocol. A process on a
host uses the protocol and the port number of the remote process to send data to the remote process.

How does a process on a computer start communicating with a remote process? For example, when you visit
Yahoo's web site, you simply enter http://www.yahoo.com as the web page address. In this web page address, http
indicates the application layer protocol, which uses TCP as a transport layer protocol and www.yahoo. com is the
machine name, which is resolved to an IP address using a Domain Name System (DNS). The machine identified by
www . yahoo. com may be running many processes, which may use the http protocol. Which process on www.yahoo.com
does your web browser connect to? Since many people use Yahoo's web site, it needs to run its http service ata
well-known port, so that everyone can use that port to connect to it. Typically, the http web server runs at port 80.
You can use http://www.yahoo.com:80, which is the same as using http://www.yahoo.com. It is not always necessary
to run the http web server at port 80. If you do not run your http web server at port 80, people who want to use your
http service must know the port you are using. IANA is responsible for recommending which port numbers to use for
well-known services. IANA divides the port numbers into three ranges:

e  Well-known Ports: 0-1023
e  Registered Ports: 1024 - 49151
e  Dynamic and/or Private Ports: 49152 - 65535
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Well-known port numbers are used by most commonly used services provided globally such as HTTP, FTP, etc.
Table 5-3 lists some of the well-known ports that are used for well-known application layer protocols. Generally,
you need administrative privileges to use a well-known port on a computer.

Table 5-3. A Partial List of Well-Known Ports Used for Some Application Layer Protocols

Application Layer Protocol Port Number
echo 7

FTP 21

Telnet 23

SMTP 25

HTTP 80

POP3 110

NNTP 119

An organization (or a user) can register a port number with IANA in the registered ports range to be used by an
application. For example, 1099 (TCP/UDP) port has been registered for the RMI Registry (RMI stands for Remote
Method Invocation).

Any application can use a port number from dynamic/private port number range.

Socket API and Client-Server Paradigm

I'have not yet started discussing Java classes that make network communication possible in a Java program. In this
section, I will cover sockets and the client-server paradigm that is used in a network communication between two
remote hosts.

I covered briefly the different lower layers of protocols and their responsibilities in the previous sections. It is time
to move up in the protocol stack and discuss the interaction between the application layer and the transport layer.
How does an application use these protocols to communicate with a remote application? Operating systems provide
an application program interface (API) called a socket, which lets two remote applications communicate, taking
advantage of lower level protocols in the protocol stack. A socket is not another layer of protocol. It is an interface
between the transport layer and the application layer. It provides a standard way of communication between the two
layers, which in turn provides a standard way of communication between two remote applications.

There are two kinds of sockets:

e A Connection-Oriented Socket
e A Connectionless Socket

A connection-oriented socket is also called a stream socket. A connectionless socket is also called a datagram socket.
Note that the data is always sent one datagram at a time from one host to another on the Internet using IP datagrams.

Transmission Control Protocol (TCP), which is used in a transport layer, is one of the most widely used protocols
to provide connection-oriented sockets. The application hands over data to a TCP socket and the TCP takes care of
streaming the data to the destination host. The TCP takes care of all issues like ordering, fragmentation, assembly, lost
data detection, duplicates data transmission, etc., on both sides of the communication, which gives the impression to
the applications that data is flowing like a continuous stream of bytes from the source application to the destination
application. No physical connection at the hardware level exists between two hosts that use TCP sockets. It is all
implemented in software. Sometimes it is also called a virtual connection. The combination of two sockets uniquely
defines a connection.
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In a connection-oriented socket communication, the client and the server create a socket at their ends, establish
a connection, and exchange information. TCP takes care of the errors that may occur during data transmission.

TCP is also known as a reliable transport level protocol because it guarantees the delivery of the data. If it could not
deliver the data for some reasons, it will inform the sender application about the error conditions. After it sends the
data, it waits for an acknowledgment from the receiver to make sure that the data reached the destination. However,
the reliability that TCP offers comes at a price. The overhead as compared to a connectionless protocol is much
more significant, and it is slower. TCP makes sure that a sender sends the amount of data to the receiver, which can
be handled by the receiver’s buffer size. It also handles traffic congestion over the network. It slows down the data
transmission when it detects traffic congestion. Java supports TCP sockets.

User Datagram Protocol (UDP), which is used in a transport layer, is the most widely used protocol that provides
a connectionless socket. It is unreliable, but much faster. It lets you send limited sized data—one packet at a time,
which is different from TCP, which lets you send data as a stream of any size, handling the details of segmenting them
in appropriate size of packets. Data delivery is not guaranteed when you send data using UDP. However, it is still used
in many applications and it works very well. The sender sends a UDP packet to a destination and forgets about it.

If receiver gets it, it gets it. Otherwise, there is no way to know—for the receiver—that there was a UDP packet sent to it.
You can compare the communication used in TCP and UDP to the communication used in a telephone and mailing a
letter. A telephone conversation is reliable and it offers acknowledgment between two parties that are communicating.
When you mail a letter, you do not know when the addressee receives it, or if he received it at all. There is another
important difference between UDP and TCP. UDP does not guarantee the ordering of data. That is, if you send five
packets to a destination using UDP, those five packets may arrive in any order. However, TCP guarantees that packets
will be delivered in the order they were sent. Java supports UDP sockets.

Which protocol should you use: TCP or UDP? It depends on how the application will be used. If data integrity is
of utmost significance, you should use TCP. If speed is prioritized over lower data integrity, you should use UDP.

For example, a file transfer application should use TCP, whereas a video conferencing application should use UDP.
If you lose video data of a few pixels, it does not matter much to the video conference. It can continue. However, if you
lose a few bytes of data when a file is being transferred, that file may not be usable at all.

How do two remote applications start communicating? Which application initiates the communication? How
does an application know that a remote application is interested in communicating with it? Have you ever dialed a
customer service number of a company to talk to a customer service representative? If you have talked to a company’s
customer service representative, you already have experienced two remote applications communicate. I will refer to
the mechanism of using a company’s customer service to explain remote communication in this section. You and a
company’s representative are at two remote locations. You need a service and the company provides that service. In
other words, you are the client and the company is a service provider (or a server). You do not know when you will
need a service from the company. The company provides a customer service phone number, so you can contact the
company. There is one more thing the company does. What is it that the company must do to provide you a service?
Can you guess? It waits for your calls at the phone number that it gave you. The communication has to happen between
you and the company, and the company has already taken one step forward in that communication by passively waiting
for your call. As soon as you dial the company’s number, a connection is established and you exchange information
with the company’s representative. Both of you hang up, at the end, to discontinue the communication. The network
communication using sockets is similar to the communication that happens between you and the company’s
representative. If you understand this example of communication, understanding sockets is easy.

Two remote applications use a pair of sockets to communicate. You need two endpoints for any communication
to occur. A socket is a communication endpoint on each side of the communication channel. Communication over
a pair of sockets follows a typical client-server communication paradigm. One application creates a socket and
passively waits to be contacted by another remote application. The application that waits for a remote application
to contact it is called a server application or simply a server. Another application creates a socket and initiates the
communication with the waiting server application. This is called a client application or simply a client. Many other
steps must be performed before a client and a server can exchange information. For example, a server must advertise
the location and other details about itself so a client may contact it.

A socket passes through different states. Each state marks an event. It is the state of the socket that tells us what a
socket can do and what it cannot do. Generally, a socket’s lifecycle is described by eight primitives listed in Table 5-4.
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Table 5-4. The List of Typical Socket Primitives and Their Descriptions

Primitives Description
Socket Creates a socket, which is used by an application to serve as a communication endpoint.
Bind Associates a local address to the socket. The local address includes an IP address and

a port number. The port number must be a number between 0 and 65535. It should be
unique for the protocol being used for the socket on the computer. For example, if a TCP
socket uses port 12456, a UDP socket can also use the same port number 12456.

Listen Defines the size of its wait queue for a client request. It is performed only by a
connection-oriented server socket.

Accept Waits for a client request to arrive. It is performed only by a connection-oriented server
socket.

Connect Attempts to establish a connection to a server socket, which is waiting on an accept

primitive. It is performed by a connection-oriented client socket.

Send/Sendto Sends data. Usually send indicates a send operation on a connection-oriented socket
and Sendto indicates a send operation on a connectionless socket.

Receive/ReceiveFrom Receives data. They are counterparts of Send and Sendto.

Close Closes a connection.

The following sections elaborate each socket primitive.

The Socket Primitive

A server creates a socket by specifying what kind of socket it is: a stream socket or a datagram socket.

The Bind Primitive

The bind primitive associates the socket to a local IP address and a port number. Note that a host can have multiple IP
addresses. A socket can be bound to one of the IP addresses of the host or all of them. Binding a socket to all available
IP addresses for the host is also known as binding to a wildcard address. Binding reserves the port number for this
socket. No other socket can use that port number for communication. The bound port will be used by the transport
protocol (TCP as well as UDP) to route the data intended for this socket. I will explain more about transferring

data between the transport layer and a socket little later in this section. For now, it is sufficient to understand that,

in binding, the socket tells the transport layer that here is my IP address and port number, and if you get any data
addressed to this address, please pass that data to me. The IP address and the port number to which a socket is bound
are called the local address and the local port for the socket, respectively.

The Listen Primitive

A server informs the operating system to place the socket in a passive mode so it waits for the incoming client
requests. At this point, the server is not yet ready to accept any client request. A server also specifies a wait queue size
for the socket. When a client contacts the server at this socket, the client request is placed in that queue. Initially, the
queue is empty. If a client contacts the server at this socket and the wait queue is full, the client’s request is rejected.
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The Accept Primitive

A server informs the operating system that this socket is ready to accept client requests. This step is not performed
if the server is using a socket using a connectionless transport protocol such as UDP. This step is performed for TCP
server sockets. When a socket sends an accept message to the operating system, it blocks until it receives a client
request for a new connection.

The Connect Primitive

Only a connection-oriented client socket performs this step. This is the most important phase in a socket
communication. The client socket sends a request to the server socket to establish a connection. The server socket
has issued accept and has been waiting for a client request to arrive. The client socket sends the IP address and the
port number of the server socket. Recall that a server socket binds an IP address and a port number before it starts
listening and accepting connections from outside. Along with its request, a client socket also sends its own IP address
and the port number to which it is already bound.

An important question arises at this point. How does the transport layer such as TCP know that the packet
(in the form of a request for a connection) that came from a client has to be handed over to the server socket? During the
binding phase, a socket specifies its local IP address and a local port number as well as a remote IP address and a remote
port number. If the server socket wants to accept a connection only from a specific remote host IP address and port
number, it can do so. Usually, the server socket will accept a connection from any client and it will specify an unspecified
IP address and a zero port number as its remote address. A server socket passes five pieces of information—a local IP
address, a local port number, a remote IP address, and a remote port number, and a buffer—to the transport layer. The
transport layer stores them for future use in a special structure called a Transmission Control Block (TCB). When a packet
from outside arrives at the transport layer, it looks up its TCB based on the four pieces of information contained in the
incoming packet, <source IP address, source port number, destination IP address, destination port number>. Recall that
the client sends the source and destination addresses in each TCP packet to the server. The transport layer attempts to
find a buffer that is associated with the source and destination addresses. If it finds a buffer, it transfers the incoming data
to the buffer and notifies the socket that there is some information for it in the buffer. If the server socket is accepting
requests from any client (all zeroes in the remote address), the data from any client will be routed to its buffer.

Once a server socket detects a request from a client, it creates a new socket with the remote client’s address
information. The new socket is bound using a <local IP address, local port number (the same as server socket’s port
number), remote IP address, and remote port number> and a new buffer is created and bound to this combined
addresses. In fact, two buffers are created for a socket: one for the incoming data and one for the outgoing data. At this
point, a server socket lets the new socket communicate with the client socket that requested a connection. The server
socket itself can close itself (accepting no more client requests for a connection) or it can start waiting again to accept
another client request for a connection.

After a connection is established between two sockets (a client and a server), they can exchange information.

A TCP connection supports full duplex connection. That is, data can be sent or received in both directions simultaneously.

A client socket knows its local IP address, local port number, remote IP address, and remote port number before
it attempts to connect to a server. At the client end, the creation of a TCB follows similar rules.

Once the client and server sockets are in place, two sockets (the client socket and the server socket dedicated to
the client) define a connection.

A server socket acts like a receptionist sitting at the front desk in an office (server). A client comes in and talks to
the receptionist first. A connection request comes from a client to the server and contacts the server socket first. The
receptionist hands over the client to another staff. At this point, the job of the receptionist is over with that client. She
continues her work of waiting to welcome another client coming to the office. Meanwhile, the first client can continue
talking to another staff as long as he needs. Similarly, the server socket creates a new socket and assigns that new
socket to the client for any further communication. As soon as the server socket assigns a new socket to the client,
its job is over with that client. It will wait for another incoming request for connection from another client. Note that
apart from many other details, a socket has five important pieces of information associated with it: a protocol, a local
IP address, a local port number, a remote IP address, and a remote port number.
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The Send/Sendto Primitive

It is the stage when a socket sends data.

The Receive/ReceiveFrom Primitive

It is the stage when a socket receives data.

The Close Primitive

It is time to say goodbye. Finally, the server and client sockets close the connection.

Subsequent sections will discuss Java classes that support different kinds of sockets to facilitate network
programming. Java classes that are related to network programming are in java.net, javax.net, and javax.net.ssl
packages.

Representing a Machine Address

Internet protocol uses the IP addresses of machines to deliver packets. Using IP addresses in a program is not always easy
because of its numeric format. You may be able to memorize and use IPv4 addresses because they are only four decimal
numbers in length. Memorizing and using IPv6 addresses is a little more difficult because they are eight numbers in a
hexadecimal format. Every computer also has a name such as www. yahoo. com. Using a computer name in your program
makes your life much easier. Java provides classes that let you use a computer name or an IP address in a Java program.

If you use a computer name, Java takes care of resolving the computer name to its IP address using a DNS.

An object of the InetAddress class represents an IP address. It has two subclasses, Inet4Address and
Inet6Address, which represent IPv4 and IPv6 addresses, respectively. The InetAddress class does not have a public
constructor. It provides six factory methods to create its object. They are as follows. All of them throw a checked
UnknownHostException.

e static InetAddress[] getAllByName(String host)

e static InetAddress getByAddress(byte[] addr)

e static InetAddress getByAddress(String host, byte[] addr)
e static InetAddress getByName(String host)

e static InetAddress getlLocalHost()

e static InetAddress getlLoopbackAddress()

The host argument refers to a computer name or an IP address in the standard format. The addr argument refers
to the parts of an IP address as a byte array. If you specify an IPv4 address, addr must be a 4-element byte array.
For IPv6 addresses, it should be a 16-element byte array. The InetAddress class takes care of resolving the host name
to an IP address using DNS.

Sometimes a host may have multiple IP addresses. The getAl1ByName () method returns all addresses as an array
of InetAddress objects.

Typically, you create an object of the InetAddress class using one of the four factory methods and pass that
object to other methods during a socket creation and connection. The following snippet of code demonstrates some
of its uses. You will need to handle exceptions when you use the InetAddress class or its subclasses.
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// Get the IP address of the yahoo web server
InetAddress yahooAddress = InetAddress.getByName("www.yahoo.com");

// Get the loopback IP address
InetAddress loopbackAddress = InetAddress.getByName(null);

/* Get the address of the local host. Typically, a name "localhost" is

mapped to a loopback address. Here, we are trying to get the IP address

of the local computer where this code executes and not the loopback address.
*/
InetAddress myComputerAddress = InetAddress.getlLocalHost();

Listing 5-1 demonstrates the use of the InetAddress class and some of its methods. You may get a different
output when you run the program.

Listing 5-1. Demonstrating the Use of the InetAddress Class

// InetAddressTest.java
package com.jdojo.net;

import java.io.IOException;
import java.net.InetAddress;

public class InetAddressTest {
public static void main(String[] args) {
// Print www.yahoo.com address details
printAddressDetails("www.yahoo.com");

// Print the loopback address details
printAddressDetails(null);

// Print the loopback address details using IPv6 format
printAddressDetails("::1");
}

public static void printAddressDetails(String host) {
System.out.println("Host '" + host + "' details starts...");

try {
InetAddress addr = InetAddress.getByName(host);
System.out.println("Host IP Address: " + addr.getHostAddress());
System.out.println("Canonical Host Name: "

int timeOutinMillis = 10000;

+ addr.getCanonicalHostName());

System.out.println("isReachable(): " + addr.isReachable(timeOutinMillis));

System.out.println("isLoopbackAddress(): " + addr.isLoopbackAddress());

}

catch (IOException e) {
e.printStackTrace();

}
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finally {
System.out.println("Host
System.out.println("");

+ host + "' details ends...");

Host 'www.yahoo.com' details starts...

Host IP Address: 98.139.183.24

Canonical Host Name: ir2.fp.vip.bf1.yahoo.com
isReachable(): false

isLoopbackAddress(): false

Host 'www.yahoo.com' details ends...

Host 'null' details starts...
Host IP Address: 127.0.0.1
Canonical Host Name: 127.0.0.1
isReachable(): true
isLoopbackAddress(): true

Host 'null' details ends...

Host '::1' details starts...

Host IP Address: 0:0:0:0:0:0:0:1

Canonical Host Name: BHMIS-JOOBXFL-D.corporate.local
isReachable(): true

isLoopbackAddress(): true

Host '::1' details ends...

Representing a Socket Address

A socket address contains two parts, an IP address and a port number. An object of the InetSocketAddress class
represents a socket address. You can use the following constructors to create an object of the InetSocketAddress class:

e InetSocketAddress(InetAddress addr, int port)
e InetSocketAddress(int port)
e InetSocketAddress(String hostname, int port)

All constructors will attempt to resolve a host name to an IP address. If a host name could not be resolved, the
socket address will be flagged as unresolved, which you can test using the isUnresolved() method. If you do not
want this class to resolve the address when creating its object, you can use the following factory method to create the
socket address:

static InetSocketAddress createUnresolved(String host, int port)

The getAddress() method returns an InetAddress object. If a host name is not resolved, the getAddress ()
method returns null. If you use an unresolved InetSocketAddress object with a socket, an attempt is made to resolve
the host name during the bind process.

Listing 5-2 shows how to create resolved and unresolved InetSocketAddress objects. You may get a different
output when you run the program.
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Listing 5-2. Creating an InetSocketAddress Object

// InetSocketAddressTest.java
package com.jdojo.net;

import java.net.InetSocketAddress;

public class InetSocketAddressTest {
public static void main(String[] args) {
InetSocketAddress addri = new InetSocketAddress("::1", 12889);
printSocketAddress(addr1);

InetSocketAddress addr2 =
InetSocketAddress.createUnresolved("::1", 12881);
printSocketAddress(addr2);

}

public static void printSocketAddress(InetSocketAddress sAddr) {
System.out.println("Socket Address: " + sAddr.getAddress());
System.out.println("Socket Host Name: " + sAddr.getHostName());
System.out.println("Socket Port: " + sAddr.getPort());
System.out.println("isUnresolved(): " + sAddr.isUnresolved());
System.out.println();

Socket Address: /0:0:0:0:0:0:0:1
Socket Host Name: HYE6754

Socket Port: 12889
isUnresolved(): false

Socket Address: null
Socket Host Name: ::1
Socket Port: 12881

isUnresolved(): true

Creating a TCP Server Socket

An object of the ServerSocket class represents a TCP server socket in Java. A ServerSocket object is used to accept
a connection request from a remote client. The ServerSocket class provides many constructors. You can use the
no-args constructor to create an unbound server socket and use its bind() method to bind it to a local port and a

local IP address. The following snippet of code shows how to create a server socket:

// Create an unbound server socket
ServerSocket serverSocket = new ServerSocket();

// Create a socket address object
InetSocketAddress endPoint = new InetSocketAddress("localhost", 12900);
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// Set the wait queue size to 100
int waitQueueSize = 100;

// Bind the server socket to localhost and at port 12900 with
// a wait queue size of 100
serverSocket.bind(endPoint, waitQueueSize);

There is no separate listen() method in the ServerSocket class that corresponds to the 1isten socket primitive.
Its bind() method takes care of specifying the waiting queue size for the socket.

You can combine create, bind, and listen operations in one step by using any of the following constructors of
the ServerSocket class. The default value for the wait queue size is 50. The default value for a local IP address is the
wild-card address, which means all IP addresses of the server machine.

e ServerSocket(int port)
e ServerSocket(int port, int waitQueueSize)
e ServerSocket(int port, int waitQueueSize, InetAddress bindAddr)

You can combine the socket creation and bind steps into one statement as shown:

// Create a server socket at port 12900, with 100 as the wait
// queue size and at the localhost loopback address
ServerSocket serverSocket =
new ServerSocket (12900, 100, InetAddress.getByName("localhost"));

Once a server socket is created and bound, it is ready to accept incoming connection requests from remote
clients. To accept a remote connection request, you need to call the accept() method on the server socket.
The accept () method call blocks until a request from a remote client arrives in its wait queue. When the server socket
receives a request for a connection, it reads the remote IP address and the remote port number from the request and
creates a new active socket. The reference of the newly created active socket is returned from the from the accept()
method. An object of the Socket class represents the new active socket. The accept() method returns a new active
socket because it is not a passive socket like a server socket, which waits for a remote request. It is an active socket
because it is created for an active communication with the remote client. Sometimes this active socket is also called a
connection socket because it handles the data transmission on a connection.

// Wait for a new remote connection request
Socket activeSocket = serverSocket.accept();

Once the server socket returns from the accept () method call, the number of sockets in the server application
increases by one. You have one passive server socket and one more active socket. The new active socket is the
endpoint at the server for the new client connection. At this point, you need to handle the communication with the
client using the new active socket.

Now you are ready to read and write data on the connection represented by the new socket. A Java TCP socket
provides a full duplex connection. It lets you read data from the connection as well as write data to the connection.
The Socket class contains two methods called getInputStream() and getOutputStream() for this purpose. The
getInputStream() method returns an InputStream object that you can use to read data from the connection.

The getOutputStream() method returns an OutputStream object that you can use to write data to the connection.
You use InputStream and OutputStream objects as if you are reading from and writing to a file on a local file system.

I assume that you are familiar with Java I/0. If you are not familiar with Java I/O, please refer to Chapter 7 in the book
Beginning Java Language Features (ISBN: 978-1-4302-6658-7) before you proceed in this section. However, you can
still read about the UDP socket in the section later in this chapter. When you are done with reading/writing data on
the connection, you close the InputStream/OutputStream, and finally close the socket. The following snippet of code
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reads a message from a client and echoes it to the client. Note that the server and the client must agree on the format
of the message before they start communicating. The following snippet of code assumes that the client sends one line
of text at a time:

// Create a buffered reader and a buffered writer from the socket's
// input and output streams, so that we can read/write one line at a time
BufferedReader br = new BufferedReader(

new InputStreamReader(activeSocket.getInputStream()));

BufferedWriter bw = new BufferedWriter(
new OutputStreamWriter(activeSocket.getOutputStream()));

You can use br and bw the same way you will use them to read from a file or write to a file. An attempt to read from
an input stream blocks until data becomes available on the connection.

// Read one line of text from the connection
String inMsg = br.readLine();

// Write some text to the output buffer
bw.write('hello from server");
bw.flush();

At the end, close the connection using the socket’s close () method. Closing the socket also closes its input and
output streams. In fact, you can close one of the three (the input stream, the output stream, or the socket) and the other
two will be closed automatically. An attempt to read/write on a closed socket throws a java.net.SocketException.
You can check if a socket is closed by using its isClosed() method, which returns true if the socket is closed.

// Close the socket
activeSocket.close();

Tip Once you close a socket, you cannot reuse it. You must create a new socket and bind it before using the
new socket.

A server handles two kinds of work: accepting new connection requests and responding to already connected
clients. If responding to a client takes a very small amount of time, you can use the strategy as shown:

ServerSocket serverSocket = create a server socket here;
while(true) {
Socket activeSocket = serverSocket.accept();
// Handle the client request on activeSocket here
The above strategy handles one client at a time. It is suitable only if the number of concurrent incoming

connections is very low and a client’s request takes a very small amount of time to respond. If a client request takes a
significant amount of time to respond, all other clients will have to wait before they can be served.
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Another strategy to work with multiple client requests is to handle each client’s request in a separate thread so
the server can serve multiple clients at the same time. The following pseudo code outlines this strategy:

ServerSocket serverSocket = create a server socket here;
while(true) {
Socket activeSocket = serverSocket.accept();
Runnable runnable = () -> {
// Handle the client request on the activeSocket here
};

new Thread(runnable).start(); // start a new thread

The above strategy seems to work fine until you have too many threads that are created for concurrent client
connections. Another strategy that works well in most of the situations is to have a thread pool to serve all client
connections. If all threads in the pool are busy serving clients, the request should wait until a thread becomes free
to serve it.

Listing 5-3 contains complete code for an echo server. It creates a new thread to handle each client request.

You can run the echo server program now. Howevey, it is not going to do much as you do not have a client program to
connect to it. You will see it in action after you learn how to create the TCP client socket in the next section.

Listing 5-3. An Echo Server Based on TCP Sockets

// TCPEchoServer.java
package com.jdojo.net;

import java.io.BufferedReader;
import java.io.BufferedWriter;
import java.io.IOException;

import java.io.InputStreamReader;
import java.io.OutputStreamhriter;
import java.net.InetAddress;
import java.net.ServerSocket;
import java.net.Socket;

public class TCPEchoServer {
public static void main(String[] args) {
try {
// Create a Server socket
ServerSocket serverSocket = new ServerSocket(12900, 100,
InetAddress.getByName("localhost"));
System.out.println("Server started at: " + serverSocket);

// Keep accepting client connections in an infinite loop
while (true) {
System.out.println("Waiting for a connection...");

// Accept a connection
final Socket activeSocket = serverSocket.accept();

System.out.println("Received a connection from " +
activeSocket);
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// Create a new thread to handle the new connection
Runnable runnable =
() -> handleClientRequest(activeSocket);
new Thread(runnable).start(); // start a new thread
}
}
catch (IOException e) {
e.printStackTrace();
}

}

public static void handleClientRequest(Socket socket) {
BufferedReader socketReader = null;
BufferedWriter socketWriter = null;

try {
// Create a buffered reader and writer for teh socket
socketReader = new BufferedReader(
new InputStreamReader(socket.getInputStream()));
socketWriter = new BufferedWriter(
new OutputStreamWriter(socket.getOutputStream()));
String inMsg = null;
while ((inMsg = socketReader.readLine()) != null) {
System.out.println("Received from client: " + inMsg);
// Echo the received message to the client
String outMsg = inMsg;
socketWriter.write(outMsg);
socketWriter.write("\n");
socketWriter.flush();
}
}

catch (IOException e) {
e.printStackTrace();

}
finally {
try {
socket.close();
}
catch (IOException e) {
e.printStackTrace();
}
}
}
}
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Creating a TCP Client Socket

An object of the Socket class represents a TCP client socket. You have already seen how an object of the Socket class
works with a TCP server socket. For a server socket, you got an object of the Socket class as the return value from the
server socket’s accept () method. For a client socket, you will have to perform three additional steps: create, bind, and
connect. The Socket class provides many constructors that let you specify the remote IP address and port number.
These constructors bind the socket to a local host and an available port number. The following snippet of code shows
how to create a TCP client socket:

// Create a client socket, which is bound to the localhost at any
// available port; connected to remote IP of 192.168.1.2 at port 3456
Socket socket = new Socket("192.168.1.2", 3456);

// Create an unbound client socket. bind it, and connect it.
Socket socket = new Socket();

socket.bind(new InetSocketAddress("localhost", 14101));
socket.connect(new InetSocketAddress("localhost", 12900));

Once you get a connected Socket object, you can use its input and output streams using the getInputStream()
and getOutputStream() methods, respectively. You can read/write on the connection the same way you would
read/write from/to a file using the input and output streams.

Listing 5-4 contains the complete code for an echo client application. It receives input from the user, sends
the input to the echo server as listed in Listing 5-3, and prints the server’s response on the standard output.

Both applications, the echo server and the echo client, must agree on the format of the messages that they will

be exchanging. They exchange one line of text at a time. It is important to note that you must append a new

line with every message that is sent across the connection because you are using the readLine() method of the
BufferedReader class, which returns only when it encounters a new line. The client application must use the same IP
address and port number where the server socket is accepting the connection.

Listing 5-4. An Echo Client Based on TCP Sockets

// TCPEchoClient.java
package com.jdojo.net;

import java.io.BufferedReader;
import java.io.BufferedWriter;
import java.io.IOException;

import java.io.InputStreamReader;
import java.io.OutputStreamhriter;
import java.net.Socket;

public class TCPEchoClient {
public static void main(String[] args) {
Socket socket = null;
BufferedReader socketReader = null;
BufferedWriter socketWriter = null;

try {

// Create a socket that will connect to localhost
// at port 12900. Note that the server must also be
// running at localhost and 12900.

socket = new Socket("localhost", 12900);
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System.out.println("Started client socket at " +
socket.getlLocalSocketAddress());

// Create a buffered reader and writer using the socket's
// input and output streams
socketReader = new BufferedReader(

new InputStreamReader(socket.getInputStream()));
socketWriter = new BufferedWriter(

new OutputStreamWriter(socket.getOutputStream()));

// Create a buffered reader for user's input
BufferedReader consoleReader =
new BufferedReader(new InputStreamReader(System.in));

String promptMsg = "Please enter a message (Bye to quit):";
String outMsg = null;

System.out.print(promptMsg);
while ((outMsg = consoleReader.readlLine()) != null) {
if (outMsg.equalsIgnoreCase("bye")) {
break;
}

// Add a new line to the message to the server,
// because the server reads one line at a time.
socketWriter.write(outMsg);
socketWriter.write("\n");

socketWriter.flush();

// Read and display the message from the server
String inMsg = socketReader.readlLine();
System.out.println("Server: " + inMsg);

System.out.println(); // Print a blank line
System.out.print(promptMsg);
}
}
catch (IOException e) {
e.printStackTrace();

}
finally {
// Finally close the socket
if (socket != null) {
try {
socket.close();
}
catch (IOException e) {
e.printStackTrace();
}
}
}
}
}
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Putting a TCP Server and Clients Together

Figure 5-6 shows the setup in which three clients are connected to a server. Two Socket objects, one at each end,
represent a connection. The ServerSocket object in the server keeps waiting for incoming connection requests
from a client.

1 1
€------- : - Server Socket :
: |
1 1
Client 1 < —> Socket 1 :
1 1
1 1
Client 2 < —> Socket 2 X
: :
1
Client3 |« ~—>|  Socket 3 :
1
1

Figure 5-6. A client-server setup using ServerSocket and socket objects

Listing 5-3 and Listing 5-4 list the complete program for a TCP echo server and client application. You need
to run the TCPEchoServer class first, and then the TCPEchoClient class. The server application waits for the client
application to connect. The client application prompts the user to enter a text message on the console. Once the
user enters a text message and presses the Enter key, the client application sends that text to the server. The server
responds back with the same message. Both applications print the details about the conversation on the standard
output. The following are the outputs for an echo server and an echo client. You can run multiple instances of the
TCPEchoClient application. The server application handles each client connection in a separate thread.

The following is a sample output for the server application:

Server started at: ServerSocket[addr=localhost/127.0.0.1,port=0,localport=12900]
Waiting for a connection ...

Received a connection from Socket[addr=/127.0.0.1,port=1698,localport=12900]
Waiting for a connection ...

Received from client: Hello

The following is a sample output for the client application:

Started client socket at /127.0.0.1:1698
Please enter a message (Bye to quit):Hello
Server: Hello

Please enter a message (Bye to quit):Bye

Working with UDP Sockets

A socket based on UDP is connectionless and is based on datagrams, as opposed to a TCP socket, which is
connection-oriented and is based on streams. The effect of being a connectionless socket is that the two sockets
(client and server) do not establish a connection before they communicate. Recall that TCP has a server socket whose
sole function was to listen for a connection request from remote clients. Since UDP is a connectionless protocol,
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there will not be a server socket when you work with UDP. In TCP sockets, the impression of having a stream-oriented
data transmission between the client and server was produced by TCP in the transport layer because of its
connection-oriented features. TCP maintained the state of the data being transmitted on each side of the connection.
The implication of UDP being a connectionless protocol is that each side (client and server) sends or receives a chunk
of data without any prior knowledge of communication between them. In a communication using UDP, each chunk
of data that is sent to the same destination is independent of the previously sent data. The chunk of data that is sent
using UDP is called a datagram or a UDP packet. Each UDP packet has the data, the destination IP address, and the
destination port number. UDP is an unreliable protocol because it does not guarantee the delivery and the order of
delivery of packets to the intended recipient.

Tip Although UDP is a connectionless protocol, you can build a connection-oriented communication using UDP in
your application. You will need to write the logic that will handle the lost packets, out of order packet delivery, and many
more things. TCP provides all these features at transport layer and your application does not have to worry about them.

Writing an application using UDP sockets is easier than writing an application using TCP sockets. You have to
deal with only two classes:

e DatagramPacket
e DatagramSocket

An object of the DatagramPacket class represents a UDP datagram that is the unit of data transmission over a
UDP socket. An object of the DatagramSocket class represents a UDP socket that is used to send or receive a datagram
packet. Here are the steps you need to perform to work with UDP sockets:

1. Create an object of the DatagramSocket class and bind it to a local IP address and a local
port number.

2. Create an object of the DatagramPacket class to hold the destination address and the data
to be transmitted.

3. Use the send() method to send the datagram packet to its destination. On the receiving
end, use the receive() method to read the datagram packet.

You can use one of the constructors to create an object of the DatagramSocket class. All of them will create the
socket and bind it to a local IP address and a local port number. Note that a UDP socket does not have a remote IP
address and a remote port number because it is never connected to a remote socket. It can receive/send a datagram
packet from/to any UDP socket.

// Create a UDP Socket bound to a port number 15900 at localhost
DatagramSocket udpSocket = new DatagramSocket(15900, "localhost");

The DatagramSocket class provides a bind() method, which lets you bind the socket to a local IP address and a
local port number. Typically, you do not need to use this method as you specify the socket address to which it needs to
be bound in its constructor, as you just did.

A DatagramPacket contains three things: a destination IP address, a destination port number, and the data.

The constructors for the DatagramPacket class fall into two categories. Constructors in one of the categories let you
create a DatagramPacket object to receive a packet. They require only the buffer size, offset, and length of data in that
buffer. Constructors in the other category let you create a DatagramPacket object to send a packet. They require you
to specify the destination address along with the data. If you have created a DatagramPacket without specifying the
destination address, you can set the destination address afterwards using the setAddress() and setPort() methods.
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Constructors of the DatagramPacket class to create a packet to receive data are as follows:
e DatagramPacket(byte[] buf, int length)
e DatagramPacket(byte[] buf, int offset, int length)

Constructors of the DatagramPacket class to create a packet to send data are as follows:
e DatagramPacket(byte[] buf, int length, InetAddress address, int port)

e DatagramPacket(byte[] buf, int offset, int length, InetAddress address,
int port)

e DatagramPacket(byte[] buf, int length, SocketAddress address)
e DatagramPacket(byte[] buf, int offset, int length, SocketAddress address)

The following snippet of code demonstrates some of the ways to create a datagram packet:

// Create a packet to receive 1024 bytes of data
byte[] data = new byte[1024];
DatagramPacket packet = new DatagramPacket(data, data.length);

// Create a packet that a has buffer size of 1024, but it will receive
// data starting at offset 8 (offset zero means the first element in
// the array) and it will receive only 32 bytes of data.

byte[] data2 = new byte[1024];

DatagramPacket packet2 = new DatagramPacket(data2, 8, 32);

// Create a packet to send 1024 bytes of data that has a destination

// address of "localhost" and port 15900. Will need to populate data3

// array before sending the packet.

byte[] data3 = new byte[1024];

DatagramPacket packet3 = new DatagramPacket(data3, 1024,
InetAddress.getByName("localhost"), 15900);

// Create a packet to send 1024 bytes of data that has a destination
// address of "localhost" and port 15900. Will need to populate data4
// array before sending the packet. The code sets the destination

// address by calling methods on the packet instead of specifying it
// in its constructor.

byte[] data4 = new byte[1024];

DatagramPacket packet4 = new DatagramPacket(datas, 1024);
packet4.setAddress(InetAddress.getByName("localhost"));
packet4.setPort(15900);

Itis very important to understand that data in the packet always has offset and length specified. You need to
use those two pieces of information while reading the data from a packet. Suppose that a receivedPacket object
reference represents a DatagramPacket that you have received from a remote UDP socket. The getData() method of
the DatagramPacket class returns the buffer (a byte array) of the packet. A packet can have a bigger buffer than the size
of the received data from a remote client. In such cases, you must use the offset and the length to read the data from
the buffer that was received without touching the garbage data in the buffer. If a packet’s buffer size is smaller than
the size of the data received, the extra bytes are silently ignored. You should use the code similar to the one shown
below to read data that a socket receives. The point is that you should use data in the receiving buffer starting from its
specified offset and as many bytes as indicated by its length property.
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// Get the packet's buffer, offset, and length
byte[] dataBuffer = receivedPacket.getData();
int offset = receivedPacket.getOffset();
int length = receivedPacket.getLength();

// Copy the received data using offset and length to receivedData array,
// which will hold all good data

byte[] receivedData = new byte[length];

System.arraycopy(dataBuffer, offset, receivedData, 0, length);

Creating a UDP socket (client as well as server) is as simple as creating an object of the DatagramSocket class.
You can use its send() method to send a packet. You can use the receive() method to receive a packet from a remote
socket. The receive() method blocks until a packet arrives. You supply an empty datagram packet to the receive()
method. The socket populates it with information that it receives from the remote socket. If the supplied datagram
packet has a smaller data buffer size than that of the received datagram packet, the received data is truncated silently
to fit into the supplied datagram packet. If the supplied datagram packet has a bigger data buffer size than that of the
received one, the socket will copy the received data to the supplied data buffer in its segment indicated by its offset
and length properties and would not touch the other parts of the buffer. Note that the available data buffer size is not
the size of the byte array. Rather, it is defined by the length. For example, suppose you have a datagram packet with
a byte array of 32 elements with an offset of 2 and a data buffer length of 8. If you pass this datagram packet to the
receive() method, the maximum of 8 bytes of received data will be copied. The data will be copied from the third
element in the buffer to the eleventh element as indicated by the offset 2 and the length 8, respectively.

// Create a UDP socket bound to a port number 15900 at localhost
DatagramSocket socket = new DatagramSocket(15900,
InetAddress.getByName("localhost"));

// Send a packet assuming that you have a datagram packet in p
socket.send(p);

// Receive a packet
DatagramPacket p2 = new DatagramPacket(new byte[1024], 1024);
socket.receive(p2);

Creating a UDP Echo Server

Creating an echo server using UDP is very easy. It takes only four lines of real code. Use the following steps to create
an UDP echo server:

1. Create a DatagramSocket object to represent a UDP socket.
Create a DatagramPacket object to receive the packet from a remote client.

Call the receive() method of the socket to wait for a packet to arrive.

>« N

Call the send() method of the socket passing the same packet that you received. When a
UDP packet is received by a server, it contains the sender’s address. You do not need to
change anything in the packet to echo back the same message to the sender of the packet.
When you prepare a datagram packet for sending, you need to set a destination address.
When the packet arrives at its destination, it contains its sender’s address. This is useful in
case the receiver wants to respond to the sender of the datagram packet.
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The following snippet of code shows how to write a UDP echo server:

DatagramSocket socket
DatagramPacket packet

while(true)

new DatagramSocket(15900);
new DatagramPacket(new byte[1024], 1024);

{

// Receive the packet
socket.receive(packet);

//Send back the same packet to the sender
socket.send(packet);

Listing 5-5 has the expanded version of the same code for a UDP echo server. It contains the same basic logic as
shown above. Additionally, it has code to handle errors and print the packet’s details on the standard output.

Listing 5-5. An Echo Server Based on UDP Sockets

// UDPEchoServer.java
package com.jdojo.net;

import java.
.net.DatagramPacket;
.net.DatagramSocket;
.net.InetAddress;

import java
import java
import java

io.IOException;

public class UDPEchoServer {
public static void main(String[] args) {

final int LOCAL_PORT = 15900;
final String SERVER_NAME = "localhost";

try {
DatagramSocket udpSocket =
new DatagramSocket(LOCAL_PORT,
InetAddress.getByName (SERVER_NAME));

System.out.println("Created UDP server socket at " +
udpSocket.getlLocalSocketAddress() + "...");

// Wait for a message in a loop and echo the same
// message to the sender
while (true) {
System.out.println("Waiting for a UDP packet" +
" to arrive...");

// Prepare a packet to hold the received data
DatagramPacket packet =
new DatagramPacket(new byte[1024], 1024);

// Receive a packet
udpSocket.receive(packet);
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// Print the packet details
displayPacketDetails(packet);

// Echo the same packet to the sender
udpSocket.send(packet);
}
}
catch (IOException e) {
e.printStackTrace();
}

}

public static void displayPacketDetails(DatagramPacket packet) {
// Get the message
byte[] msgBuffer = packet.getData();
int length = packet.getlLength();
int offset = packet.getOffset();

int remotePort = packet.getPort();
InetAddress remoteAddr = packet.getAddress();
String msg = new String(msgBuffer, offset, length);

System.out.println("Received a packet:[IP Address=" +
remoteAddr + ", port=" + remotePort +
", message=" + msg + "]");

Listing 5-6 contains the program for the client application that uses a UDP socket to send/receive messages
to/from the UDP echo server. Note that the client and server exchange one line of text at a time.

Listing 5-6. An Echo Client Based on UDP Sockets

// UDPEchoClient.java
package com.jdojo.net;

import java.io.BufferedReader;

import java.io.InputStreamReader;
import java.net.DatagramPacket;
import java.net.DatagramSocket;
import java.net.InetAddress;

import java.net.UnknownHostException;

public class UDPEchoClient {
public static void main(String[] args) {
DatagramSocket udpSocket = null;
BufferedReader br = null;
try {
// Create a UDP socket at localhost using an available port
udpSocket = new DatagramSocket();
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String msg = null;

// Create a buffered reader to get an input from a user
br = new BufferedReader(new InputStreamReader(System.in));

String promptMsg = "Please enter a message (Bye to quit):";
System.out.print(promptMsg);

while ((msg = br.readlLine()) != null) {
if (msg.equalsIgnoreCase("bye")) {
break;
}

// Prepare a packet to send to the server
DatagramPacket packet = UDPEchoClient.getPacket(msg);

// Send the packet to the server
udpSocket.send(packet);

// Wait for a packet from the server
udpSocket.receive(packet);

// Display the packet details received from
// the server
displayPacketDetails(packet);

System.out.print(promptMsg);
}

}
catch (Exception e) {

e.printStackTrace();

}
finally {
// Close the socket
if (udpSocket != null) {
udpSocket.close();
}
}

}

public static void displayPacketDetails(DatagramPacket packet) {
byte[] msgBuffer = packet.getData();
int length = packet.getlLength();
int offset = packet.getOffset();
int remotePort = packet.getPort();
InetAddress remoteAddr = packet.getAddress();
String msg = new String(msgBuffer, offset, length);
System.out.println("[Server at IP Address=" + remoteAddr +
", port=" + remotePort + "]: " + msg);

// Add a line break
System.out.println();
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public static DatagramPacket getPacket(String msg)
throws UnknownHostException {
// We will send and accept a message of 1024 bytes in length.
// longer messages will be truncated
final int PACKET_MAX_LENGTH = 1024;
byte[] msgBuffer = msg.getBytes();

int length = msgBuffer.length;

if (length > PACKET MAX_LENGTH) {
length = PACKET MAX_LENGTH;

}

DatagramPacket packet = new DatagramPacket(msgBuffer, length);

// Set the destination address and the port number

int serverPort = 15900;

final String SERVER__NAME = "localhost";

InetAddress serverIPAddress =
InetAddress.getByName(SERVER _NAME);

packet.setAddress(serverIPAddress);

packet.setPort(serverPort);

return packet;

To test the UDP echo application, you need to run the UDPEchoServer and UDPEchoClient classes. You need
to run the server first. The client application will prompt you to enter a message. Enter a text message and press
the Enter key to send that message to the server. The server will echo the same message. Both applications display
the messages being exchanged on the standard output. They also display the packet details, such as the sender’s
IP address and port number. The server application uses port number 15900 and the client application uses any
available UDP port on the computer. If you get an error, it means that port number 15900 is in use, so you need
to change the port number in the server program and use the new port number in the client program to address
the packet. The server is designed to handle multiple clients at a time. You can run multiple instances of the
UDPEchoClient class. Note that the server runs in an infinite loop and you must stop the server application manually.
The following is a sample log on the server console:

Created UDP server socket at /127.0.0.1:15900...

Waiting for a UDP packet to arrive...

Received a packet:[IP Address=/127.0.0.1, port=1522, message=Hello]

Waiting for a UDP packet to arrive...

Received a packet:[IP Address=/127.0.0.1, port=1522, message=Nice talking to you]
Waiting for a UDP packet to arrive...

The following is a sample log on the client console:

Please enter a message (Bye to quit):Hello
[Server at IP Address=localhost/127.0.0.1, port=15900]: Hello

Please enter a message (Bye to quit):Nice talking to you
[Server at IP Address=localhost/127.0.0.1, port=15900]: Nice talking to You

Please enter a message (Bye to quit):bye
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A Connected UDP Socket

UDP sockets do not support an end-to-end connection like the TCP sockets. The DatagramSocket class contains a
connect () method. This method allows an application to restrict sending and receiving of UDP packets to a specific
IP address at a specific port number. Consider the following snippet of code:

InetAddress localIPAddress = InetAddress.getByName("192.168.11.101");
int localPort = 15900;
DatagramSocket socket = new DatagramSocket(localPort, localIPAddress);

// Connect the socket to a remote address

InetAddress remoteIPAddress = InetAddress.getByName("192.168.12.115");
int remotePort = 17901;

socket.connect(remoteIPAddress, remotePort);

The socket is bound to the local IP address 192.168.11.101 and local UDP port number 15900. It is connected to
aremote IP address 0f 192.168.12.115 and a remote UDP port number 17901. It means that the socket object can be
used to send/receive a datagram packet only to/from another UDP socket running at an IP address of 192.168.12.115
at the port number 17901. After you have called the connect () method on a UDP socket, you do not need to set the
destination IP address and the port number for the outgoing datagram packets. The socket will add the destination
IP address and port number that were used in the connect () method’s call to all outgoing packets. If you do supply a
destination address with a packet before you send it, the socket will make sure the destination address supplied in the
packet is the same as the remote address used in the connect () method call. Otherwise, the send() method will throw
an IllegalArgumentException.

Using the connect () method of a UDP socket has two advantages:

e Itsets the destination address for the outgoing packets every time you send a packet.

e [Itrestricts the socket to communicate only to the remote host whose IP address was used in
the connect() method’s call.

Now you understand that UDP sockets are connectionless and you do not have a real connection using a UDP
socket. The connect () method in the DatagramSocket class does not provide any kind of connection for UDP sockets.
Rather, it is useful for restricting the communication to a specific remote UDP socket.

UDP Multicast Sockets

Java supports UDP multicast sockets that can receive datagram packets sent to a multicast IP address. An object of the
MulticastSocket class represents a multicast socket. Working with a MulticastSocket socket is similar to working
with a DatagramSocket with one difference: a multicast socket is based on a group membership. After you have
created and bound a multicast socket, you need to call its joinGroup(InetAddress multiCastIPAddress) method to
make this socket a member of the multicast group defined by the specified multicast IP address, multiCastIpAddress.
Once it becomes a member of a multicast group, any datagram packet sent to that group will be delivered to this
socket. There can be multiple members in a multicast group. A multicast socket can be a member of multiple
multicast groups. If a member decides not to receive a multicast packet from a group, it can leave the group by calling
the leaveGroup(InetAddress multiCastIPAddress) method.

In IPv4, any IP address in the range 224.0.0.0 to 239.255.255.255 can be used as a multicast address to send a
datagram packet. The IP address 224.0.0.0 is reserved and you should not use it in your application. A multicast IP
address cannot be used as a source address for a datagram packet, which implies that you cannot bind a socket to a
multicast address.

A socket itself does not have to be a member of a multicast group to send a datagram packet to a multicast address.
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Java 7 added the IP multicast capability to the DatagramChannel class. Please refer to the “Multicasting Using
Datagram Channels” section later in this chapter on how to use a datagram channel for IP multicasting. Note that the
DatagramChannel class was added in Java 1.4, which did not have the IP multicast capability.

Listing 5-7 contains a program that creates a multicast socket that receives datagram packets addressed to
the 230.1.1.1 multicast IP address.

Listing 5-7. A UDP Multicast Socket That Receives UDP Multicast Messages

// UDPMultiCastReceiver.java
package com.jdojo.net;

import java.io.IOException;
import java.net.DatagramPacket;
import java.net.InetAddress;
import java.net.MulticastSocket;

public class UDPMultiCastReceiver {
public static void main(String[] args) {
int mcPort = 18777;
String mcIPStr = "230.1.1.1";
MulticastSocket mcSocket = null;
InetAddress mcIPAddress = null,;
try {
mcIPAddress = InetAddress.getByName(mcIPStr);
mcSocket = new MulticastSocket(mcPort);
System.out.println("Multicast Receiver running at:" +
mcSocket.getLocalSocketAddress());

// Join the group
mcSocket . joinGroup(mcIPAddress);

DatagramPacket packet =
new DatagramPacket(new byte[1024], 1024);

while (true) {

System.out.println("Waiting for a multicast message...");

mcSocket.receive(packet);

String msg = new String(packet.getData(),
packet.getOffset(),
packet.getLength());

System.out.println("[Multicast Receiver] Received:" + msg);

}
}

catch (Exception e) {
e.printStackTrace();
}

finally {
if (mcSocket != null) {

try {
mcSocket.leaveGroup(mcIPAddress);

mcSocket.close();
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catch (IOException e) {
e.printStackTrace();
}

Listing 5-8 contains a program that sends a message to the same multicast address. Note that you can run
multiple instances of the UDPMulticastReceiver class and all of them will become a member of the same multicast
group. When you run the UDPMulticastSender class, it will send a message to the group, and all members in
the group will receive a copy of the same message. The UDPMulticastSender class uses a DatagramSocket, nota
MulticastSocket to send a multicast message.

Listing 5-8. A UDP Datagram Socket, a Multicast Sender Application

// UDPMultiCastSender.java
package com.jdojo.net;

import java.net.DatagramPacket;
import java.net.DatagramSocket;
import java.net.InetAddress;

public class UDPMultiCastSender {
public static void main(String[] args) {
int mcPort = 18777;
String mcIPStr = "230.1.1.1";
DatagramSocket udpSocket = null;

try {
// Create a datagram socket
udpSocket = new DatagramSocket();

// Prepare a message
InetAddress mcIPAddress = InetAddress.getByName(mcIPStr);

byte[] msg = "Hello multicast socket".getBytes();
DatagramPacket packet =

new DatagramPacket(msg, msg.length);
packet.setAddress(mcIPAddress);
packet.setPort(mcPort);
udpSocket.send(packet);

System.out.println("Sent a multicast message.");
System.out.println("Exiting application");

}
catch (Exception e) {

e.printStackTrace();
}
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finally {
if (udpSocket != null) {
try {
udpSocket.close();
}
catch (Exception e) {
e.printStackTrace();
}
}
}

URI, URL, and URN

A Uniform Resource Identifier (URI) is a sequence of characters that identifies a resource. The Request for Comments
(RFC) 3986 defines the generic syntax for a URL The full text of this RFC is available at http://www.ietf.org/rfc/
1fc3986.txt. A resource identifier can identify a resource by a location, a name, or both. This section gives an
overview of the URI. If you are interested in details about the URI, you are advised to read RFC3986.

A URI that uses a location to identify a resource is called Uniform Resource Locator (URL). For example,
http://waw.yahoo.com/index.html represents a URL that identifies a document named index.html at the host
www . yahoo.com. Another example of a URL is mailto:ksharan@jdojo.comin which the mailto protocol instructs the
application that interprets it to open up an email application to send an email to the email address specified in the
URL. In this case, the URL is not locating any resources. Rather, it is identifying the details of an email. You can also
set the subject and the body parts of an email using the mailto protocol. Therefore, a URL does not always imply a
location of a resource. Sometimes the resource may be abstract, as in the case of the mailto protocol. Once you locate
aresource using a URL, you can perform some operations, such as retrieve, update, or delete, on the resource.

The details of how the operations are performed depend on the scheme being used in the URL. A URL just identifies
the parts of a resource location and scheme to locate it, not the details of any operations that can be performed
on the resource.

A URI that uses a name to identify a resource is called a Uniform Resource Name (URN). For example,
URN:ISBN:978-1-4302-6661-7 represents a URN, which identifies a book using International Standard Book Numbers
(ISBN) namespace.

URL and URN are subsets of URIL Therefore, the discussion about URI applies to both URL and URN. The detailed
syntax of a URI depends on the scheme it uses. In this section, I will cover a generic syntax of the URI, which is
typically a URL. The next section will explore Java classes that are used to represent URIs and URLs in Java programs.

A URI can be absolute or relative. A relative URI is always interpreted in the context of another absolute URI,
which is called the base URI. In other words, you must have an absolute URI to make a relative URI meaningful.

An absolute URI has the following generic format:

<scheme>:<scheme-specific-part>
The <scheme-specific-part> depends on the <scheme>. For example, an http scheme uses one format, and a
mailto scheme uses another format. Another generic form of a URI is as follows. Typically, but not necessarily,

itrepresents a URL.

<scheme>://<authority><path>?<query>#<fragment>
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Here, <scheme> indicates a method to access a resource. It is the protocol name such as http, ftp, etc. We all use
the term “protocol” for what is termed a “scheme” in the URI specification. If the term “scheme” throws you off, you
can read it as “protocol” whenever it appears in this section. The <scheme> and <path> parts are required in a URI.
All other parts are optional. The <path> part may be an empty string.

The <authority> part indicates the server name (or IP address) or a scheme-specific registry. If the <authority>
part represents a server name, it may be written in the form of <userinfo>@host:port. If a <authority> is present in
a UR], it begins with two forward slashes; it is an optional part. For example, a URL that identifies a file in a local file
system on a machine uses the file scheme as file:///c:/documents/welcome.doc.

The URI syntax uses a hierarchical syntax in its <path> part, which locates the resource on the server. Multiple
parts of the <path> are separated by a forward slash (/).

The <query> part indicates that the resource is obtained by executing the specified query. It consists of
name-value pairs separated by an ampersand (&). The name and value are separated by an equal sign (=). For example,
id=123&rate=5.5 is a query, which has two parts, id and rate. The value for id is 123 and the value for rateis 5.5.

The <fragment> part identifies a secondary resource, typically a subset of the primary resource identified by
another part of the URL

The following is an example of a URI, which is also broken into parts:

URI: http://www.jdojo.com/java/intro.html?id=123#conclusion
Scheme: http

Authority: www.jdojo.com

Path: /java/intro.html

Query: id=123

Fragment: conclusion

The URI represents a URL that refers to a document named intro.html on the waw. jdojo.com server. The scheme
http indicates that the document can be retrieved using the http protocol. The query id=123 indicates that the
document is obtained by executing this query. The fragment part conclusion can be interpreted differently by
different applications that use the document. In case of an HTML document, the fragment part is interpreted by the
web browser as the part of the main document.

Not all parts of a URI are mandatory. Which parts are mandatory and which parts are optional depend on the
scheme that is used. One of the goals of using a URI to identify a resource was to make it universally readable. For this
reason, there is a well-defined set of characters that can be used to represent a URI. URI syntax uses some reserved
characters that have special meaning and they can only be used in specific parts of a URL. In other parts, the reserved
characters need to be escaped. A character is escaped by using a percent character followed by its ASCII value in a
hexadecimal format. For example, ASCII value of space is 32 in decimal format, and it is 20 in hexadecimal format.

If you want to use a space character in a URI, you must use %20, which is the escaped form for a space. Since the percent
sign is used as part of an escape character, you must use %25 to represent a % character in a URI (25 is the hexadecimal
value for number 37 in decimal. The ASCII value for % is 37 in decimal). For example, if you want to use a value of
5.2% in a query, the following is an invalid URI:

http://www.jdojo.com/details?rate=5.2%

To make it a valid URI, you need to escape the percent sign character as %25 as shown:
http://www.jdojo.com/details?rate=5.2%25

It is important to understand the usage of a relative URI. A relative URI is always interpreted in the context of an
absolute URI, which is called the base URI. An absolute URI starts with a scheme. A relative URI inherits some parts of

its base URI. Let’s consider a URI that refers to an HTML document as shown:

http://www.jdojo.com/java/intro.html
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The document referred to in the URI is intro.html. Its path is /java/intro.html. Suppose two documents
named brief intro.html and detailed_intro.html reside (physically or logically) in the same path hierarchy as
intro.html. The following are the absolute URIs for all three documents:

e http://www.jdojo.com/java/intro.html
e http://www.jdojo.com/java/brief intro.html
e http://www.jdojo.com/java/detailed_intro.html

If you are already in the intro.html context, it will be easier to refer to the other two documents using their
names instead of their absolute URI. What does it mean by being in the intro.html context? When you use the
http://www.jdojo.com/java/intro.html URI to identify a resource, it has three parts: a scheme (http), a server
name (www.jdojo.com), and a document path (/java/intro.html). The path indicates that the document is under
the java path hierarchy, which in turn is at the root of the path hierarchy. All details—scheme, server name, path
details, excluding the document name itself (intro.html)—make up the context for the intro.html document. If you
look at the URI for the other two documents listed above, you will notice that all details about them are the same as
for intro.html. In other words, you can state that the context for the other two documents is the same as for intro.html.
In this case, with an absolute URI of the intro.html document as base URI, the relative URIs for the other two
documents are their names: brief_intro.html and detailed_intro.html. It can be listed as follows:

e Base URI: http://www.jdojo.com/java/intro.html
e Relative URI: brief intro.html
e Relative URI: detailed intro.html

In the list, the two relative URIs inherit the scheme, server name, and path hierarchy from the base URI. It is to be
emphasized that a relative URI never makes sense without specifying its base URI.

When a relative URI has to be used, it must be resolved to its equivalent absolute URI. The URI specification lays
down rules to resolve a relative URI. I will discuss some of the most commonly used forms of relative URIs and their
resolutions. There are two special characters used to define the <path> part of a URL They are a dot and two dots.

A dot means the current path hierarchy. Two dots mean one up in the path hierarchy. You must have seen these two
sets of characters being used in a file system to mean the current directory and parent directory. You can think of their
meanings in a URI the same way, but a URI does not assume any directory hierarchy. In a UR], a path is considered as
hierarchical, and it is not tied to a file system hierarchical structure at all. However, in practice, when you work with
web-based applications, URLs are usually mapped to a file system hierarchical structure. In the normalized form of a
UR], dots are replaced appropriately. For example, s://sn/a/./bisnormalized tos://sn/a/b,and s://sn/a/../bis
normalized to s://sn/b. The non-normalized and normalized forms refer to the same URL. The normalized form has
extra characters removed. By just looking at two URIs, you cannot say that they are referring to the same resource or
not. You must normalize them before you compare them for equality. During the comparison process, scheme, server
name, and hexadecimal digits are considered case-insensitive. Here are some rules to resolve a relative URI:

e Ifa URI starts with a scheme, it is considered an absolute URI.
e Ifarelative URI starts with an authority, it inherits scheme from its base URI.
e Ifarelative URI is an empty string, it is the same as the base URI.

e Ifarelative URI has a fragment part only, the resolved URI uses the new fragment. If a base
URI had a fragment, it is replaced with the fragment of the relative URI. Otherwise, the
fragment of the relative URI is added to the base URI.

e  Arelative URI’s path does not start with a forward slash (/). If the base URI has a path, remove
the last component of the path in the base URI and append the relative URI. Note that the last
component of the path may be an empty string as in http://www. abc. com/.

e Ifarelative URL starts with a path, which in turn starts with a forward slash (/), the base URI's
path is replaced with the relative URI’s path.
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Table 5-5 contains examples of using these rules. The examples in the table conform to the rules followed in Java
URI and URL classes. Java rules deviate slightly in a few cases from the rules set in the URI specification.

Table 5-5. Examples of How a Relative URI is Resolved to an Absolute URI Using a Base URI

Base URI Relative URI Resolved Relative URI Description of the Relative URI
h://sn/a/b/c http://sn2/foo h://sn2/foo Itis an absolute URL.
h://sn/a/b/c //sn2/h/k h://sn2/h/k It starts with an authority
h://sn/a/b/c h://sn/a/b/c It is an empty string.
h://sn/a/b/c #k h://sn/a/b/c#k It contains a fragment only.
h://sn/a/b/c#a #k h://sn/a/b/cik It contains a fragment only.
h://sn/a/b/ foo h://sn/a/b/foo The path does not start with a /.
h://sn/a/b/c foo h://sn/a/b/foo The path does not start with a /.
h://sn/a/b/c?d=3 foo h://sn/a/b/foo The path does not start with a /.
h://sn/ foo h://sn/foo The path does not start with a /.
h://sn foo h://sn/foo The path does not start with a /.
h://sn/a/b/ /foo h://sn/foo The path starts with a /.
h://sn/a/b/c /foo h://sn/foo The path starts with a /.
h://sn/a/b/c?d=3 /foo h://sn/foo The path starts with a /.
h://sn/ /foo h://sn/foo The path starts with a /.

h://sn /foo h://sn/foo The path starts with a /.

Tip You can also use a host name or IP address as an authority in a URI. IPv4 can be used in its dotted
decimal format such as http://192.168.10.178/docs/toc.html. IPv6 must be enclosed in brackets such

as http://[1283::8:800:200C:A43A]/docs/toc.html.

URI and URL as Java Objects

Java represents a URI and a URL as objects. It provides the following four classes that you can use to work with a URI

and a URL as objects in a Java program:
e java.net.URI
e java.net.URL
e java.net.URLEncoder

e  java.net.URLDecoder
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An object of the URI class represents a URL An object of the URL class represents a URL. URLEncoder and
URLDecoder are utility classes that help encode and decode URI strings. I will discuss other Java classes in the next
sections that are used to retrieve the resource identified by a URL.

The URI class has many constructors. They let you pass variable combinations of parts (scheme, authority,
path, query, and fragment) of a URI. All constructors throw a checked exception called URISyntaxException. They
throw an exception because strings, which you use to construct a URI object, may not be in conformity with the URI
specification.

// Create a URI object
URI baseURI = new URI("http://www.yahoo.com");

// Create a URI with relative URI string and resolve it using baseURI
URI relativeURI = new URI("welcome.html");
URI resolvedRelativeURI = baseURI.resolve(relativeURI);

Listing 5-9 demonstrates how to use the URI class in a Java program.

Listing 5-9. A Sample Class That Demonstrates the Use of the java.net.URI Class

// URITest.java
package com.jdojo.net;

import java.net.URI;
import java.net.URISyntaxException;

public class URITest {
public static void main(String[] args) {
String baseURIStr = "http://www.jdojo.com/javaintro.html?" +
"id=258rate=5.5%25#f00";
String relativeURIStr = "../sports/welcome.html";

try {
URI baseURI = new URI(baseURIStr);
URI relativeURI = new URI(relativeURIStr);

// Resolve the relative URI with respect to the base URI
URI resolvedURI = baseURI.resolve(relativeURI);

printURIDetails(baseURI);
printURIDetails(relativeURI);
printURIDetails(resolvedURI);

}
catch (URISyntaxException e) {

e.printStackTrace();
}

}
public static void printURIDetails(URI uri) {

System.out.println("URI:" + uri);
System.out.println("Normalized:" + uri.normalize());
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String parts = "[Scheme=" + uri.getScheme() +
", Authority=" + uri.getAuthority() +
", Path=" + uri.getPath() +
", Query:" + uri.getQuery() +
", Fragment:" + uri.getFragment() + "]";

System.out.println(parts);
System.out.println();

URI:http://www.jdojo.com/javaintro.html?id=258rate=5.5%25#foo
Normalized:http://www.jdojo.com/javaintro.html?id=258rate=5.5%25#foo
[Scheme=http, Authority=www.jdojo.com, Path=/javaintro.html, Query:id=25&rate=5.5%, Fragment:foo]

URI:../sports/welcome.html
Normalized:../sports/welcome.html
[Scheme=null, Authority=null, Path=../sports/welcome.html, Query:null, Fragment:null]

URI:http://www.jdojo.com/../sports/welcome.html
Normalized:http://www.jdojo.com/../sports/welcome.html
[Scheme=http, Authority=www.jdojo.com, Path=/../sports/welcome.html, Query:null, Fragment:null]

You can also get a URL object from a URI object using its toURL () method as shown:
URL baseURL = baseURI.toURL();

You can also create a URI object using the create(String str) static method of the URI class. The create()
method does not throw a checked exception. It throws a runtime exception. Therefore, its use will not force you to
handle the exception. You should use this method only when you know that a URI string is well-formed.

URI uri2 = URI.create("http://www.yahoo.com");

An instance of the java.net.URL class represents a URL in a Java program. Although every URL is also a URI,
Java does not inherit the URL class from the URI class. Java uses the term protocol to refer to the scheme part in the URI
specification. You can create a URL object by providing a string that has all URLs parts concatenated, or by providing
parts of a URL separately. If strings that you supply to create a URL object are not valid, the constructors of the URL class
will throw a MalformedURLException checked exception. You must handle this exception when you create a URL object.
Listing 5-10 demonstrates how to create a URL object. The URL class lets you create an absolute URL from a
relative URL and a base URL using one of its constructors.

Listing 5-10. A Sample Class That Demonstrates the Use of the java.net.URL Class

// URLTest.java
package com.jdojo.net;

import java.net.URL;

public class URLTest {
public static void main(String[] args) {
String baseURLStr = "http://www.ietf.org/rfc/rfc3986.txt";
String relativeURLStr = "rfc2732.txt";
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try {
URL baseURL = new URL (baseURLStr);
URL resolvedRelativeURL = new URL(baseURL, relativeURLStr);
System.out.println("Base URL:" + baseURL);
System.out.println("Relative URL String:" + relativeURLStr);
System.out.println("Resolved Relative URL:" + resolvedRelativeURL);
}

catch (Exception e) {
e.printStackTrace();
}

Base URL:http://www.ietf.org/rfc/rfc3986.txt
Relative URL String:rfc2732.txt
Resolved Relative URL:http://www.ietf.org/rfc/rfc2732.txt

Typically, you create a URL object to retrieve the resource identified by the URL. Note that you can create an
object of the URL class as long as the URL is well formed textually and the protocol to handle the URL is available.
The successful creation of a URL object in a Java program does not guarantee the existence of the resource at the
server specified in the URL. The URL class provides methods that you can use in conjunction with other classes to
retrieve the resource identified by the URL.

The URL class makes sure that it can handle the protocol specified in the URL string. For example, it will not let
you create a URL object with a string as ppp://www.sss.com/ unless you develop and supply it a protocol handler for a
ppp protocol. I will discuss in detail how to retrieve the resource identified by a URL in the next section.

Sometimes you do not know the parts of the URL string in advance. You get the parts of the URL at runtime as
input from other parts of the program or from the user. In such cases, you will need to encode the parts of the URL
before you can use them to create a URL object. Sometimes you get a string in encoded form and you want it to be
decoded. An encoded string will have all the restricted characters properly escaped.

The URLEncoder and URLDecoder classes are used to encode and decode strings, respectively.

The URLEncoder.encode(String source, String encoding) static methodisused to encode a source string
using the specified encoding. The URLDecoder .decode(String source, String encoding) static method isused
to decode a source string using a specified encoding. The following snippet of code shows how to encode/decode
strings. Typically, you encode/decode the value part of name-value pairs in the query part of a URL. Note that you
should never attempt to encode the entire URL string. Otherwise, it will encode some of the reserved characters such
a forward slash and the resulting URL string will be invalid.

String source = "this is a test for 2.5% and &" ;
String encoded = URLEncoder.encode(source, "utf-8");
String decoded = URLDecoder.decode(encoded, "utf-8");
System.out.println("Source: " + source);
System.out.println("Encoded: " + encoded);
System.out.println("Decoded: " + decoded);

Source: this is a test for 2.5% and &
Encoded: this+is+a+test+for+2.5%25+and+%26
Decoded: this is a test for 2.5% and &
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Accessing the Contents of a URL

A URL has a protocol that is used to communicate with the remote application that hosts the URLs contents. For example,
the URL http://www.yahoo.com/index.html uses the http protocol. In a URL, you specify a protocol that is used by the
application layer in the protocol suite. When you need to access the URL's contents, the computer will use some kind
of protocols from lower layers in the protocol suite (transport, Internet layers, etc.) to communicate with the remote
host. The http application layer protocol uses TCP/IP protocols in lower layers. In a distributed application, it is very
frequent that you need to retrieve (or read) the resource (could be text, html content, image files, audio/video files or
any other kind of information) identified by a URL. Although it is possible to open a socket every time you need to read
the contents of URL, it is time consuming and cumbersome for programmers. After all, programmers need some way
to be more productive than writing repetitive code for what seems to be a routine job. Java designers realized this need
and they have provided a very easy (yes, it is very easy) way to read/write data from/to a URL. This section will explore
some of the ways, from very simple to quite complex, to read/write data from/to a URL.

As the data passes from one layer to another in the protocol suite, each layer adds a header to the data. Since
a URL uses a protocol in the application layer, it also contains its own header. The format of the header depends on
the protocol being used. When the http request is send to a remote host, the application layer in the source host
adds the http header to the data. The remote host has an application layer that handles the http protocol and it uses
the header information to interpret the contents. In summary, a URL data will have two parts: a header part and a
contents part. The URL class along with some other classes let you read/write both header and content parts of a URL.
I'will start with the simplest case of reading the contents of a URL.

Before you read/write from/to a URL, you need to have a working URL that you can access. You can read content
of any URL that is publicly available on the Internet. For this discussion, I will assume that you are familiar with Java
Server Pages (JSP) and you have access to a web server where you can deploy a JSP page. If you do not know JSP,
you can just replace the URL used in examples of this section with any publicly available URL; for example, the URL
http://www.yahoo.comwill work fine, and you should be able to run all examples. Writing data to a URL is a little
different. It will be easier if you can run your JSP to see how writing to a URL works. I assume that you have deployed a
web application on a web server and it has a web page called echo_params. jsp.

Listing 5-11 shows the content of this JSP page. It performs two things. It reads the HTTP request method, which
can be GET or POST, and prints it. It reads all the parameters passed in with the HTTP request and prints the list of
parameter names and values.

Listing 5-11. The Contents of the echo_params.jsp File

<%@ page contentType="text/html;charset=windows-1252"%>

<html>
<head>
<meta http-equiv="Content-Type" content="text/html;
charset=windows-1252"/>
<title>Echo Request Method and Parameters</title>
</head>
<body>

<h1>URL Connection Test</h1>
<%

out.println("Request Method:
out.println("<br/><br/>");

+ request.getMethod());

out.println("<usList of Parameter Names and Values</uy<br/>");
java.util.Enumeration paramNames =
request.getParameterNames();

337

www.it-ebooks.info


http://www.yahoo.com/index.html
http://www.yahoo.com/
http://www.it-ebooks.info/

CHAPTER 5 = NETWORK PROGRAMMING

while(paramNames.hasMoreElements()) {
String paramName = (String)paramNames.nextElement();
String paramValue = request.getParameter(paramName);
out.println("Name: " + paramName + ", Value: " + paramValue);
out.println("<br/>");

%>
</body>
</html>

The URL class lets you read the contents (not header) of a URL by just writing two lines of code as shown:

URL url = new URL("your URL string goes here");
InputStream ins = url.openStream();

Listing 5-12 has the complete program that reads a URL's contents. You will need to change the URL in this
program according to your web server setup. The output shows that you do access the JSP, and the JSP gets the query
(id=123) passed to it and transmits back the generated HTML contents. The HTML request was sent using the GET
method. If you want to use the POST method to send a request to a URL, you will need to use the URLConnection class,
which I will discuss next. I have formatted the output for better readability.

Listing 5-12. A Simple URL Contents Reader Program

// SimpleURLContentReader.java
package com.jdojo.net;

import java.io.BufferedReader;
import java.io.IOException;
import java.io.InputStream;
import java.io.InputStreamReader;
import java.net.URL;

public class SimpleURLContentReader {
public static String getURLContent(String urlStr) {
BufferedReader br = null;

try {
URL url = new URL(urlStr);

// Get the input stream
InputStream ins = url.openStream();

// Wrap input stream into a reader
br = new BufferedReader(new InputStreamReader(ins));

StringBuilder sb = new StringBuilder();
String msg = null;
while ((msg = br.readlLine()) != null) {
sb.append(msg);
sb.append("\n"); // Append a new line
}

return sb.toString();
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catch (IOException e) {
e.printStackTrace();

}
finally {
if (br !'= null) {
try {
br.close();
}
catch (IOException e) {
e.printStackTrace();
}
}
}

// If we get here it means there was an error
return null;

}

public static void main(String[] args) {
String urlStr = "http://localhost:8080/docsapp/" +
"echo_params.jsp?id=123";
String content = getURLContent(urlStr);
System.out.println(content);

}
}
<html>
<head>
<meta http-equiv="Content-Type" content="text/html;
charset=windows-1252"/>
<title>Echo Request Method and Parameters</title>
</head>
<body>
<h1>URL Connection Test</h1>
Request Method: GET
<br/><br/>
<u>List of Parameter Names and Values</u><br/>
Name: id, Value: 123
<br/>
</body>
</html>

NETWORK PROGRAMMING

Once you get the input stream, you can use it for reading the content of the URL. Another way of reading the
content of a URL is by using the getContent () method of the URL class. Since getContent() can return any kind of
content, its return type is the Object type. You will need to check what kind of object it returns before you use the
contents of the object. For example, it may return an InputStream object, and in that case, you will need to read data

from the input stream. The following are the two versions of the getContent () method:
e final Object getContent() throws IOException
e final Object getContent(Class[] classes) throws IOException
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The second version of the method lets you pass an array of class type. It will attempt to convert the content object
to one of the classes you pass to it in the specified order. If the content object does not match any of the types, it will
return null. You will still need to write if statements to know what type of object was returned from the getContent ()
method, as shown:

URL baseURL = new URL ("your url string goes here");
Class[] ¢ = new Class[] {String.class, BufferedReader.class, InputStream.class};

Object content = baseURL.getContent(c);
if (content == null) {

// Contents are not of any of the three kinds
}

else if (content instanceof String) {
// You got a string
}

else if (content instanceof BufferedReader) {
// You got a reader
}

else if (content instanceof InputStream) {
// You got an input stream
}

If you read the contents of a URL using the openStream() or getContent() method, the URL class handles many
of the complexities of using sockets internally. The downside of this approach is that you do not have any control over
the connection settings. You cannot write data to the URL using this approach. Also, you do not have access to the
header information for the protocol used in a URL. Don’t despair; Java provides another class named URLConnection
that lets you do all of these in a simple and concise manner. URLConnection is an abstract class and you cannot
create its object directly. You need to use the openConnection() method of the URL object to get a URLConnection
object. The URL class will handle the creation of an URLConnection object, which will be appropriate to handle the
data for the protocol used in the URL. The following snippet of code shows how to use an URLConnection object to
read and write data to a URL:

URL url = new URL("your URL string goes here");

// Get a connection object
URLConnection connection = url.openConnection();

// Indicate that you will be writing to the connection
connection.setDoOutput(true);

// Get output/input streams to write/read data
OutputStream ous = connection.getOutputStream();
InputStream ins = connection.getInputStream(); // Caution. Read below

The openConnection() method of the URL class returns a URLConnection object, which is not connected to the
URL source yet. You must set all connection-related parameters to this object before it is connected. For example,
if you want to write data to the URL, you must call the setDoOutput (true) method on the connection object before it
is connected. A URLConnection object gets connected when you call its connect () method. However, it is connected
implicitly when you call its methods that require a connection. For example, writing data to a URL and reading the
URL's data or header fields will connect the URLConnection object automatically, if it is not already connected.
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Here are few things you must follow if you want to avoid problems when you work with an URLConnection to read
and write data to a URL:

When you are only reading data from a URL, you can get the input stream using its
getInputStream() method. Use the input stream to read data. It will use a GET method for the
request to the remote host. That is, if you are passing some parameters to the URL, you must
do so by adding the query part to the URL.

If you are writing as well as reading data from a URL, you must call the setDoOutput(true)
before you connect. You must finish writing the data to the URL before you start reading the
data. Writing data to a URL will change the request method to POST. You cannot even get
the input stream before you finish writing data to the URL. In fact, the getInputStream()
method sends a request to the remote host. Your intention is to send the data to the

remote host and read the response from the remote host. This one gets as tricky as it can.
Here is a little more explanation, using a snippet of code, assuming that connection is an
URLConnection object:

// Incorrect - 1. Get input and output streams
// you must get the output stream first
InputStream ins = connection.getInputStream();
OutputStream ous = connection.getOutputStream();

// Incorrect - 2. Get output and input streams

// you must get the output stream and finish writing
// before you should get the input stream
OutputStream ous = connection.getOutputStream();
InputStream ins = connection.getInputStream();

// Correct. Get output stream and get done with it.
// And, then get the input stream and read data.
OutputStream ous = connection.getOutputStream();

// Write logic to write data using ous object here. Make sure
// you are done writing data before you call the

// getInputStream() method as shown below

InputStream ins = connection.getInputStream();

// Write logic to read data
Using the getInputStream() method and reading header fields, using any method such as

getHeaderField(String headerName), have the same effect. The URL's server supplies both
header and content. An URLConnection must send the request to get them.

Listing 5-13 contains the complete code that writes/reads data to/from the echo_params. jsp page as listed in
Listing 5-11. Note that you will need the echo_params. jsp page deployed to a web server for this example to work.
I have formatted the output for better readability.
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Listing 5-13. A URL Reader/Writer Class That Writes/Reads Data to/from a URL

// URLConnectionReaderWriter.java
package com.jdojo.net;

import
import
import
import
import
import
import
import
import
import
import
import

public

342

java.
java.
Jjava.
java.
java.
java.
java.
Jjava.
Jjava.
java.
java.
java.

io.
.BufferedWriter;
io.
io.
io.
io.
.OutputStreamhriter;
io.

io

io

BufferedReader;

IOException;
InputStream;
InputStreamReader;
OutputStream;

UnsupportedEncodingException;

net.URL;
net.URLConnection;
net.URLEncoder;
util.Map;

class URLConnectionReaderhWriter {
public static String getURLContent(String urlStr, String input) {

BufferedReader br = null;
BufferedWriter bw = null;

try {
URL url = new URL(urlStr);
URLConnection connection = url.openConnection();

// Must call setDoOutput(true) to indicate that we

// will write to the connection. By default, it is fals

// By default, setDoInput() is set to true.
connection.setDoOutput(true);

// Now, connect to the remote object
connection.connect();

// Write data to the URL first before reading the response

OutputStream ous = connection.getOutputStream();

bw = new BufferedWriter(new OutputStreamWriter(ous));

bw.write(input);
bw.flush();
bw.close();

// Must be placed after writing the data. Otherwise,

// it will result in error, because if write is performed,

// read must be performed after the write
printRequestHeaders(connection);

InputStream ins = connection.getInputStream();

// Wrap the input stream into a reader
br = new BufferedReader(new InputStreamReader(ins));
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StringBuffer sb = new StringBuffer();

String msg = null;

while ((msg = br.readlLine()) != null) {
sb.append(msg);
sb.append("\n"); // Append a new line

}

return sb.toString();

}
catch (IOException e) {

e.printStackTrace();

}
finally {
if (br != null) {
try {
br.close();
}
catch (IOException e) {
e.printStackTrace();
}
}
}

// If we arrive here it means there was an error
return null;

public static void printRequestHeaders(URLConnection connection) {

}

Map headers = connection.getHeaderFields();
System.out.println("Request Headers are:");
System.out.println(headers);
System.out.println();

public static void main(String[] args) {

// Change the URL to point to the echo_params.jsp page

// on your web server

String urlStr = "http://www.jdojo.com/docsapp/echo_params.jsp";
String query = null;

try {
// Encode the query. We need to encode only the value
// of the name parameter. Other names and values are fine
query = "id=789&name=" +
URLEncoder.encode("John & Co.", "utf-8");
// Get the content and display it on the console
String content = getURLContent(urlStr, query);
System.out.println(content);
}
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catch (UnsupportedEncodingException e) {
e.printStackTrace();
}

Request Headers are:
{null=[HTTP/1.1 200 OK], Date=[Fri, 19 Dec 2008 02:15:14 CGMT], Content-Length=[402],
Set-Cookie=[JSESSIONID=567B1B9F853DD22DD73AB8452E220E0A; Path=/examples],
Content-Type=[text/html;charset=windows-1252], Server=[Apache-Coyote/1.1]}
<html>
<head>
<meta http-equiv="Content-Type" content="text/html;
charset=windows-1252"/>
<title>Echo Request Method and Parameters</title>
</head>
<body>
<h1>URL Connection Test</h1>
Request Method: POST
<br/><br/>
<u>List of Parameter Names and Values</u><br/>Name: name, Value: John & Co.
<br/>Name: id, Value: 789
<br/>
</body>
</html>

This time, you are using the POST method to send data to the URL. Note that the data that you send has been
encoded using the URLEncoder class. You needed to encode only the value of the name field, which is "John & Co."
because the ampersand in the value will conflict with the name-value pair separator in the query string. The program
has plenty of comments to warn you of any dangers if you change the sequence of any statements.

The program prints information about all headers that are returned in a java.util.Map object. The
URLConnection class provides several ways to get the header field’s values. For commonly used headers, it
provides a direct method. For example, the methods called getContentLength(), getContentType(), and
getContentEncoding() return the value of the header fields that indicate length, type, and encoding of the URL's
contents, respectively. If you know the header field name or its index, you can use the getHeaderField(String
headerName) or getHeaderField(int headerIndex) method to get its value. The getHeaderFields () method
returns a Map object whose keys represent the header field names and the values represent the header field values.
Use caution when reading a header field because it has the same effect on the URLConnection object as reading the
contents. If you wish to write data to a URL, you must first write the data before you can read the header fields.

Java lets you read the contents of a JAR file using the jar protocol. Suppose you have a JAR file called myclasses. jar,
which has a class file whose path is myfolder/Abc.class. You can get a JarURLConnection from a URL and use its
methods to access the JAR file data. Note that you can only read JAR file contents from a URL. You cannot write to
aJAR file URL. The following snippet of code shows how to get a JarURLConnection object. You will need to use its
methods to get the JAR specific data.

String str = "jar:http://www.abc.com/myclasses.jar!/myfolder/Abc.class";
URL url = new URL(str);

JarURLConnection connection = (JarURLConnection)url.openConnection();

// Use the connection object to access any jar related data.
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Tip You have read many words of caution in this section about using a URLConnection object. Here is one more: a
URLConnection object must be used for only one request. It works on the concept of obtain-use-and-throw. If you wish to
write or read data from a URL multiple times, you must call the URLS openConnection() each time separately.

Non-Blocking Socket Programming

In previous sections, I discussed TCP and UDP sockets. The connect(), accept(), read(), and write() methods of
the Socket and ServerSocket classes block until the operation is complete. For example, a client socket’s thread is
blocked if it calls the read () method to read data from a server until the data is available. Would it not be nice if you
could call the read() method on a client socket and start doing something else until the data from the server arrives?
When data is available from the server, the client socket will be notified, which will read the data at an appropriate time.
Another big issue that you face with socket programming is the scalability of a server application. In previous sections,
I suggested that you would need to create a new thread to handle each client connection or you would have a pool of
threads to handle all client connections. Both ways, you will be creating and maintaining a bunch of threads in your
program. Wouldn't it be nice if you didn’t have to deal with threads in a server program to handle multiple clients?
Non-blocking socket channels offer all of these nice features. As always, a good feature has a price tag associated with
it; so too with the non-blocking socket channel. It has a bit of a learning curve. You are used to programming where
things happen sequentially. With non-blocking socket channels, you will need to change your mindset about the way
you think about performing things in a program. Changing your mindset takes time. Your program will be performing
multiple things that will not be performed sequentially. If you are learning Java for the first time, you can skip this
section and revisit it later when you gain some more experience in writing complex Java programs.

It is assumed that you have a good understanding of socket programming using ServerSocket and Socket classes.
It is further assumed that you have a basic understanding of New Input/Output in Java using buffers and channels. This
section uses some classes that are contained in java.nio, java.nio.channels, and java.nio.charset packages.

Let’s start by comparing classes that are involved in blocking and non-blocking socket communications.
Table 5-6 lists the main classes that are used in blocking and non-blocking socket applications.

Table 5-6. Comparison of Classes Involved in Blocking and Non-Blocking Socket Programming

Classes Used in Blocking Socket-Based Classes Used in Non-Blocking Socket-Based Communication
Communication

ServerSocket ServerSocketChannel

The ServerSocket class still exists behind the scenes.
Socket SocketChannel

The Socket class still exists behind the scenes.

InputStream No corresponding classes exist. A SocketChannel is used to
OutputStream read/write data

No corresponding class exists. Selector

No corresponding class exists. SelectionKey

You will work with a ServerSocketChannel object primarily to accept a new connection request in a server instead
of using a ServerSocket. The ServerSocket has not disappeared. It is still at play behind the scenes. If you need
the reference of the ServerSocket object being used internally, you can get it by using the socket () method of the
ServerSocketChannel object. You can think of a ServerSocketChannel object as a wrapper for a ServerSocket object.
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You will work with a SocketChannel to communicate between a client and a server instead of a Socket. A Socket
object is still at play behind the scenes. You can get the reference of the Socket object using the socket () method of
the SocketChannel class. You can think of a SocketChannel object as a wrapper for a Socket object.

Before I start discussing the mechanism that is used by the non-blocking sockets to give you a more efficient and
scalable application interface, it would be helpful to look at a real-world example. Let’s discuss the way orders are placed
and served in a fast food restaurant. Suppose the restaurant expects the maximum ten customers and the minimum
of zero customers at any time. A customer comes to the restaurant, places his order, and is served the food. How many
servers should that restaurant employ? In the best case, it may employ only one server that can handle receiving orders
from all customers and serving their food. In the worst case, it can have ten servers—one server reserved for one
customer. In the latter case, if there are only three customers in the restaurant, seven servers will be idle.

Let’s take the middle path in the restaurant management. Let’s have a few servers in the kitchen to cook and one
server at the counter to receive orders. A customer comes, places an order with the server at the counter, the customer
gets an order id, the customer leaves the counter, the server at the counter passes on the order to one of the servers
in the kitchen, and the server starts taking an order from the next customer. At this point, the customer is free to do
something else while his order is being prepared. The server at the counter is dealing with other customers. Servers in
the kitchen are busy preparing the food according to the orders placed. No one is waiting for anyone. As soon as the food
item in an order is ready, the server at the counter receives it from the server in the kitchen and calls the order number
so the customer who placed that order will pick up his food. A customer may get his food in multiple installments. He
can eat the food that he has been served while the remaining items in his order are being prepared in the kitchen. This
architecture is the most efficient architecture you can have in a restaurant. It keeps everyone busy most of the time and
makes efficient use of the resources. This is the approach that non-blocking socket channels follow.

Another approach would be that the customer comes in, places his order, waits until his order is complete and he
is served, and then the next customer places his order and so on. This is the approach that blocking sockets follow. If
you understand the approach taken by the fast food restaurant for the efficient use of resources, you can understand
the non-blocking socket channels easily. I will compare the people used in the restaurant example with objects used
in non-blocking sockets in the following discussion.

Let’s first discuss the situation on the server side. The server side is your restaurant. The person at the counter,
who interfaces with all customers, is called a selector. A selector is an object of the Selector class. Its sole job is to
interact with the outside world. It sits between remote clients interacting with the server and the things inside the
server. A remote client never interacts with objects working inside the server, as a customer in the restaurant never
interacts directly with servers in the kitchen. Figure 5-7 shows the architecture of non-blocking socket channels
communication. It shows where the selector fits into the architecture.
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Figure 5-7. Architecture of Non-Blocking Client-Server Sockets
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You cannot create a selector object directly using its constructor. You need to call its open () static method to get a
selector object as shown:

// Get a selector object
Selector selector = Selector.open();

A ServerSocketChannel is used to listen for a new connection request from clients. Again, you cannot create a
new ServerSocketChannel object using its constructor. You need to call its open() static method as shown:

// Get a server socket channel
ServerSocketChannel ssChannel = ServerSocketChannel.open();

By default, a server socket channel or a socket channel is a blocking channel. You need to configure it to make it a
non-blocking channel as shown:

// Configure the server socket channel to be non-blocking
ssChannel.configureBlocking(false);

Your server socket channel needs to be bound to a local IP address and a local port number, so a remote client
may contact it for new connections. You bind a server socket channel using its bind() method. The bind() method
has been added to the ServerSocketChannel and the SocketChannel in Java 7. Prior to Java 7, you need to call the
bind() method on the socket that is associated with the channels.

InetAddress hostIPAddress = InetAddress.getByName("localhost");
int port = 19000;

// Prior to Java 7
ssChannel.socket().bind(new InetSocketAddress(hostIPAddress, port));

// Java 7 and later
ssChannel.bind(new InetSocketAddress(hostIPAddress, port));

The most important step is taken now. The server socket has to register itself with the selector showing interest
in some kind of operation. It is like a pizza maker in a restaurant letting the server at the counter know that he is
ready to make pizza for customers and he needs to be notified when an order for pizza is placed. There are four kinds
of operations for which you can register a channel with the selector. They are defined as integer constants in the
SelectionKey class listed in Table 5-7.

Table 5-7. The List of Operations Recognized by the Selector

Operation Value Who Can Register for ~ Description

Type (Constants in SelectionKey class)  This Operation

Connect OP_CONNECT SocketChannel Selector will notify about the connect
at client operation progress.

Accept OP_ACCEPT ServerSocketChannel  Selector will notify when a client
at server request for a new connection arrives

Read OP_READ SocketChannel Selector will notify when the channel

at client and server is ready to read some data.

Write OP_WRITE SocketChannel Selector will notify when channel is

at client and server ready to write some data.
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A ServerSocketChannel only listens for accepting a new client connection request, and therefore, it can register
for only one operation as shown:

// Register the server socket channel with the selector for accept operation
ssChannel.register(selector, SelectionKey.OP_ACCEPT);

The register () method of ServerSocketChannel returns an object of type SelectionKey. You can think of this
object as a registration certificate with the selector. You can store this key object in a variable if you need to use it later.
The example ignores it. The selector has a copy of your key (registration details) and it will use it in the future to notify
you of any operation for which your channel is ready.

At this point, your selector is ready to intercept an incoming request for a client connection and pass it on to
the server socket channel. Suppose a client attempts to connect to the server socket channel at this time. How does
interaction between the selector and the server socket channel take place? When the selector detects that there is
aregistered key with it, which is ready for an operation, it places that key (an object of the SelectionKey class) in a
separate group called the ready set. A java.util.Set object represents a ready set. You can determine the number of
keys in a ready state by calling the select() method of a Selector object.

// Get the key count in the ready set
int readyCount = selector.select();

Once you get at least one ready key in the ready set, you need to get the key and look at the details, You can get all
ready keys from the ready set as shown:

// Get the set of ready keys
Set readySet = selector.selectedKeys();

Note that you register a key for one or more operations. You need to look at the key details for its readiness for a
particular operation. If a key is ready for accepting a new connection request, its isAcceptable () method will return
true. If a key is ready for a connection operation, its isConnectable() method will return true. If a key is ready for
read and write operations, its isReadable() and isWritable() methods will return true. You may observe that there
is amethod to check for the readiness for each operation type. When you are processing a ready set, you will also need
to remove the key from the ready set. Here is some typical code that processes the ready set in a server application.

An infinite loop is typical on a server application because you need to keep looking for the next ready set once you are
done with the current ready set.

while(true) {
// Get count of keys in the ready set. If ready key count is
// greater than zero, process each key in the ready set.

The following snippet of code shows the typical logic that you can use to process all keys in a ready set:

SelectionKey key = null;
Iterator iterator = readySet.iterator();

while (iterator.hasNext()) {
// Get the next ready selection key object
key = (SelectionKey)iterator.next();

// Remove the key from ready set
iterator.remove();
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// Process the key according to the operation
if (key.isAcceptable()) {

// Process new connection
}

if (key.isReadable()) {
// Read from the channel
}

if (key.isWritable()) {
// Write to the channel
}

How do you accept a connection request from a remote client on a server socket channel? The logic is similar
to accepting a remote connection request using a ServerSocket object. A SelectionKey object has a reference to
the ServerSocketChannel that registered it. You can get to the ServerSocketChannel object of a SelectionKey
object using its channel() method. You need to call the accept() method on the ServerSocketChannel object to
accept a new connection request. The accept () method returns an object of the SocketChannel class that is used to
communicate (read and write) with a remote client. You need to configure the new SocketChannel object to be a
non-blocking socket channel. The most important point that you need to understand is that the new SocketChannel
object must register itself for read, write, or both operations with the selector to start reading/writing data on the
connection channel. The following snippet of code shows the logic to accept a remote connection request:

ServerSocketChannel ssChannel = (ServerSocketChannel)key.channel();
SocketChannel sChannel = (SocketChannel)ssChannel.accept();
sChannel.configureBlocking(false);

// Register only for read. Your message is small and you write it back
// to the client as soon as you read it.
sChannel.register(key.selector(), SelectionKey.OP READ);

If you wish to register the socket channel with a selector for a read and a write, you can do so as shown:

// Register for read and write
sChannel.register(key.selector(), SelectionKey.OP_READ | SelectionKey.OP_WRITE);

Once your socket channel is registered with the selector, it will be notified through the selector’s ready set when it
receives any data from the remote client or when you can write data to the remote client on its channel.

If data becomes available on a socket channel, the key.isReadable() will return true for this socket channel.
A typical read operation looks as follows. You must have a basic understanding of Java NIO (New Input/Output) to
read data using channels and buffers.

SocketChannel sChannel = (SocketChannel) key.channel();
ByteBuffer buffer = ByteBuffer.allocate(1024);
int bytesCount = sChannel.read(buffer);

String msg = "";
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if (bytesCount > 0) {
buffer.flip();
Charset charset = Charset.forName("UTF-8");
CharsetDecoder decoder = charset.newDecoder();
CharBuffer charBuffer = decoder.decode(buffer);
msg = charBuffer.toString();
System.out.println("Received Message: " + msg);

If you can write to a channel, the selector will place the associated key in its ready set whose isWritable()
method will return true. Again, you need to understand Java NIO to use the ByteBuffer object to write data on a
channel.

SocketChannel sChannel = (SocketChannel)key.channel();
String msg = "message to be sent to remote client goes here";
ByteBuffer buffer = ByteBuffer.wrap(msg.getBytes());
sChannel.write(buffer);

What happens on a client side is easy to understand. You start with getting a selector object, and you get a
SocketChannel object by calling the SocketChannel.open() method. At this point, you need to configure the socket
channel to be non-blocking before you connect to the server. Now you are ready to register your socket channel with
the selector. Typically, you register with the selector for connect, read, and write operations. Processing the ready set
of the selector is done the same way you processed the ready set of the selector in the server application. The code for
reading and writing to the channel is similar to the server side code. The following snippet of code shows the typical
logic used in a client application:

InetAddress serverIPAddress = InetAddress.getByName("localhost");
int port = 19000;
InetSocketAddress serverAddress = new InetSocketAddress(serverIPAddress, port);

// Get a selector
Selector selector = Selector.open();

// Create and configure a client socket channel
SocketChannel channel = SocketChannel.open();
channel.configureBlocking(false);

// Connect to the server
channel. connect (serverAddress);

// Register the channel for connect, read and write operations
int operations = SelectionKey.OP_CONNECT | SelectionKey.OP_READ | SelectionKey.OP WRITE;

channel.register(selector, operations);

// Process the ready set of the selector here
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When you get a connect operation on a client side SocketChannel, it may mean either a successful or failed
connection. You can call the finishConnect() method on the SocketChannel object to finish the connection process.
If the connection has failed, the finishConnect() call will throw an I0Exception. Typically, you handle a connect
operation as follows:

if (key.isConnectable()) {

try {
// Call to finishConnect() is in a loop as it is non-blocking
// for your channel
while(channel.isConnectionPending()) {
channel. finishConnect();
}
}

catch (IOException e) {
// Cancel the channel's registration with the selector
key.cancel();
e.printStackTrace();

It is time to build an echo client application and an echo server application using these channels. Listing 5-14
and Listing 5-15 contain the complete code for a non-blocking socket channel for an echo server and an echo client,
respectively.

Listing 5-14. A Non-Blocking Socket Channel Echo Server Program

// NonBlockingEchoServer. java
package com.jdojo.net;

import java.io.IOException;

import java.net.InetAddress;

import java.net.InetSocketAddress;
import java.nio.ByteBuffer;

import java.nio.CharBuffer;

import java.nio.channels.SelectionKey;
import java.nio.channels.Selector;
import java.nio.channels.ServerSocketChannel;
import java.nio.channels.SocketChannel;
import java.nio.charset.Charset;

import java.nio.charset.CharsetDecoder;
import java.util.Iterator;

import java.util.Set;

public class NonBlockingEchoServer {
public static void main(String[] args) throws Exception {

InetAddress hostIPAddress = InetAddress.getByName("localhost");
int port = 19000;

// Get a selector
Selector selector = Selector.open();
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// Get a server socket channel
ServerSocketChannel ssChannel = ServerSocketChannel.open();

// Make the server socket channel non-blocking and bind it to an address
ssChannel.configureBlocking(false);
ssChannel.socket().bind(new InetSocketAddress(hostIPAddress, port));

// Register a socket server channel with the selector for accept operation,
// so that it can be notified when a new connection request arrives
ssChannel.register(selector, SelectionKey.OP ACCEPT);

// Now we will keep waiting in a loop for any kind of request
// that arrives to the server - connection, read, or write
// request. If a connection request comes in, we will accept
// the request and register a new socket channel with the selector
// for read and write operations. If read or write requests come
// in, we will forward that request to the registered channel.
while (true) {

if (selector.select() <= 0) {

continue;
}

processReadySet(selector.selectedKeys());

public static void processReadySet(Set readySet) throws Exception {

SelectionKey key = null;

Iterator iterator = null;

iterator = readySet.iterator();

while (iterator.hasNext()) {
// Get the next ready selection key object
key = (SelectionKey) iterator.next();

// Remove the key from the ready key set
iterator.remove();

// Process the key according to the operation it is ready for
if (key.isAcceptable()) {

processAccept(key);
}

if (key.isReadable()) {
String msg = processRead(key);
if (msg.length() > 0) {
echoMsg(key, msg);
}
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public static void processAccept(SelectionKey key) throws IOException {
// This method call indicates that we got a new connection
// request. Accept the connection request and register the new
// socket channel with the selector, so that client can
// communicate on a new channel
ServerSocketChannel ssChannel = (ServerSocketChannel)key.channel();
SocketChannel sChannel = (SocketChannel) ssChannel.accept();
sChannel.configureBlocking(false);

// Register only for read. Our message is small and we write it
// back to the client as soon as we read it
sChannel.register(key.selector(), SelectionKey.OP READ);

}

public static String processRead(SelectionKey key) throws Exception {
SocketChannel sChannel = (SocketChannel) key.channel();
ByteBuffer buffer = ByteBuffer.allocate(1024);
int bytesCount = sChannel.read(buffer);

String msg = "";

if (bytesCount > 0) {
buffer.flip();
Charset charset = Charset.forName("UTF-8");
CharsetDecoder decoder = charset.newDecoder();
CharBuffer charBuffer = decoder.decode(buffer);
msg = charBuffer.toString();
System.out.println("Received Message: " + msg);

}

return msg;

}

public static void echoMsg(SelectionKey key, String msg) throws IOException {
SocketChannel sChannel = (SocketChannel) key.channel();
ByteBuffer buffer = ByteBuffer.wrap(msg.getBytes());
sChannel.write(buffer);

Listing 5-15. A Non-Blocking Socket Channel Echo Client Program

// NonBlockingEchoClient.java
package com.jdojo.net;

import
import
import
import
import
import
import
import

java.io.BufferedReader;
java.io.IOException;
java.io.InputStreamReader;
java.net.InetAddress;
java.net.InetSocketAddress;
java.nio.ByteBuffer;
java.nio.CharBuffer;
java.nio.channels.SelectionKey;
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import java
import java
import java
import java
import java
import java

.nio.channels.Selector;
.nio.channels.SocketChannel;
.nio.charset.Charset;
.nio.charset.CharsetDecoder;
.util.Iterator;

.util.Set;

public class NonBlockingEchoClient {
private static BufferedReader userInputReader = null;

public static void main(String[] args) throws Exception {

}

InetAddress serverIPAddress = InetAddress.getByName("localhost");
int port = 19000;
InetSocketAddress serverAddress = new InetSocketAddress(serverIPAddress, port);

// Get a selector
Selector selector = Selector.open();

// Create and configure a client socket channel
SocketChannel channel = SocketChannel.open();
channel. configureBlocking(false);

channel. connect (serverAddress);

// Register the channel for connect, read and write operations
int operations =

SelectionKey.OP_CONNECT | SelectionKey.OP READ | SelectionKey.OP WRITE;
channel.register(selector, operations);

userInputReader = new BufferedReader(new InputStreamReader(System.in));
while (true) {
if (selector.select() > 0) {
boolean doneStatus = processReadySet(selector.selectedKeys());
if (doneStatus) {
break;
}

}

channel.close();

public static boolean processReadySet(Set readySet) throws Exception {
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SelectionKey key = null;

Tterator iterator = null;

iterator = readySet.iterator();

while (iterator.hasNext()) {
// Get the next ready selection key object
key = (SelectionKey) iterator.next();

// Remove the key from the ready key set
iterator.remove();
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if (key.

if (key.
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isConnectable()) {
boolean connected = processConnect(key);
if (!connected) {
return true; // Exit
}

isReadable()) {
String msg = processRead(key);
System.out.println("[Server]:

+ msg);

isWritable()) {

String msg = getUserInput();

if (msg.equalsIgnoreCase("bye")) {
return true; // Exit

}

processWrite(key, msg);

return false; // Not done yet

}

public static boolean processConnect(SelectionKey key) {
SocketChannel channel = (SocketChannel) key.channel();

try {

}

NETWORK PROGRAMMING

// Call the finishConnect() in a loop as it is non-blocking
// for your channel
while (channel.isConnectionPending()) {

}

channel. finishConnect();

catch (IOException e) {

// Cancel the channel's registration with the selector
key.cancel();

e.printStackTrace();

return false;

}

return true;

}

public static String processRead(SelectionKey key) throws Exception {
SocketChannel sChannel = (SocketChannel) key.channel();
ByteBuffer buffer = ByteBuffer.allocate(1024);
sChannel.read(buffer);
buffer.flip();

www.it-ebooks.info

355


http://www.it-ebooks.info/

CHAPTER 5 = NETWORK PROGRAMMING

Charset charset = Charset.forName("UTF-8");
CharsetDecoder decoder = charset.newDecoder();
CharBuffer charBuffer = decoder.decode(buffer);
String msg = charBuffer.toString();

return msg;

}

public static void processWrite(SelectionKey key, String msg) throws IOException {
SocketChannel sChannel = (SocketChannel) key.channel();
ByteBuffer buffer = ByteBuffer.wrap(msg.getBytes());
sChannel.write(buffer);

}

public static String getUserInput() throws IOException {
String promptMsg = "Please enter a message(Bye to quit): ";
System.out.print(promptMsg);
String userMsg = userInputReader.readlLine();
return userMsg;

You need to run the NonBlockingEchoServer class first, and then one or more instances of the
NonBlockingEchoClient class. They work similar to your other two echo client-server programs. Note that, this time,
you may not see the messages from the server just after you enter a message in the client application. The client
application sends a message to the server and it does not wait for the message to be echoed back. Rather, it processes
the server message when the socket channel receives the notification from the selector. Therefore, it is possible to get
the two messages echoed back from the server at one time. Exception handling has been left out in these examples to
keep the code simple and readable.

Socket Security Permissions

You can control the access for a Java program to use sockets using an instance of the java.net.SocketPermission
class. The generic format used to grant a socket permission in a Java policy file is as follows:

grant {

};

permission java.net.SocketPermission "target", "actions";

The target is of the form <host name>:<port range>. The possible values of actions are accept, connect, listen,
and resolve.

The 1isten action is meaningful only when “localhost” is used as the host name. The resolve action refers to
DNS lookup and it is implied if any of the other three actions is present.

A host name could be either a DNS name or an IP address. You can use an asterisk (*) as a wildcard character
in the DNS host name. If an asterisk is used, it must be used as the leftmost character in the DNS name. If the host
name consists only of an asterisk, it refers to any host. The “localhost” for the host name refers to the local machine.
You can indicate the port range for the host name in different formats as described below. Here N1 and N2 indicate
port numbers (0 to 65535) and it is assumed that N1 is less than N2. Table 5-8 lists the format used for indicating
the port range.

356

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 5 NETWORK PROGRAMMING

Table 5-8. The <port range> Format for java.net.SocketPermission Security Settings

Port Range Value Description

N1 Only one port number—N1

N1-N2 Port numbers from N1 to N2

N1- Port numbers from N1 and greater
-N1 Port numbers from N1 and less

The following are examples of using a java.net.SocketPermission in a Java policy file:

// Grant to all codebase
grant {
// Permission to connect with 192.168.10.123 at port 5000
permission java.net.SocketPermission "192.168.10.123:5000", "connect";

// Connect permission to any host at port 8o
permission java.net.SocketPermission "*:80", "connect";

// All socket permissions to on port >=1024 on the localhost
permission java.net.SocketPermission "localhost:1024-", "listen, accept, connect";

};

Asynchronous Socket Channels

Java 7 added support for asynchronous socket operations such as connect, read, and write. The asynchronous socket
operations are performed using the following two socket channel classes:

e java.nio.channels.AsynchronousServerSocketChannel
e java.nio.channels.AsynchronousSocketChannel

An AsynchronousServerSocketChannel serves as a server socket that listens for new incoming client
connections. Once it accepts a new client connection, the interaction between the client and the server is
handled by an AsynchronousSocketChannel at both ends. Asynchronous socket channels are set up very similar
to the synchronous sockets. The main difference between the two setups is that the request for an asynchronous
socket operation returns immediately and the requestor is notified when the operation is completed, whereas
in a synchronous socket operation the request for a socket operation blocks until it is complete. Because of the
asynchronous nature of the operations with the asynchronous socket channels, the code to handle the completion or
failure of a socket operation is a bit complex.

In an asynchronous socket channel, you request an operation using one of the methods of the asynchronous
socket channel classes. The method returns immediately. You receive a notification about the completion or failure
of the operation later. The methods that allow you to request asynchronous operations are overloaded. One version
returns a Future object that lets you check the status of the requested operation. For details on using a Future object,
please refer to Chapter 6 in the book Beginning Java Language Features (ISBN: 978-1-4302-6658-7). Another version
of those methods lets you pass a CompletionHandler. When the requested operation completes successfully, the
completed() method of the CompletionHandler is called. When the requested operation fails, the failed() method
of the CompletionHandler is called. The following snippet of code demonstrates both approaches of handling the
completion/failure of a requested asynchronous socket operation. It shows how a server socket channel accepts a
client connection asynchronously.
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/* Using a Future Object */
// Get a server socket channel instance
AsynchronousServerSocketChannel server = get a server instance...;

// Bind the socket to a host and a port
server.bind(your_host, your port);

// Start accepting a new client connection. Note that the accept()
// method returns immediately by returning a Future object
Future<AsynchronousSocketChannel> result = server.accept();

// Wait for the new client connection by calling the get() method of
// the Future object. Alternatively, you can poll the Future object
// periodically using its isDone() method

AsynchronousSocketChannel newClient = result.get();

// Handle the newClient here and call the server.accept() again to accept
// another client connection

/* Using a CompletionHandler Object */
// Get a server socket channel instance
AsynchronousServerSocketChannel server = get a server instance...;

// Bind the socket to a host and a port
server.bind(your_host, your port);

// Start accepting a new client connection. The accept() method returns

// immediately. The completed() or failed() method of the ConnectionHandler
// will be called upon completion or failure of the requested operation
YourAnyClass attach = ...; // Get an attachment

server.accept(attach, new ConnectionHandler());

The above version of the accept () method accepts an object of any class as an attachment. It could be a null
reference. The attachment is passed to the completed() and failed() methods of the completion handler, which is
an object of ConnectionHandler in this case. The ConnectionHandler class may look as follows.

private static class ConnectionHandler implements CompletionHandler<AsynchronousSocketChannel,
YourAnyClass> {
@verride
public void completed(AsynchronousSocketChannel client, YourAnyClass attach) {
// Handle the new client connection here and again start
// accepting a new client connection

}

@0verride

public void failed(Throwable e, YourAnyClass attach) {
// Handle the failure here

}
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In this section, I will cover the following three steps in detail. During the discussion, I will build an application
that consists of an echo server and a client. Clients will send messages to the server asynchronously and the server
will echo back the message to the client asynchronously. It is assumed that you are familiar working with buffers
and channels.

e  Setting up an asynchronous server socket channel
e  Setting up an asynchronous client socket channel

e  Putting the asynchronous server and client socket channels in action

Setting Up an Asynchronous Server Socket Channel

An instance of the AsynchronousServerSocketChannel class is used as an asynchronous server socket channel

to listen to the new incoming client connections. Once a connection to a client is established, an instance of

the AsynchronousSocketChannel class is used to communicate with the client. The static open() method of the
AsynchronousServerSocketChannel class returns an object of the AsynchronousServerSocketChannel class, which is
not yet bound.

// Create an asynchronous server socket channel object
AsynchronousServerSocketChannel server = AsynchronousServerSocketChannel.open();

// Bind the server to the localhost and the port 8989
String host = "localhost";

int port = 8989;

InetSocketAddress sAddr = new InetSocketAddress(host, port);
server.bind(sAddr);

At this point, your server socket channel can be used to accept a new client connection by calling its accept ()
method as follows. The code uses two classes, Attachment and ConnectionHandler, which are described later.

// Prepare the attachment
Attachment attach = new Attachment();
attach.server = server;

// Accept new connections
server.accept(attach, new ConnectionHandler());

Typically, a server application runs indefinitely. You can make the server application run forever by waiting on
the main thread in the main() method as follows:

try {
// Wait indefinitely until someone interrups the main thread
Thread.currentThread().join();

}
catch (InterruptedException e) {

e.printStackTrace();
}
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You will use the completion handler mechanism to handle the completion/failure notification for the server
socket channel. An object of the following Attachment class will be used to serve as an attachment to the completion
handler. An attachment object is used to pass the context for the server socket that may be used inside the
completed() and failed() methods of the completion handler.

class Attachment {
AsynchronousServerSocketChannel server;
AsynchronousSocketChannel client;
ByteBuffer buffer;
SocketAddress clientAddr;
boolean isRead;

You need a CompletionHandler implementation to handle the completion of an accept () call. Let’s call your
class as ConnectionHandler as shown:

private static class ConnectionHandler implements CompletionHandler<AsynchronousSocketChannel,
Attachment> {

@0verride
public void completed(AsynchronousSocketChannel client, Attachment attach) {
try {
// Get the client address
SocketAddress clientAddr = client.getRemoteAddress();
System.out.format("Accepted a connection from %s%n", clientAddr);
// Accept another connection
attach.server.accept(attach, this);
// Handle the client connection by invoking an asyn read
Attachment newAttach = new Attachment();
newAttach.server = attach.server;
newAttach.client = client;
newAttach.buffer = ByteBuffer.allocate(2048);
newAttach.isRead = true;
newAttach.clientAddr = clientAddr;
// Create a new completion handler for reading to and writing
// from the new client
ReadWriteHandler readWriteHandler = new ReadWriteHandler();
// Read from the client
client.read(newAttach.buffer, newAttach, readWriteHandler);
}

catch (IOException e) {
e.printStackTrace();
}
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@0verride

public void failed(Throwable e, Attachment attach) {
System.out.println("Failed to accept a connection.");
e.printStackTrace();

The ConnectionHandler class is simple. In its failed() method, it prints the exception stack trace. In its
completed() method, it prints a message that a new client connection has been established and starts listening for
another new client connection by calling the accept () method on the server socket again. Note the reuse of the
attachment in another accept () method call inside the completed() method. It uses the same CompletionHandler
object again. Note that the attach.server.accept(attach, this) method call uses the keyword this to refer to the
same instance of the completion handler. At the end, it prepares a new instance of the Attachment class, which wraps
the details of handling (reading and writing) the new client connection, and calls the read() method on the client
socket to read from the client. Note that the read() method uses another completion handler, which is an instance of
the ReadWriteHandler class. The code for the ReadWriteHandler is as follows:

private static class ReadWriteHandler implements CompletionHandler<Integer, Attachment> {
@0verride
public void completed(Integer result, Attachment attach) {
if (result == -1) {
try {
attach.client.close();
System.out.format("Stopped listening to the client %s¥%n",
attach.clientAddr);
}

catch (IOException ex) {
ex.printStackTrace();
}

return;

}

if (attach.isRead) {
// A read to the client was completed

// Get the buffer ready to read from it
attach.buffer.flip();

int limits = attach.buffer.limit();
byte bytes[] = new byte[limits];
attach.buffer.get(bytes, 0, limits);
Charset cs = Charset.forName("UTF-8");
String msg = new String(bytes, cs);

// Print the message from the client
System.out.format("Client at %s says: %s%n", attach.clientAddr, msg);

// Let us echo back the same message to the client
attach.isRead = false; // It is a write
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// Prepare the buffer to be read again
attach.buffer.rewind();

// Write to the client again
attach.client.write(attach.buffer, attach, this);

}
else {
// A write to the client was completed.
// Perform another read from the client
attach.isRead = true;
// Prepare the buffer to be filled in
attach.buffer.clear();
// Perform a read from the client
attach.client.read(attach.buffer, attach, this);
}
}
@0verride

public void failed(Throwable e, Attachment attach) {
e.printStackTrace();
}

The first argument called result of the completed() method is the number of bytes that is read from or written
to the client. Its value of -1 indicates the end-of-stream, and in that case, the client socket is closed. If a read operation
was completed, it displays the read text on the standard output and writes back the same text to the client. If a write
operation to a client was completed, it performs a read on the same client.

Listing 5-16 contains the complete code for your asynchronous server socket channel. It uses three inner classes:
one for the attachment, one for the connection completion handler, and one for the read/write completion handler.
The AsyncEchoServerSocket class can be run now. However, it will not do any work as it needs a client to connect to
it to echo back messages that are sent from the client. You will develop your asynchronous client socket channel in the
next section, and then, in the subsequent section, you will test both server and client socket channels together.

Listing 5-16. A Server Application That Uses Asynchronous Server Socket Channel

// AsyncEchoServerSocket.java
package com.jdojo.net;

import java.io.IOException;

import java.net.SocketAddress;

import java.nio.ByteBuffer;

import java.nio.charset.Charset;

import java.net.InetSocketAddress;

import java.nio.channels.CompletionHandler;

import java.nio.channels.AsynchronousSocketChannel;
import java.nio.channels.AsynchronousServerSocketChannel;

public class AsyncEchoServerSocket {
private static class Attachment {
AsynchronousServerSocketChannel server;
AsynchronousSocketChannel client;
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ByteBuffer buffer;
SocketAddress clientAddr;
boolean isRead;

}

private static class ConnectionHandler implements
CompletionHandler<AsynchronousSocketChannel, Attachment> {
@0verride
public void completed(AsynchronousSocketChannel client, Attachment attach) {
try {
// Get the client address
SocketAddress clientAddr = client.getRemoteAddress();
System.out.format("Accepted a connection from %s%n",
clientAddr);

// Accept another connection
attach.server.accept(attach, this);

// Handle the client connection by using an asyn read
ReadWriteHandler rwHandler = new ReadWriteHandler();
Attachment newAttach = new Attachment();
newAttach.server = attach.server;

newAttach.client = client;

newAttach.buffer = ByteBuffer.allocate(2048);
newAttach.isRead = true;

newAttach.clientAddr = clientAddr;
client.read(newAttach.buffer, newAttach, rwHandler);

}
catch (IOException e) {

e.printStackTrace();
}

}

@0verride

public void failed(Throwable e, Attachment attach) {
System.out.println("Failed to accept a connection.");
e.printStackTrace();

}

private static class ReadWriteHandler
implements CompletionHandler<Integer, Attachment> {
@0verride
public void completed(Integer result, Attachment attach) {
if (result == -1) {

try {
attach.client.close();
System.out.format(
"Stopped listening to the client %s%n",
attach.clientAddr);
}
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}

catch (IOException ex) {
ex.printStackTrace();
}

return;

if (attach.isRead) {

}
else {
}

}

@0verride

// A read to the client was completed

// Get the buffer ready to read from it
attach.buffer.flip();

int limits = attach.buffer.limit();
byte bytes[] = new byte[limits];
attach.buffer.get(bytes, 0, limits);
Charset cs = Charset.forName("UTF-8");
String msg = new String(bytes, cs);

// Print the message from the client
System.out.format("Client at %s says: %s%n",
attach.clientAddr, msg);

// Let us echo back the same message to the client
attach.isRead = false; // It is a write

// Prepare the buffer to be read again
attach.buffer.rewind();

// Write to the client
attach.client.write(attach.buffer, attach, this);

// A write to the client was completed. Perform
// another read from the client
attach.isRead = true;

// Prepare the buffer to be filled in
attach.buffer.clear();

// Perform a read from the client
attach.client.read(attach.buffer, attach, this);

public void failed(Throwable e, Attachment attach) {
e.printStackTrace();

}
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public static void main(String[] args) {
try (AsynchronousServerSocketChannel server =
AsynchronousServerSocketChannel.open()) {
// Bind the server to the localhost and the port 8989
String host = "localhost";
int port = 8989;
InetSocketAddress sAddr =
new InetSocketAddress(host, port);
server.bind(sAddr);

// Display a message that server is ready
System.out.format("Server is listening at %s%n", sAddr);

// Prepare the attachment
Attachment attach = new Attachment();
attach.server = server;

// Accept new connections
server.accept(attach, new ConnectionHandler());

try {
// Wait until the main thread is interrupted
Thread.currentThread().join();

}

catch (InterruptedException e) {
e.printStackTrace();

}

}

catch (IOException e) {
e.printStackTrace();
}

Setting up an Asynchronous Client Socket Channel

An instance of the AsynchronousSocketChannel class is used as an asynchronous client socket channel in a client
application. The static open() method of the AsynchronousSocketChannel class returns an open channel of the
AsynchronousSocketChannel type that is not yet connected to a server socket channel. The channel’s connect ()
method is used to connect to a server socket channel. The following snippet of code shows how to create an
asynchronous client socket channel and connect it to a server socket channel. It uses a Future object to handle the
completion of the connection to the server.

// Create an asynchronous socket channel
AsynchronousSocketChannel channel = AsynchronousSocketChannel.open();

// Connect the channel to the server

String serverName = "localhost";

int serverPort = 8989;

SocketAddress serverAddr = new InetSocketAddress(serverName, serverPort);
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Future<Void> result = channel.connect(serverAddr);
System.out.println("Connecting to the server...");

// Wait for the connection to complete
result.get();

// Connection to the server is complete now
System.out.println("Connected to the server...");

Once the client socket channel is connected to a server, you can start reading from the server and writing to
the server using the channel’s read() and write() methods asynchronously. Both methods let you handle the
completion of the operation using a Future object or a CompletionHandler object. You will use an Attachment class as
shown to pass the context to the completion handler:

class Attachment {
AsynchronousSocketChannel channel;
ByteBuffer buffer;
Thread mainThread;
boolean isRead;

In the Attachment class, the channel instance variable holds the reference to the client channel. The buffer
instance variable holds the reference to the data buffer. You will use the same data buffer for reading and writing. The
mainThread instance variable holds the reference to the main thread of the application. When the client channel is done,
you can interrupt the waiting main thread, so the client application terminates. The isRead instance variable indicates if
the operation is a read or a write. If it is true, it means it is a read operation. Otherwise, it is a write operation.

Listing 5-17 contains the complete code for an asynchronous client socket channel. It uses two inner classes
called Attachment and ReadWriteHandler. An instance of the Attachment class is used as an attachment to the read()
and write() asynchronous operations. An instance of the ReadWriteHandler class is used as a completion handler
for the read() and write() operations. Its getTextFromUser () method prompts the user to enter a message on the
standard input and returns the user-entered message. The completed() method of the completion handler checks if
itis a read or a write operation. If it is a read operation, it prints the text that was read from the server on the standard
output. It prompts the user for another message. If the user enters Bye, it terminates the application by interrupting
the waiting main thread. Note that the channel is closed automatically when the program exits the try block because
itis opened inside a try-with-resources block in the main() method.

Listing 5-17. An Asynchronous Client Socket Channel

// AsyncEchoClientSocket.java
package com.jdojo.net;

import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.net.InetSocketAddress;

import java.net.SocketAddress;

import java.nio.ByteBuffer;

import java.nio.charset.Charset;

import java.util.concurrent.Future;

import java.nio.channels.CompletionHandler;
import java.util.concurrent.ExecutionException;
import java.nio.channels.AsynchronousSocketChannel;
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public class AsyncEchoClientSocket {
private static class Attachment {
AsynchronousSocketChannel channel;
ByteBuffer buffer;
Thread mainThread;
boolean isRead;

}

private static class ReadWriteHandler
implements CompletionHandler<Integer, Attachment> {

@0verride
public void completed(Integer result, Attachment attach) {
if (attach.isRead) {
attach.buffer.flip();

// Get the text read from the server
Charset cs = Charset.forName("UTF-8");

int limits = attach.buffer.limit();
byte bytes[] = new byte[limits];

attach.buffer.get(bytes, 0, limits);
String msg = new String(bytes, cs);

// A read from the server was completed
System.out.format("Server Responded: %s¥%n", msg);

// Prompt the user for another message

msg = this.getTextFromUser();

if (msg.equalsIgnoreCase("bye")) {
// Interrupt the main thread, so the program terminates
attach.mainThread. interrupt();
return;

}

// Prepare buffer to be filled in again
attach.buffer.clear();

byte[] data = msg.getBytes(cs);
attach.buffer.put(data);

// Prepared buffer to be read
attach.buffer.flip();

attach.isRead = false; // It is a write

// Write to the server
attach.channel.write(attach.buffer, attach, this);
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else {
// A write to the server was completed. Perform another
// read from the server
attach.isRead = true;

// Prepare the buffer to be filled in
attach.buffer.clear();

// Read from the server
attach.channel.read(attach.buffer, attach, this);

}

@0verride

public void failed(Throwable e, Attachment attach) {
e.printStackTrace();

}

private String getTextFromUser() {
System.out.print("Please enter a message (Bye to quit):");
String msg = null;

BufferedReader consoleReader =
new BufferedReader(new InputStreamReader(System.in));

try {

}
catch (IOException e) {

e.printStackTrace();
}

msg = consoleReader.readlLine();

return msg;

}

public static void main(String[] args) {
// Use a try-with-resources to open a channel
try (AsynchronousSocketChannel channel
= AsynchronousSocketChannel.open()) {
// Connect the client to the server
String serverName = "localhost";
int serverPort = 8989;
SocketAddress serverAddr =
new InetSocketAddress(serverName, serverPort);

Future<Void> result = channel.connect(serverAddr);
System.out.println("Connecting to the server...");

// Wait for the connection to complete
result.get();
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// Connection to the server is complete now
System.out.println("Connected to the server...");

// Start reading from and writing to the server
Attachment attach = new Attachment();
attach.channel = channel;

attach.buffer = ByteBuffer.allocate(2048);
attach.isRead = false;

attach.mainThread = Thread.currentThread();

// Place the "Hello" message in the buffer
Charset cs = Charset.forName("UTF-8");
String msg = "Hello";

byte[] data = msg.getBytes(cs);
attach.buffer.put(data);
attach.buffer.flip();

// Write to the server
ReadWriteHandler readWriteHandler = new ReadWriteHandler();
channel.write(attach.buffer, attach, readWriteHandler) ;

// Let this thread wait for ever on its own death until interrupted
attach.mainThread. join();

}

catch (ExecutionException | IOException e) {
e.printStackTrace();
}

catch(InterruptedException e) {
System.out.println("Disconnected from the server.");
}

Putting the Server and the Client Together

At this point, your asynchronous server and client programs are ready. You need to use the following steps to run the
server and the client.

Running the Server Application

Run the AsyncEchoServerSocket class as listed in Listing 5-16. You should get a message on the standard output
as follows:

Server is listening at localhost/127.0.0.1:8989

If you get the above message, you need to proceed to the next step. If you do not get the above message, it is most
likely that the port 8989 is being used by another process. In such a case, you should get the following error message:

java.net.BindException: Address already in use: bind
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If you get “Address already in use” error message, you need to change the port value in the
AsyncEchoServerSocket class from 8989 to some other value and retry running the AsyncEchoServerSocket class.
If you change the port number in the server program, you must also change the port number in the client program
to match the server port number. The server socket channel listens at a port and the client must connect to the same
port on which the server is listening.

Running the Client Applications

Before proceeding with this step, make sure that you were able to perform the previous step successfully. Run one or
more instances of the AsyncEchoClientSocket class that is listed in Listing 5-17. You should get the following message
on the standard output if the client application was able to connect to the server successfully:

Connecting to the server...

Connected to the server...

Server Responded: Hello

Please enter a message (Bye to quit):

You might receive the following error message when you attempt to run the AsyncEchoClientSocket class:

Connecting to the server...
java.util.concurrent.ExecutionException: java.io.IOException: The remote system refused the
network connection.

Typically, this error message indicates one of the following problems:
e The server is not running. If this is the case, make sure that server is running.

e The client is attempting to connect to the server on a different host and port than the host and
the port on which the server is listening. If this is the case, make sure that the server and the
client are using the same host names (or IP addresses) and the port numbers.

You will need to stop the server program manually such as by pressing Ctrl + Ckeys on the command prompt
on Windows.

Datagram-Oriented Socket Channels

An instance of the java.nio.channels.DatagramChannel class represents a datagram channel. By default, it is
blocking. You can configure it to be non-blocking by using the configureBlocking(false) method.

To create a DatagramChannel, you need to invoke one of its open() static methods. If you want to use it for IP
multicasting, you need to specify the address type (or protocol family) of the multicast group as an argument to its
open() method. The open() method creates a DatagramChannel object, which is not connected. If you want your
datagram channel to send and receive datagrams only to a specific remote host, you need to use its connect () method
to connect the channel to that specific host. A datagram channel that is not connected may send datagrams to and
receive datagrams from any remote host. The following sections outline the steps that are typically needed to
send/receive datagrams using a datagram channel.
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Creating the Datagram Channel

You can create a datagram channel using the open() method of the DatagramChannel class. The following snippet of
code shows three different ways to create a datagram channel:

// Create a new datagram channel to send/receive datagram
DatagramChannel channel = DatagramChannel.open();

// Create a datagram channel to receive datagrams from a multicast group
// that uses IPv4 address type
DatagramChannel ipv4MulticastChannel = DatagramChannel.open(StandardProtocolFamily.INET);

// Create a datagram channel to receive datagrams from a multicast group
// that uses IPv6 address type
DatagramChannel iPv6MulticastChannel = DatagramChannel.open(StandardProtocolFamily.INET6);

Setting the Channel Options

You can set the channel options using the setOption() method of the DatagramChannel class. Some options must
be set before binding the channel to a specific address, whereas some can be set after the binding. The setOption()
method was added to the DatagramChannel class in Java 7. If you are using a prior Java version, you will need to use
the socket () method to get the DatagramSocket reference and use one of the methods of the DatagramSocket

class to set the channel options. The following snippet of code shows how to set the channel options. Table 5-9
contains the list of socket options and their descriptions. The socket options are defined as constants in the
StandardSocketOptions class.

// To bind multiple sockets to the same socket address,
// you need to set the SO_REUSEADDR option for the socket

// In Java 7 and later
channel.setOption(StandardSocketOptions.SO REUSEADDR, true)

// Prior to Java 7

DatagramSocket socket = channel.socket();
socket.setReuseAddress(true);

Table 5-9. The List of Standard Socket Options

Socket Option Name  Description

SO_SNDBUF The size of the socket send buffer in bytes. Its value is of Integer type.
SO_RCVBUF The size of the socket receive buffer in bytes. Its value is of Integer type.
SO _REUSEADDR For datagram sockets, it allows multiple programs to bind to the same address. Its value
is of Boolean type. This option should be enabled for IP multicasting using the datagram
channels.
SO_BROADCAST Allows transmission of broadcast datagrams. Its value is of type Boolean.
IP_TOS The Type of Service (ToS) octet in the Internet Protocol (IP) header. Its value is of the
Integer type.
(continued)
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Table 5-9. (continued)

Socket Option Name  Description

IP_MULTICAST_IF The network interface for Internet Protocol (IP) multicast datagrams. Its value is a
reference of NetworkInterface type.

IP_MULTICAST_TTL The time-to-live for Internet Protocol (IP) multicast datagrams. Its value is of type Integer
in the range of 0 to 255.

IP_MULTICAST_LOOP Loopback for Internet Protocol (IP) multicast datagrams. Its value is of type Boolean.

Binding the Datagram Channel

Bind the datagram channel to a specific local address and port using the bind() method of the DatagramChannel
class. If you use null as the bind address, this method will bind the socket to an available address automatically. The
bind() method was added to the DatagramChannel class in Java 7. If you are using a prior Java version, you can bind a
datagram channel using its underlying socket. The following snippet of code shows how to bind a datagram channel:

/* In Java 7 and later */
// Bind the channel to any available address automatically
channel.bind(null);

// Bind the channel to "localhost" and port 8989
InetSocketAddress sAddr = new InetSocketAddress("localhost", 8989);
channel.bind(sAddr);

/* Prior to Java 7 */
// Get the socket reference
DatagramSocket socket = channel.socket();

// Bind the channel to any available address automatically
socket.bind(null);

// Bind the channel to "localhost" and port 8989
InetSocketAddress sAddr = new InetSocketAddress("localhost", 8989);
socket.bind(sAddr);

Sending Datagrams

To send a datagram to a remote host, use the send() method of the DatagramChannel class. The method accepts
aByteBuffer and a remote SocketAddress. If you call the send() method on an unbound datagram channel, the
send() method binds the channel automatically to an available address.

// Prepare a message to send

String msg = "Hello";
ByteBuffer buffer = ByteBuffer.wrap(msg.getBytes());
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// Pack the remote address and port into an object
InetSocketAddress serverAddress = new InetSocketAddress("localhost", 8989);

// Send the message to the remote host
channel.send(buffer, serverAddress);

The receive() method of the DatagramChannel class lets a datagram channel receive a datagram from a
remote host. This method requires you to provide a ByteBuffer to receive the data. The received data is copied to
the specified ByteBuffer at its current position. If the ByteBuffer has less space available than the received data,
the extra data is discarded silently. The receive() method returns the address of the remote host. If the datagram
channel is in a non-blocking mode, the receive() method returns immediately by returning null. Otherwise, it waits
until it receives a datagram.

// Prepare a ByteBufer to receive data
ByteBuffer buffer = ByteBuffer.allocate(1024);

// Wait to receive data from a remote host
SocketAddress remoteAddress = channel.receive(buffer);

Close the Channel

Finally, close the datagram channel using its close() method.

// Close the channel
channel.close();

Listing 5-18 contains a program that acts as an echo server. Listing 5-19 has a program that acts as a client. The
echo server waits for a message from a remote client. It echoes the message that it receives from the remote client.
You need to start the echo server program before starting the client program. You can run multiple client programs
simultaneously.

Listing 5-18. An Echo Server Based on the Datagram Channel

// DGCEchoServer. java
package com.jdojo.net;

import java.io.IOException;

import java.net.InetSocketAddress;
import java.net.SocketAddress;

import java.nio.ByteBuffer;

import java.nio.channels.DatagramChannel;

public class DGCEchoServer {
public static void main(String[] args) {
DatagramChannel server = null;

try {
// Create a datagram channel and bind it to localhost at port 8989
server = DatagramChannel.open();
InetSocketAddress sAddr = new InetSocketAddress("localhost", 8989);
server.bind(sAddr);
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ByteBuffer buffer = ByteBuffer.allocate(1024);

// Wait in an infinite loop for a client to send data
while (true) {
System.out.println("Waiting for a message from" +
" a remote host at " + sAddr);

// Wait for a client to send a message
SocketAddress remoteAddr = server.receive(buffer);

// Prepare the buffer to read the message
buffer.flip();

// Convert the buffer data into a String
int limits = buffer.limit();

byte bytes[] = new byte[limits];
buffer.get(bytes, 0, limits);

String msg = new String(bytes);

System.out.println("Client at " + remoteAddr +
" says: " + msg);

// Reuse the buffer to echo the message to the client
buffer.rewind();

// Send the message back to the client
server.send(buffer, remoteAddr);

// Prepare the buffer to receive the next message
buffer.clear();

}

}

catch (IOException e) {
e.printStackTrace();

}
finally {
// Close the channel
if (server != null) {
try {
server.close();
}
catch (IOException e) {
e.printStackTrace();
}
}
}
}
}
374
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CHAPTER 5

A Client Program Based on the Datagram Channel

// DGCEchoClient.java

package com

import java.
import java.
import java.
import java.

.jdojo.net;

io.IOException;
net.InetSocketAddress;
nio.ByteBuffer;
nio.channels.DatagramChannel;

public class DGCEchoClient {
public static void main(String[] args) {

DatagramChannel client = null;

try {
// Create a new datagram channel
client = DatagramChannel.open();

// Bind the client to any available local address and port

client.bind(null);

// Prepare a message for the server
String msg = "Hello";
ByteBuffer buffer = ByteBuffer.wrap(msg.getBytes());
InetSocketAddress serverAddress =
new InetSocketAddress("localhost", 8989);

// Send the message to the server
client.send(buffer, serverAddress);

// Reuse the buffer to receive a response from the server

buffer.clear();

// Wait for the server to respond
client.receive(buffer);

// Prepare the buffer to read the message
buffer.flip();

// Convert the buffer into a string
int limits = buffer.limit();

byte bytes[] = new byte[limits];
buffer.get(bytes, 0, limits);

String response = new String(bytes);

// Print the server message on the standard output
System.out.println("Server responded: " + response);

}
catch (IOException e) {

e.printStackTrace();
}
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finally {
// Close the channel
if (client != null) {
try {

}

catch (IOException e) {
e.printStackTrace();

}

client.close();

Multicasting Using Datagram Channels

Java 7 added support for IP multicasting to a datagram channel. A datagram channel that is interested in receiving
multicast datagrams joins a multicast group. The datagrams that are sent to a multicast group are delivered to all
its members. The following sections outline the steps that are typically needed to set up a client application that is
interested in receiving a multicast datagram.

Creating the Datagram Channel

Create a datagram channel to use a specific multicast address type as follows. In your application, you will be using
IPv4 or IPv6, not both.

// Need to use INET protocol family for an IPv4 addressing scheme
DatagramChannel client = DatagramChannel.open(StandardProtocolFamily.INET);

// Need to use INET6 protocol family for an IPv6 addressing scheme
DatagramChannel client = DatagramChannel.open(StandardProtocolFamily.INET6);

Setting the Channel Options

Set the options for the client channel using the setOption() method as shown:

// Let other sockets reuse the same address
client.setOption(StandardSocketOptions.SO REUSEADDR, true);

Binding the Channel

Bind the client channel to a local address and a port as shown:

int MULTICAST_PORT = 8989;
client.bind(new InetSocketAddress(MULTICAST PORT));
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Setting the Multicast Network Interface

Set the socket option IP_MULTICAST IF that specifies the network interface on which the client channel will join the
multicast group.

// Get the reference of a network interface named "eth1"
NetworkInterface interf = NetworkInterface.getByName("eth1");

// Set the IP_MULTICAST IF option
client.setOption(StandardSocketOptions.IP_MULTICAST IF, interf);

Listing 5-20 contains the complete program that prints the names of all network interfaces available on your
machine. It also prints whether a network interface supports multicast and whether it is up. You may get a different
output when you run the code on your machine. You will need to use the name of one of the available network
interfaces that supports multicast and that network interface should be up. For example, as shown in the output, the
network interface named eth1 is up and support multicast on my machine, so I used eth1 as the network interface for
working with multicast messages.

Listing 5-20. Listing the Available Network Interface on a Machine

// ListNetworkInterfaces.java
package com.jdojo.net;

import java.net.NetworkInterface;
import java.net.SocketException;
import java.util.Enumeration;

public class ListNetworkInterfaces {
public static void main(String[] args) {
try {
Enumeration<NetworkInterface> e =
NetworkInterface.getNetworkInterfaces();
while (e.hasMoreElements()) {
NetworkInterface nif = e.nextElement();
System.out.println("Name: " + nif.getName() +
", Supports Multicast: " + nif.supportsMulticast() +
", isUp(): " + nif.isUp()) ;
}

}
catch (SocketException ex) {

ex.printStackTrace();
}
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Name: lo, Supports Multicast: true, isUp(): true
Name: etho, Supports Multicast: true, isUp(): false
Name: wlano, Supports Multicast: true, isUp(): false
Name: ethi,  Supports Multicast: true, isUp(): true
Name: neto, Supports Multicast: false, isUp(): false
Name: netl, Supports Multicast: false, isUp(): true
Name: wlanl, Supports Multicast: true, isUp(): false
Name: eth2,  Supports Multicast: true, isUp(): false
Name: eth3,  Supports Multicast: true, isUp(): false
Name: eth4, Supports Multicast: true, isUp(): false
Name: wlan2, Supports Multicast: true, isUp(): false
Name: wlan3, Supports Multicast: true, isUp(): false
Name: wlan4, Supports Multicast: true, isUp(): false
Name: wlan5, Supports Multicast: true, isUp(): false
Name: wlan6, Supports Multicast: true, isUp(): false
Name: wlan7, Supports Multicast: true, isUp(): false
Name: wlan8, Supports Multicast: true, isUp(): false
Name: wlan9, Supports Multicast: true, isUp(): false
Name: wlan10, Supports Multicast: true, isUp(): false

Joining the Multicast Group

Now it is time to join the multicast group using the join() method as follows. Note that you must use a multicast IP
address for the group.

String MULTICAST IP = "239.1.1.1";

// Join the multicast group on interf interface
InetAddress group = InetAddress.getByName(MULTICAST IP);
MembershipKey key = client.join(group, interf);

The join() method returns an object of the MembershipKey class that represents the membership of the
datagram channel with the multicast group. If a datagram channel is not interested in receiving multicast datagrams
anymore, it can use the drop () method of the key to drop its membership from the multicast group.

Tip A datagram channel may decide to receive multicast datagrams only from selective sources. You can use the
block(InetAddress source) method of the MembershipKey class to block a multicast datagram from the specified
source address. Its unblock(InetAddress source) lets you unblock a previously blocked source address.
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Receiving a Message

At this point, receiving datagrams that are addressed to the multicast group is just a matter of calling the receive()
method on the channel as shown:

// Prepare a buffer to receive the message from the multicast group
ByteBuffer buffer = ByteBuffer.allocate(1048);

// Wait to receive a message from the multicast group
client.receive(buffer);

After you are done with the channel, you can drop its membership from the group as shown:

// We are no longer interested in receiving multicast message from the group.
// So, we need to drop the channel's membership from the group
key.drop();

Closing the Channel

Finally, you need to close the channel using its close () method as shown:

// Close the channel
client.close();

To send a message to a multicast group, you do not need to be a member of that multicast group. You can send a
datagram to a multicast group using the send() method of the DatagramChannel class.

Listing 5-21 contains a class with three constants that are used in the subsequent two classes to build the
multicast application. The constants contain the multicast IP address, multicast port number, and multicast
network interface name that will be used in the subsequent example. Please make sure that the value eth1 for the
MULTICAST_INTERFACE_NAME constant is the network interface name on your machine that supports multicast and it is
up. You can get the list of all network interfaces on your machine by running the program in Listing 5-20.

Listing 5-21. A DatagramChannel-Based Multicast Client Program

// DGCMulticastUtil.java
package com.jdojo.net;

public class DGCMulticastUtil {
public static final String MULTICAST IP = "239.1.1.1";
public static final int MULTICAST PORT = 8989;

/* You need to change the following network interface name "eth1"
to the network interface name that supports multicast and is up
on your machine. Please run class ListNetworkInterfaces to get
the list of all available network interface on your machine.

*/

public static final String MULTICAST INTERFACE_NAME = "eth1";
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Listing 5-22 contains a program that joins a multicast group as a member. It waits for a message from a multicast
group to arrive, prints the message, and quits. Listing 5-23 contains a program that sends a message to the multicast
group. You can run multiple instances of the DGCMulticastClient class and then run the DGCMulticastServer class.
All client instances should receive and print the same message on the standard output.

Listing 5-22. A DatagramChannel-Based Multicast Client Program

// DGCMulticastClient.java
package com.jdojo.net;

import java.io.IOException;

import java.net.InetAddress;

import java.net.InetSocketAddress;

import java.net.NetworkInterface;

import java.net.StandardProtocolFamily;
import java.net.StandardSocketOptions;
import java.nio.ByteBuffer;

import java.nio.channels.DatagramChannel;
import java.nio.channels.MembershipKey;

public class DGCMulticastClient {
public static void main(String[] args) {
MembershipKey key = null;

// Create, configure and bind the client datagram channel
try (DatagramChannel client =
DatagramChannel.open(StandardProtocolFamily.INET)) {
// Get the reference of a network interface
NetworkInterface interf = NetworkInterface.getByName(
DGCMulticastUtil.MULTICAST INTERFACE NAME);

client.setOption(StandardSocketOptions.SO REUSEADDR, true);
client.bind(new InetSocketAddress(DGCMulticastUtil.MULTICAST PORT));
client.setOption(StandardSocketOptions.IP_MULTICAST IF, interf);

// Join the multicast group on the interf interface
InetAddress group =

InetAddress.getByName(DGCMulticastUtil.MULTICAST IP);
key = client.join(group, interf);

// Print some useful messages for the user
System.out.println("Joined the multicast group:" + key);
System.out.println("Waiting for a message from the" +

" multicast group....");

// Prepare a data buffer to receive a message from the multicast group
ByteBuffer buffer = ByteBuffer.allocate(1048);

// Wait to receive a message from the multicast group

client.receive(buffer);
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// Convert the message in the ByteBuffer into a string
buffer.flip();

int limits = buffer.limit();

byte bytes[] = new byte[limits];

buffer.get(bytes, 0, limits);

String msg = new String(bytes);

System.out.format("Multicast Message:%s%n", msg);

}
catch (IOException e) {
e.printStackTrace();

}
finally {
// Drop the membership from the multicast group
if (key != null) {
key.drop();
}
}

Listing 5-23. A DatagramChannel-Based Multicast Program That Sends a Message to a Multicast Group

// DGCMulticastServer.java
package com.jdojo.net;

import java.
import java.
import java.
import java.
import java.
import java.

io.IOException;
net.InetSocketAddress;
net.NetworkInterface;
net.StandardSocketOptions;
nio.ByteBuffer;
nio.channels.DatagramChannel;

public class DGCMulticastServer {
public static void main(String[] args) {

// Get a datagram channel object to act as a server

try (DatagramChannel server = DatagramChannel.open()) {
// Bind the server to any available local address
server.bind(null);

// Set the network interface for outgoing multicast data
NetworkInterface interf = NetworkInterface.getByName(

DGCMulticastUtil.MULTICAST INTERFACE_NAME);
server.setOption(StandardSocketOptions.IP _MULTICAST IF, interf);
// Prepare a message to send to the multicast group

String msg = "Hello from multicast!";
ByteBuffer buffer = ByteBuffer.wrap(msg.getBytes());
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// Get the multicast group reference to send data to
InetSocketAddress group
= new InetSocketAddress(DGCMulticastUtil.MULTICAST IP,
DGCMulticastUtil.MULTICAST_PORT);

// Send the message to the multicast group
server.send(buffer, group);

System.out.println("Sent the multicast message: " + msg);

}

catch (IOException e) {
e.printStackTrace();

}

Further Reading

Network programming in Java is a vast topic. There are a few books written especially on this topic. This chapter
covers only the basics of the network programming support that is available in Java. Java also supports secured

socket communications using a Secured Socket Layer (SSL) protocol. The classes for secured socket communication
programming are in the javax.net.ssl package. This chapter does not cover SSL sockets. I have not covered many of
the options for sockets that you can use in your Java programs. If you want to do advanced level network programming
in Java, it is recommended that you read a book that devotes itself solely to network programming in Java after you
finish this chapter.

Summary

A network is a group of two or more computers or other types of electronic devices such as printers, linked together
with a goal to share information. Each device linked to a network is called a node. A computer that is linked to a
network is called a host. Network programming in Java involves writing Java programs that facilitate exchange of
information between processes running on different computers on the network.

The communication between two remote hosts is performed by a layered protocol suite called the Internet
Reference Model or TCP/IP Layering Model. The protocol suite consists of five layers named application, transport,
internet, network interface, and physical. A user application such as a Java program uses the application layer to
communicate to a remote application. The transport layer protocol handles the ways messages are transported
from one application on one computer to another application on a remote computer. The internet layer accepts
the messages from the transport layer and prepares a packet suitable for sending over the internet. It includes the
Internet Protocol (IP). The packet prepared by IP is also known as an IP datagram and it consists of a header and a
data area, apart from other pieces of information. The network interface layer prepares a packet to be transmitted on
the network. The packet is called a frame. The network interface layer sits on top of the physical layer, which involves
the hardware. The physical layer consists of the hardware. It is responsible for converting the bits of information into
signals and transmitting the signal over the wire.

An IP address uniquely identifies a connection between a computer and a router. There are two versions of
Internet Protocol—IPv4 (or simply IP) and IPv6, where v4 and v6 stand for version 4 and version 6. IPv6 is also known
as Internet Protocol next generation (IPng). An object of the InetAddress class represents an IP address in Java
programs. The InetAddress class has two subclasses, Inet4Address and Inet6Address, which represent IPv4 and
IPv6 addresses, respectively.
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A port number is a 16-bit unsigned integer ranging from 0 to 65535 that is used to uniquely identify a process for
a specific protocol.

An object of the InetSocketAddress class represents a socket address that combines an IP address and a
port number.

An object of the ServerSocket class represents a TCP server socket for accepting connections from remote hosts.
An object of the Socket class represents a server/client socket. The client and server applications exchange information
using objects of the Socket class. The Socket class provides the getInputStream() and getOutputStream() methods to
obtain the input and output streams of the socket, respectively. The input stream of the socket is used to read the data
from the socket and the output stream of the socket is used to write data to the socket.

An object of the DatagramPacket class represents a UDP datagram that is the unit of data transmission over a
UDP socket. An object of the DatagramSocket class represents a UDP server/client socket.

A Uniform Resource Identifier (URI) is a sequence of characters that identifies a resource. A URI that uses a
location to identify a resource is called Uniform Resource Locator (URL). A URI that uses a name to identify a resource
is called a Uniform Resource Name (URN). URL and URN are subsets of URI. An object of the java.net.URI class
represents a URI in Java. An object of the java.net.URL class represents a URL in Java. Java provides classes to access
the contents identified by a URL.

Java supports non-blocking socket channels using the ServerSocketChannel, SocketChannel, Selector, and
SelectionKey classes in the java.nio.channels package.

Java also supports asynchronous socket channels through the AsynchronousServerSocketChannel and
AsynchronousSocketChannel classes in the java.nio.channels package.

Java supports datagram-oriented socket channel through the DatagramChannel class. IP multicasting is also
supported on datagram channels.
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CHAPTER 6

JDBC API

In this chapter, you will learn
e  WhatJDBC API is
e  Types of JDBC drivers
e  Abrief overview of Java DB
e  How to connect to a database using a JDBC driver
e  What transaction isolation levels are
e JDBC-data-types-to-Java-data-types mapping
e  Howto execute SQL statements in Java programs and processing the results
e  Using rowsets, batch updates, and large objects (LOBs)

e  Howtoretrieve SQL warning and enable JDBC tracing

What Is the JDBC API?

The JDBC API provides a standard database-independent interface to interact with any tabular data source. Most of
the time, it is used to interact with a relational database management system (RDBMs). However, using the JDBC API,
itis possible to interact with any tabular data source, such as an Excel Spreadsheet, a flat file, etc. Typically, you
use the JDBC API to connect to a database, query the data, and update the data. It also lets you execute SQL stored
procedures in a database using a database-independent syntax.

The main purpose of using a database is to manage business data. Every database provides developers with the
following three things to manage data:

e Astandard SQL syntax
e Anextension to the standard SQL syntax called a proprietary SQL syntax
e  Aproprietary programming language

For example, Oracle databases use PL/SQL as a programming language that you can use to write stored
procedures, functions, and triggers. Microsoft SQL Server uses Transact-SQL (T-SQL) as the programming language to
write stored procedures, functions, and triggers. If you want to process a set of rows in a database, you need to know
the syntax and logic to process cursors in a specific database-dependent language. Using the JDBC API relieves you
of the pain of learning a different syntax to process a cursor in different databases. It requires you to write a query
(a SELECT statement) using a standard SQL syntax. It provides Java APIs to process the result set of that query in a
database-independent manner.
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Using the JDBC API to access data in a database hides the implementation differences that exist in different
types of databases. It achieves database transparency by defining most of its API using interfaces and letting the
database vendors (or any third-party vendors) provide the implementations for those interfaces. The collection of
the implementation classes that is supplied by a vendor to interact with a specific database is called a JDBC driver.
There are different kinds of JDBC drivers that exist for different databases (or for the same database). They differ
in the way they are implemented. Some JDBC drivers are written in pure Java. For purely Java-implemented JDBC
drivers, you just need to include the vendor-supplied classes in your application CLASSPATH. Some JDBC drivers need
a proprietary software installation on the client machine to interact with a database. The next section discusses the
JDBC driver types.

System Requirements

This chapter is all about interacting with databases using Java programs. You must have access to a database such

as an Oracle database, Microsoft SQL Server, Sybase database, DB2, MySQL, Java DB, etc. You will also need to

have a JDBC driver for your database. Some JDBC drivers do not need special installation. Rather, you can use them
by placing the supplied JDBC driver files (usually a JAR file) in the CLASSPATH on your machine. If you do not have
access to a database and the required JDBC driver, you will not be able to run the examples listed in this chapter.

All major database vendors make the JDBC driver available for download from their official web sites for free.
Whenever necessary, this chapter provides the syntax and the script to create database objects and routines in the few
DBMSs—MySQL, Java DB (Apache Derby), Oracle Database, DB2, Microsoft SQL Server, and Sybase Adaptive Server
Anywhere. If you are using a DBMS to run the JDBC programs in this chapter, other than the ones listed here, you will
need to refer to your DBMS documentation for the syntax to create database objects.

Types of JDBC Drivers

You can use three types of JDBC drivers in your Java programs to connect to a DBMS. Figure 6-1 shows the
architecture of those JDBC drivers. This section describes those types of JDBC drivers in brief.

| Java Application |
3
| JDBC Driver Manager |

v
v v

v

| JDBC-Native API Driver | | JDBC-Net Driver | | JDBC Driver
jt At A
A
| Native Library | | Server |

3 5
y Y

Figure 6-1. The architecture of IDBC drivers
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Note Prior to Java 8, the JDBC API provided one more type of JDBC driver called the JDBC-ODBC bridge. This driver
has been removed in Java 8.

JDBC Native API Driver

The JDBC-Native API driver uses a DBMS-specific native library to perform all database activities. It translates
JDBC calls into DBMS-specific calls, and the DBMS native library communicates with the database. You must install
DBMS-specific client software to use this type of driver. It is platform-dependent.

JDBC-Net Driver

The JDBC-Net driver is written in pure Java. It needs a server to work with a database. The driver translates the

JDBC calls into a network protocol and passes the calls to the server. The server translates the network calls to
DBMS-specific calls. The JDBC driver running at the client machine is unaware of the technology (or DBMS driver types)
that the server will use to perform the database activities. The server can use different types of database drivers to
connect to different databases and it will be transparent to the client. It is a platform-independent driver. The client
machine needs to include only the Java classes required to use the driver. There is no additional installation needed
on the client machine.

JDBC Driver

The JDBC driver is also known as a direct-to-database pure Java driver. It is written in pure Java. It converts the JDBC
calls into DBMS-specific calls and sends the calls directly to the database. It is the best suitable driver type to be used
in applets. All you need to do is to include the driver JAR/ZIP files with your application or applet. All major DBMS
vendors supply this type of JDBC driver.

A Brief Qverview of Java DB

You will need access to a relational database to run the example in this chapter. If you do not have access to a database,
you can use the Java DB database that is installed on your machine when you install the JDK. The Java DB is a relational
database management system that is based on the Java programming language and SQL. It is the Oracle release of the
Apache Derby project. Technical documentation on the Java DB can be found at http://docs.oracle.com/javadb/.

In the following sections, I will discuss the minimum required information to get you started with Java DB, such
as how to start, stop, and run SQL commands in Java DB.

Java DB Installation Files

Suppose JDK_HOME is the directory where you have installed the JDK. For example, if you have installed the JDK in
C:\java8 on Windows, the value for JDK_HOME will be C:\java8; if you have installed the JDK in /home/ksharan/java8
on UNIX-like operating system, the value for JDK_HOME will be /home/ksharan/java8. The Java DB files are installed

in the db subdirectory of the JDK_HOME. The db directory contains two subdirectories called bin and 1ib. The bin
subdirectory contains many command files to work with the database. For example, the startNetworkServer.bat file
is used to start the network Java DB server on Windows and startNetworkServer is used to start the network Java DB
server on UNIX; you can use the ij.bat command on Windows and the ij command on UNIX to connect to the

Java DB and run SQL commands (ij stands for interactive Java DB). The 1ib subdirectory contains all JAR files that
are used to work with Java DB.
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Configuring Java DB

Typically, you do not need to configure Java DB when you have installed JDK8. If you come across any errors
in starting up the database or running SQL commands from the command line, you need to set the following
environment variables:

e  Setthe DERBY_HOME environment variable to the JDK_HOME\db directory.
e  Setthe JAVA_HOME environment variable to the JDK_HOME directory.
e Include the JDK_HOME\bin directory in the PATH environment variable.
When you work with Java DB server and client applications, you need to include some Java DB libraries in

CLASSPATH. All libraries are JAR files located in JDK_HOME\db\11b directory. Table 6-1 contains the list of Java DB libraries.

Table 6-1. Libraries Used in Java DB Server and Client Applications

Library Name Description

derby.jar Contains the Java DB database engine code. Used for Java DB running in embedded mode.
For Java DB running in server mode, it is needed on the server.

derbytools.jar Required for running all Java DB tools such as ij, dblook, etc.

derbyrun.jar An executable JAR file used to start Java DB tools. Including this file in the CLASSPATH also

includes derby. jar, derbyclient. jar, derbytools. jar, derbynet. jar files in the CLASSPATH.
derbynet.jar Contains the Java DB Network Server code. It is required to start the Java DB Network Server.

derbyclient.jar Contains the Java DB Network Client JDBC driver. It is required for a Java application to
connect to a Java DB server over a network.

Running the Java DB Server
Java DB can run in two modes:

e Embedded Mode

e  Server Mode

In embedded mode, Java DB is started for a single user Java application inside the same JVM as the Java
application. The Java application starts and stops the Java DB. This is the most suitable mode for learning the database
programming using JDBC API. You will not need to perform any setup to use Java DB in this mode. I will explain how to
use this mode in detail later. All examples in this chapter use Java DB running in this mode unless specified otherwise.

In server mode, Java DB can be used by multiple users concurrently over the network. The Java DB runs in a
separate JVM. Applications running in separate JVMs may connect to Java DB running in this mode.

You can use command prompts or NetBeans IDE for Java DB administration. The following sections explain both.

Using Command Prompts

Use the following command to start Java DB in server mode:
c:\java8\db\bin> startNetworkServer

Tue Jun 17 23:25:27 CDT 2014 : Security manager installed using the Basic server security policy.
Tue Jun 17 23:25:27 (DT 2014 : Apache Derby Network Server - 10.10.1.3 - (1557168) started and ready
to accept connections on port 1527
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You may get an AccessControlException in starting the server. The error message may read as follows:

java.security.AccessControlException: access denied ("java.net.SocketPermission" "localhost:1527"
"listen,resolve")

To resolve the AccessControlException, you can start the server with no security manager installed as follows:
c:\java8\db\bin> startNetworkServer -noSecurityManager

You can also resolve the AccessControlException by granting the 1isten and resolve access to the host and
port on which the server is starting in the JRE_HOME\1ib\security\java.policy file. The following entry in the
java.policy file grants the required access:

grant {
permission java.net.SocketPermission "localhost:1527", "listen";
};

By default, in server mode, Java DB starts at localhost (or the loopback IP address) and at port 1527. If you want
to access Java DB from other computers, you need to configure some properties on the command line or in the
properties file.

The easiest way to configure the Java DB properties is to set them on the command line. The following command
starts the Java DB server that listens at myhost at port number 1537:

c:\java8\db\bin>startNetworkServer -h myhost -p 1537

You can also use the java command to start the Java DB server. The following command starts the Java DB server,
additionally setting the CLASSPATH and the derby.system.home property:

C:\java8\db\bin>java -classpath C:\java8\db\lib\derbynet.jar -Dderby.system.home=C:\myderbyhome
org.apache.derby.drda.NetworkServerControl start -h localhost

You can set the Java DB properties in the text file named derby.properties located in a directory specified by the
derby.system.home property. You can specify the derby.system. home property when you start the Java DB server.
If the derby.system.home property is not specified, it defaults to the current working directory.

I used NetBeans to run Java DB on Windows and Linux for the user ksharan. By default, the NetBeans IDE sets
the derby.system.home property to a .netbeans-derby subdirectory under the user’s home directory. Using the
NetBeans IDE, the derby.properties file was placed on my machines as follows:

e  OnWindows: C:\Users\ksharan\.netbeans-derby\derby.properties
¢  OnLinux: /home/ksharan/.netbeans-derby/derby.properties

Set the derby.drda.host property to the host name or the IP address on which you want to start the Java DB in
sever mode. If you set this property to 0.0.0.0, Java DB listens on all network interfaces. Set the derby.drda. portNumber
property to listen to a port different from the default port 1527. The following are the contents of the derby.properties
file that sets a custom host and port number:

# Contents of the derby.properties file
# Set the IP address 192.168.1.1 as the host
derby.drda.host=192.168.1.1

# Set 1528 as the port number
derby.drda.portNumber=1528
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Use the following command to stop the Java DB running in server mode. Note that you will need to run this
command using a separate command prompt.

c:\java8\db\bin>stopNetworkServer
Tue Jun 17 23:26:49 (DT 2014 : Apache Derby Network Server - 10.10.1.3 - (1557168) shutdown

Tip The Java DB database server can have several databases. A database in Java DB is portable. Files for each
database are stored in a separate directory. Moving a Java DB database is as simple as moving the directory for that
database. The directory is named the same as the database name. By default, all database directories are stored in the
directory specified in the derby. system.home property.

After you start the Java DB server, you can connect to it and execute SQL commands, using the ij command-line
tool. The ij toolis located in the JDK\db\bin directory. Assuming that the Java DB server is running at localhost at
port 1527, the following commands start the ij tool, connect to a Java DB database named beginningJavaDB, execute
a SELECT SQL statement, and exit the tool using the exit command. If you do not have a person table in the database,
you may get an error when you execute the SELECT statement.

c:\java8\db\bin>ij

ij version 10.10

ij> connect 'jdbc:derby://localhost:1527/beginninglavaDB’;

ij> select * from person;

PERSON_ID |FIRST_NAME | LAST_NAME |&|DOB | INCOME

0 rows selected
ij> exit;
c:\java8\db\bin>

You do not need to start the Java DB server if you want to work with a Java DB database in embedded mode.
The following command sets the classpath, sets the derby.system.home property, and starts the 1j tool. Note that
the command was entered on one line. After starting the 1j tool, I connected to the beginningJavaDB database in
embedded mode and executed SQL commands, as shown. If you do not have a person table in the database, you may
get an error when you execute the SELECT statement.

c:\java8\db\bin>java -classpath C:\java8\db\lib\derbyrun.jar;
-Dderby.system.home=C:\Users\ksharan\.netbeans-derby org.apache
.derby.tools.1ij

ij version 10.10

ij>connect 'jdbc:derby:beginningJavaDB';

ij> select * from person;

PERSON_ID |FIRST NAME | LAST_NAME |&|DOB | INCOME

0 rows selected
ij> exit;
c:\java8\db\bin>
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Using the NetBeans IDE

Working with Java DB is easy when you use the NetBeans IDE. You can use the Services tab in Navigator in the
NetBeans IDE to start, stop, and run SQL commands in Java DB. Figure 6-2 shows the Java DB under the Databases
node on the Services tab in the NetBeans IDE. If you do not see the Services tab, you can show it by choosing the
menu option Windows > Services or by pressing Ctrl + 5.

Projects |$eruir:es 3 | [=]
-I-E Databases
- & [
& begi Start Server
8 som Stop Server

@)} Drivers
+-[&3 jdbc:de Create Database.. 3javaDB [ on Default schema]

+ 3 jdbe:de Properties... app on APP]
-89 Web Services
+-EE Servers
+-lgk Maven Repositories
[+ Cloud
G

i Hudson Builders
[ﬁ Task Repositories
55 ¢/C++ Build Hosts
1-4% IS Test Driver

Figure 6-2. Using Java DB on the Services tab from inside the NetBeans IDE

To start and stop the Java DB, select the Java DB node on the Services tab, right-click, and choose the
appropriate option.

All databases in Java DB are listed under the Java DB node. Java DB is installed with a pre-built database named
sample. You can create your own databases by choosing the Create Database option as shown in Figure 6-2.

To connect to a specific database, select the database name under the Java DB node, right-click it, and select the
Connect menu option as shown in Figure 6-3.
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Figure 6-3. Connecting to a Java DB database from inside the NetBeans IDE
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After you are connected to a database, you can execute SQL commands in that database using the NetBeans IDE.
The Databases node in the Services tab contains one Database Connection node for each Java DB database. Select
the Database Connection node for your database, right-click, and select the Execute Command menu option as shown
in Figure 6-4. It will open a SQL editor. You can enter SQL commands in the SQL editor. To execute the SQL command,
use the Run SQL toolbar button or press Ctrl + Shift + E.

Projects | Services ® | =
=& Databases
=-[§ JavaDB
& beginninglavaDB
& sample
+-1 ), Drivers
[z e ljdb :derby:mocalhost:lszﬁhek
4[5 jdbc:derby://localhost:1527/sal Connect.
-8 web Services Disconnect
BB servers
[#-igk Maven Repositories Execute Command...
B Cloud
-5 Hudson Builders Refresh
[ [G@ Task Repositories
[#-55 C/C++ Build Hosts Delete Delete
4% IS Test Driver Rencme
Properties

1
Figure 6-4. Executing SQL commands in Java DB from inside the NetBeans IDE

By default, the NetBeans IDE stores all Java DB databases in the subdirectory named .netbeans-derby in the
user’s home directory. You can change the default location by using the Java DB properties dialog. You can open the
Java DB properties dialog by choosing the Databases > Data DB > Right-click > Properties menu shown in

Figure 6-5.

Projects |Services x‘
-8 Databases
=

- 0 Start Server

& j o :
| BB j Stop Server
38 web Create Database...

H-all Sery Properties...
-l Maver~eooaones

Figure 6-5. Setting properties for Java DB in the NetBeans IDE

You can change the default Java DB installation directory and the database location using the Java DB properties
dialog shown in Figure 6-6. The figure shows that I changed the default database location to the C: \kishori\books\

java_8\projects\Test directory on Windows.
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Specify the folder where Java DB is installed and the folder where you will keep
your databases. The database location folder will be used as the value of the
derby.system.home property.

Java DB Installation: |C:\java8\db Browse...

Database Location: |C: '\kishori\bocks\Java_S'-,prujects\Tesli Browse...

Figure 6-6. The Java Db Properties dialog

Creating a Database Table

The primary goal of using the JDBC API is to manipulate data contained in tables in a database. You may manipulate
data in tables using the SQL statements SELECT, INSERT, UPDATE, and DELETE, which use table names directly.
Sometimes you may not refer to the table names in your JDBC calls directly. Rather, you may execute a stored
procedure using the JDBC API, and the stored procedure uses table names. One way or the other, you end up using
tables when you work with JDBC. Most of the time in this chapter, you will work with one table. You will name

your table person. You may create more tables along the way when you need to work on specific types of database
processing using JDBC. It is assumed that you have created a table named person in the database of your choice.
The table description is shown in Table 6-2.

Table 6-2. Generic Description of a Database Table Named Person

Column Name Data Type Length Null Value Allowed Comments
person_id integer No Primary Key
first_name string 20 No

last_name string 20 No

gender string 1 No

Dob date Yes

income double Yes

The data types of columns shown in this table are generic. You will need to use data types specific to your
DBMS. For example, for the first_name column, you can use the data type of varchar2(20) in the Oracle database
and varchar(20) in the SQL Server database. Similarly, for the person_id column, you can use a data type of
number (8, 0) in the Oracle database and int in the SQL Server database.

Every DBMS provides a tool, either character-based, graphical, or both, that lets you work with database objects
such as tables, stored procedures, functions, etc. For example, you can use the Oracle SQL*PLUS tool for Oracle DBMS
from Oracle, the SQL Server Management Studio tool for SQL Server DBMS from Microsoft, the Interactive SQL tool
for Adaptive Server Anywhere (ASA) from Sybase, etc.

The following sections show the database scripts to create the person table in different databases. You will need
to consult the documentation for your database on how to run the script to create the person table.
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Note All database scripts such as to create tables and stored procedures are available under the
dbscripts\<DBMS-Name> directory with the source code for this book where <DBMS-Name> is the name of the DBMS such
as Oracle, DB2 etc.

Oracle Database

create table person (
person_id number(8,0) not null,
first_name varchar2(20) not null,
last _name varchar2(20) not null,
gender char(1) not null,
dob date,
income number(10,2),
constraint pk_person primary key(person_id)

)5

Adaptive Server Anywhere Database

create table person (
person_id integer not null default null,
first name varchar(20) not null default null,
last _name varchar(20) not null default null,
gender char(1) not null default null,
dob date null default null,
income double null default null,
primary key (person_id)

)5

SQL Server Database

create table person (
person_id int NOT NULL,
first name varchar(20) NOT NULL,
last _name varchar(20) NOT NULL,
gender char(1) NOT NULL,
dob datetime NULL,
income decimal(10,2) NULL,
constraint pk_person primary key (person id)

)5

DB2 Database

create table person (
person_id integer not null,
first name varchar(20) not null,
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last _name varchar(20) not null,

gender character (1) not null,

dob date,

income double,

constraint pk person_id primary key (person_id)

)5

MySQL Database

create table person (
person_id integer not null primary key,
first name varchar(20) not null,
last _name varchar(20) not null,
gender char(1) not null,
dob datetime null,
income double null

)5

Java DB Database

create table person (
person_id integer not null,
first name varchar(20) not null,
last _name varchar(20) not null,
gender char(1) not null,
dob date,
income double,
primary key(person_id)

);

You can run the program shown later in Listing 6-3 to create the person table in Java DB. To create the person
table in another database, you may have to change the CREATE TABLE syntax in the program.

Connecting to a Database

Here are the steps that you need to follow to connect to a database.
e  Obtain the JDBC driver and add it to the CLASSPATH environment variable on your machine.
e  Register the JDBC driver with the DriverManager.
e  Construct a connection URL.
e  Usethe getConnection() static method of DriverManager to establish a connection.

The following sections describe these steps in detail.
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Obtaining the JDBC Driver

You need to have the JDBC driver for your database before you can connect to the database using JDBC. You can get
a JDBC driver from the vendor of your database. For example, if you are using the Oracle DBMS, you can download
the JDBC driver from its official web site at wuw.oracle.com. All database vendors that support JDBC will let you
download the JDBC driver for their DBMS from their official web sites for free. Typically, a JDBC driver is bundled in
one or more JAR/ZIP files.

If you are using Java DB, the JDBC drivers were copied on your machine when you installed the JDK. You do not
need to download any additional JDBC drivers.

Setting up the CLASSPATH

If you are using a JDBC driver, you need to place the JAR/ZIP files for your JDBC driver in the CLASSPATH on your
machine, so that your Java programs can use the Java classes that implement the JDBC driver for your database.

If you are using Java DB, please refer to Table 6-1 for the JAR file that you will need to use in your case. To run all
examples in this chapter that use Java DB in embedded mode, you will need the derby. jar file in the CLASSPATH. The
derby. jar file is the JDBC driver needed to use the Java DB in embedded mode. If you are connecting to Java DB over
a network, you will need to include the derbyclient. jar file in the CLASSPATH.

Registering a JDBC Driver

You need to register a JDBC driver, which you want to use to connect to a database. A JDBC driver is registered with
the java.sql.DriverManager class.

What is a JDBC driver? Technically, a JDBC driver is a class that implements the java.sql.Driver interface.
DBMS vendors supply the JDBC driver class along with any other classes it uses. You must know the name of the JDBC
driver class before you can register it with the DriverManager class. If you do not know the name of the driver class,
please refer to the documentation of the JDBC driver for your DBMS.

In the next section, I will list the driver class names for some DBMSs. The name may vary depending on the
version of DBMS or the supplier of the driver class. Sometimes different vendors supply the drivers for the same
DBMS. Different vendors will use different driver class names and different connection URL formats to connect to the
same DBMS.

Why do you need to register a JDBC driver with the DriverManager? Java does not know how to connect to
a database. It depends on the JDBC driver to connect to a database. Think of a JDBC driver as a Java class whose
object will be used by the DriverManager to connect to a database. The question is, “How does the DriverManager
know about the JDBC driver you want to use to connect to a database?” Of course, it has no way to know about the
JDBC driver by itself. Therefore, registering a driver with the DriverManager is simply telling the DriverManager
about your JDBC driver class name. By registering a JDBC driver, you are telling the DriverManager that if you ask
the DriverManager to establish a connection to a database, it needs to try using this driver. Can you register multiple
JDBC drivers with the DriverManager? Yes. You can register multiple JDBC drivers. When you need to establish a
connection to a database, you must pass a connection URL to the DriverManager. The DriverManager passes the
connection URL to all registered drivers one by one, and asks them to connect to the database using information
that you supply in the connection URL. If a driver recognizes the connection URL, it connects to the database and
returns the connection to the DriverManager. An object of the java.sql.Connection interface represents a database
connection in a Java program. If none of the registered drivers recognize a connection URL, the DriverManager will
throw a SQLException stating that it could not find a suitable driver.

There are three ways to register a JDBC driver with the DriverManager:

e  Bysetting the jdbc.drivers system property
e  Byloading the driver class into the JVM

e  Byusingthe registerDriver() method of the DriverManager class
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Setting the jdbc.drivers System Property

You can register a JDBC driver class name using the jdbc.drivers system property. You can set this property in your
computer globally; you can pass this property on the command line when you run your application, or you can set this
property in your application using the System.setProperty() method. A colon separates each driver to be registered.
Here are some examples:

// Register Sybase and Oracle drivers in the Java code
String drivers = "com.sybase.jdbc2.jdbc.SybDriver:oracle.jdbc.driver.OracleDriver";
System.setProperty("jdbc.drivers", drivers);

// Pass driver names to be registered as command-line arguments.

// The following command is entered in one line.

java -Djdbc.drivers=com.sybase.jdbc2.jdbc.SybDriver:oracle.jdbc.driver.OracleDriver
com. jdojo.jdbc.Test

Loading the Driver Class

You can create an object of the driver class. When the driver class is loaded in the JVV, it registers itself with the
DriverManager. For a class to be loaded, you can use a Class.forName("driver class name") method or create an
object of the class as follows:

// Register the Oracle JDBC driver
new oracle.jdbc.driver.OracleDriver();

// Register the Oracle IDBC driver using the Class.forName() method.
// Exception handling has been omitted.
Class.forName("oracle.jdbc.driver.OracleDriver")

// Register the Java DB embedded driver
new org.apache.derby.jdbc.EmbeddedDriver();

// Register the Java DB network client driver
new org.apache.derby.jdbc.ClientDriver();

You do not need to keep the reference of the driver object because the goal is to load the driver class in the JVM.
When the driver’s class is loaded into the JVM, the static initializer of the driver’s class is executed in which the driver
class registers itself with the DriverManager.

Using the registerDriver() Method

You can call the registerDriver(java.sql.Driver driver) static method of the DriverManager class with an object
of a JDBC driver class to register the JDBC driver.

// Register the Oracle JDBC driver with DriverManager
DriverManager.registerDriver(new oracle.jdbc.driver.OracleDriver());

// Register the Java DB embedded driver
DriverManager.registerDriver(new org.apache.derby.jdbc.EmbeddedDriver());

// Register the Java DB network client driver
DriverManager.registerDriver(new org.apache.derby.jdbc.ClientDriver());
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You can follow one of the above three methods to register a JDBC driver. The first way offers more flexibility. It lets
you change the JDBC driver without changing your Java code. You can also specify a connection URL (discussed next)
using a system property or as a command-line argument. This way, not only can you use a different JDBC driver, but
also a different DBMS without modifying the Java code.

Constructing a Connection URL

A database connection is established using a connection URL. The format of a connection URL is dependent upon the
DMBS and a JDBC driver. There are three parts of a connection URL. A colon separates two parts of the connection
URL. The syntax to define the connection URL is

<protocol>:<sub-protocol>:<data-source-details>

The <protocol> part is always set to jdbc. The <sub-protocol> part is vendor-specific. The <data-source-details>
part is DBMS specific that is used to locate the database. In some cases, you can also specify some connection
properties in this last part of the URL. The following is an example of a connection URL that uses Oracle’s thin JDBC
driver to connect to an Oracle DBMS:

jdbc:oracle:thin:@localhost:1521:chanda

As always, the protocol part is jdbc. The sub-protocol part is oracle: thin, which identifies the Oracle
Corporation as the vendor, and the type of the driver it will use, which is thin. The data source details part is
@localhost:1521:chanda. It has three subparts. The @localhost identifies the server name. You could use an IP
address or a machine name of your Oracle database server instead. Then, it contains the port number at which Oracle’s
Transport Network Substrate (TNS) listener is running. The last part is an Oracle’s instance name, which is chanda in
this example. The following is another example of a connection URL that identifies a database in a Java DB server:

jdbc:derby://192.168.1.3:1527/beginningJavaDB;create=true

As always, the protocol part is jdbc. The subprotocol part is derby, which identifies the Apache Derby DBMS.
Recall that Java DB is an Oracle’s release of the Apache Derby project. The 192.168.1.3:1527 part the machine’s IP
address and the port number where Java DB server is running. The database name is beginningJavaDB. The last part,
create=true, is the connection property that indicates that if a database named beginningJavaDB does not exist,
create a new database with this name.

The following sections describe the formats for a connection URL for some DBMSs. You need to visit the official
web site of a vendor to download a specific JDBC driver. You can also get the detailed information about using the
JDBC drivers at the vendor’s web site.

Oracle Database

DBMS: Oracle 10g

Vendor: Oracle Corporation

Web Site: http://www.oracle.com

Driver Type: IDBC Driver (thin - Pure Java)

URL Format: jdbc:oracle:thin:@<server>:<port>:<instance>
URL Example: jdbc:oracle:thin:@localhost:1521:chanda
Driver Class: oracle.jdbc.driver.OracleDriver

398

www.it-ebooks.info


http://www.oracle.com/
http://www.it-ebooks.info/

CHAPTER 6 * JDBC API

It is implemented 100% in Java. If you are using a thin Oracle driver, you do not need to install any Oracle-specific
configuration software. If you are using JDBC to connect to an Oracle database in an applet, this is the driver you
should use:

DBMS: Oracle 10g

Vendor: Oracle Corporation

Web Site: http://www.oracle.com

Driver Type: JDBC-Native Driver (OCI - Oracle Call Interface)
URL Format: jdbc:oracle:oci:@<tns-alias>

URL Example: jdbc:oracle:oci:@orcl

Driver Class: oracle.jdbc.driver.OracleDriver

You need to install the Oracle client software to use the OCI driver. The JDBC driver converts the standard
JDBC calls to OCI calls, which are sent to the database. The <tns-alias> part of the URL comes from an entry in the
tnsnames.ora file. A typical TNS alias entry in a tnsnames . ora file looks as follows:

ORCL =
(DESCRIPTION =
(ADDRESS = (PROTOCOL = TCP)(HOST = HYE6754)(PORT = 1521))
(CONNECT_DATA =
(SERVER = DEDICATED)
(SERVICE_NAME = orcl)
)
)

The Oracle JDBC driver also lets you specify the entire text for a TNS alias as the part of the JDBC connection URL
as shown:

String dbURL="jdbc:oracle:oci:@(DESCRIPTION =" +
" (ADDRESS = (PROTOCOL = TCP)(HOST = HYE6754)(PORT = 1521))" +
" (CONNECT DATA =(SERVER = DEDICATED)(SERVICE NAME = orcl)))";

Adaptive Server Anywhere Database

DBMS: Adaptive Server Anywhere 9.0

Driver Type: JDBC Driver (Pure Java)

Vendor: Sybase Inc.

Web Site: http://www.sybase.com

URL Format: jdbc:sybase:Tds:<server>:<port>
URL Example: jdbc:sybase:Tds:localhost:2638
Driver Class: com.sybase.jdbc2.jdbc.SybDriver

SQL Server Database

You can use either of the following two JDBC drivers to connect to a SQL Server database:

// Driver #1

DBMS: SQL Server

Vendor: Microsoft Corporation

Web Site: http://www.microsoft.com
Driver Type: JDBC Driver (Pure Java)

399

www.it-ebooks.info


http://www.oracle.com/
http://www.sybase.com/
http://www.microsoft.com/
http://www.it-ebooks.info/

CHAPTER 6 © JDBC API

URL Format: jdbc:SQLserver://<server>:<port>
URL Example: jdbc:SQLserver://HYE6754:1433;Database=chanda
Driver Class: com.microsoft.SQLserver.jdbc.SQLServerDriver

// Driver #2

DBMS: SQL Server

Vendor: SourceForge Inc.

Web Site: http://www.sourceforge.net

Driver Type: JDBC Driver (Pure Java)

URL Format: jdbc:jtds:<server type>://<server>:<port>/<database>;<props>
URL Example: jdbc:jtds:sqlserver://HYE6754:1433/chanda

Driver Class: net.sourceforge.jtds.jdbc.Driver

When you use the driver #2, you can specify sqlserver or sybase as <server_type> to connect to SQL Server or
Sybase DBMS, respectively. <props> is a comma-separated list of property=value pairs, where property is the name
of the database property and value is its value. For example, if you want to specify the user and password as part of the
URL, you can use <props> as user=myuserid;password=mysecretpassword.

The parts of the URL, <port>, <database>, and <props>, are optional. If you do not specify them, their default
values will be used. The default value for <port> is 1433 for SQL Server and 7100 for Sybase.

MySQL Database

DBMS: MySQL Server 5.0

Vendor: Oracle Corporation

Web Site: http://www.oracle.com

Driver Type: JDBC Driver (Pure Java)

URL Format: jdbc:mySQL://<server>:<port>/<database>?<props>
URL Example: jdbc:mySQL://HYE6754:3306/chanda

Driver Class: com.mySQL.jdbc.Driver

Most parts in the connection URL are optional for MySQL databases. For example, you can use the shortest
connection URL for MySQL as jdbc:mySQL://, and all other parts will be assumed as their default values. The default
value for <server> and <port> are localhost and 3306. You can supply a comma-separated list of <server>:<port>
values to be used as fail-over servers. If you do not supply the value for <database>, you can either call the
setCatalog("catalog name") method on the Connection object after establishing the connection, or supply the
catalog name as part of all your queries. You have specified chanda as your database in the example URL. The <props>
is an ampersand(&)-separated list of name=value pairs. For example, you can pass the user id and password with the
connection URL as follows. It uses root as the user id and chanda as the password.

jdbc:mySQL://localhost:3306/chanda?user=root&password=chanda.

DB2 Database

DBMS: DB2

Vendor: IBM

Web Site: http://www.ibm.com

Driver Type: JDBC Driver (Pure Java)

URL Format: jdbc:db2://<server>:<port>/<database>?<props>
URL Example: jdbc:db2://localhost:50000/chandaDB

Driver Class: com.ibm.db2.jcc.DB2Driver
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You can use jdbc:db2: or jdbc:db2j:net: as the initial part of the URL. If the URL starts with jdbc:db2:, it
indicates that the connection is to a server in the DB2 UDB family. If the URL starts with jdbc:db2j:net:, it indicates
that that the connection is to a remote IBM® Cloudscape™ server. The <props> part in the URL is a comma-separated
list of name=value pairs of properties for the database connection. For example, the following URL specifies the user
and password properties as admin and secret, respectively:

jdbc:db2://localhost:5021/chandaDB:user=admin;password=secret;

Please visit IBM’s official web site for more details about the properties that you can set in the JDBC connection URL.

Java DB Database

DBMS: Java DB (Apache Derby)

Web Site: http://www.oracle.com

Driver Type: JDBC Driver (Pure Java)

URL Format: jdbc:derby://<server>:<port>/<database>;<props>

URL Example: jdbc:derby://localhost:1527/beginningJavaDB;create=true
Driver Class: org.apache.derby.jdbc.ClientDriver

The default user name and password are app and app, respectively. The property create=true is specified to
create an empty database, if it does not exist. There are other types of JDBC drivers for Java DB. The client driver lets
you connect to it when the Java DB is running as a server and your application accesses it as a client. You can also
start the Java DB in the same JVM your application is running, and your application and Java DB will run in the same
process. When Java DB runs in the same process as your application, you can use the embedded JDBC driver to access
the database.

Loading the JDBC driver for the embedded Java DB starts the Java DB database. The following is an example of
the connection URL to start the Java DB in embedded mode and connect to a database named beginningJavaDB:

jdbc:derby:beginningJavaDB

Recall that a Java DB database has a directory with the same name as the database name. How will the JDBC
driver find the beginningJavaDB directory using this connection URL? It will use the directory specified by the
derby.system.home property. If the property is not specified, it will use the current directory. The following java
command starts a Java application by specifying the derby.system.home property:
java -Dderby.system.home=C:\myDatabases com.jdojo.jdbc.MyApp

If you use the database name inside the MyApp class, it will be searched in the C: \myDatabases directory.

You can also specify the full path of the database directory in the connection URL. The following connection URL
specifies the full path of the database on Windows:
jdbc:derby:C:/myDatabases/beginningJavaDB

In the database full path, you can use a forward slash as the path separator on Windows as well as UNIX.

If your database directory is in the CLASSPATH, you can construct a connection URL using the classpath

sub-protocol as follows:

jdbc:derby:classpath:beginningJavaDB
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The connection URL will look for a beginningJavaDB directory in the CLASSPATH. If your database in the test
directory under a directory in the CLASSPATH, you can construct the connection URL as follows:

jdbc:derby:classpath:test/beginningJavaDB

Java DB is very flexible in letting you specify the connection URL. It also lets you access a read-only database from
aJAR/ZIP file. The following connection URL looks for the beginningJavaDB database under the test directory in the
C:\myDatabases. jar file:

jdbc:derby:jar: (C:/myDatabases.jar)test/beginningJavaDB

Establishing the Database Connection

It is time to connect to the database. You need to use the getConnection() static method of the DriverManager class
to establish a connection to a database. It returns an object of the java.sql.Connection interface, which represents
the database connection. The getConnection() method takes a connection URL, a user id, a password, and any
number of name-value pairs using a java.util.Properties object. The getConnection() method is overloaded:

e static Connection getConnection(String url) throws SQLException
e static Connection getConnection(String url, Properties info) throws SQLException

e static Connection getConnection(String url, String user, String password) throws
SQLException

You will find it annoying that you need to handle the java.sql.SQLException exception for almost every
operation with a database using a JDBC driver. It is a checked exception and the compiler will force you to handle it
either by placing your code in a try-catch block or by using a throws clause. Even though you write only one line of
code, you will end up using a try-catch block. You will create a utility class with some static methods for a one-liner
code that will handle the exceptions for you. Whenever you need to use that one-liner code functionality, you will use
the utility class methods instead of using the JDBC methods directly. This approach will avoid bloated code in the
examples in this chapter.

The following snippet of code establishes a connection to a database named beginningJavaDB in Java DB
running in embedded mode:

// Register the JDBC driver
Driver derbyEmbeddedDriver = new org.apache.derby.jdbc.EmbeddedDriver();

DriverManager.registerDriver(derbyEmbeddedDriver);

// Prepare the connection URL
String dbURL = "jdbc:derby:beginningJavaDB;create=true";

Connection conn = null;

try {
conn = DriverManager.getConnection(dbURL, "root", "chanda");
System.out.println("Connected to database successfully");
// Perform database activities here...

}
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catch(SQLException e) {
e.printStackTrace();

}
finally {
if (conn != null) {
try {
// Close the connection
conn.close();
}
catch (SQLException e) {
e.printStackTrace();
}
}
}

The Connection interface inherits from the java.lang.AutoCloseable interface. That means you can also use
atry-with-resources block to obtain a Connection that will be automatically closed when the control exits the try
block. You can rewrite the above code using a try-with-resources block as follows:

// Register the JDBC driver
Driver derbyEmbeddedDriver = new org.apache.derby.jdbc.EmbeddedDriver();
DriverManager.registerDriver(derbyEmbeddedDriver);

// Prepare the connection URL
String dbURL = "jdbc:derby:beginningJavaDB;create=true";

try (Connection conn = DriverManager.getConnection(dbURL, "root", "chanda")) {
System.out.println("Connected to database successfully");

// Perform database activities here...
}
catch (SQLException e) {

e.printStackTrace();
}

If you need to connect to any other database, you will need to change two things: the JDBC driver that you
register and the connection URL. Both the driver and the connection URL are DBMS-specific. Note the use of a
try-catch-finally block in the code. When you are done with a database connection, you need to close it by using
the close() method of the Connection object. The close() method of the Connection object throws a SQLException,
which forces you to use another try-catch block. In a typical Java program, you will not close a connection just after
connecting to a database. You will use the Connection object to perform some database activities, and then, you close
the connection.

Listing 6-1 contains the code for a JDBCUtil class, which you will use throughout this chapter to work with
database connections. All of its methods are static and they are used to establish and close a database connection,
close a Statement, close a ResultSet, commit a transaction, rollback a transaction, etc. I will discuss the Statement
and ResultSet objects later in this chapter.
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Listing 6-1. A Utility Class That Will be Used to Work With a Database

// IDBCUtil.java
package com.jdojo.jdbc;

import java.sql.Connection;
import java.sql.Driver;

import java.sql.DriverManager;
import java.sql.ResultSet;
import java.sql.SOLException;
import java.sql.Statement;

public class JDBCUtil {
public static Connection getConnection() throws SQLException {
// Register the Java DB embedded JDBC driver
Driver derbyEmbeddedDriver = new org.apache.derby.jdbc.EmbeddedDriver();
DriverManager.registerDriver(derbyEmbeddedDriver);

// Construct the connection URL

String dbURL = "jdbc:derby:beginningJavaDB;create=true;";
String userId = "root";

String password = "chanda";

// Get a connection
Connection conn = DriverManager.getConnection(dbURL, userId, password);

// Set the auto-commit off
conn.setAutoCommit(false);

return conn;

}
public static void closeConnection(Connection conn) {
try {
if (conn != null) {
conn.close();
}
}
catch (SQLException e) {
e.printStackTrace();
}
}
public static void closeStatement(Statement stmt) {
try {
if (stmt != null) {
stmt.close();
}
}
catch (SQLException e) {
e.printStackTrace();
}
}
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void closeResultSet(ResultSet rs) {
if (rs != null) {

rs.close();
}

(SQLException e) {
e.printStackTrace();

void commit(Connection conn) {
if (conn != null) {

conn.commit();
}

(SQLException e) {
e.printStackTrace();

void rollback(Connection conn) {

if (conn != null) {
conn.rollback();
}

(SQLException e) {
e.printStackTrace();

void main(String[] args) {

Connection conn = null;

try {
conn = JDBCUtil.getConnection();
System.out.println("Connetced to the database.");
}
catch (SQLException e) {
e.printStackTrace();
}
finally {
JDBCUtil.closeConnection(conn);
}

www.it-ebooks.info
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To connect to a database, you will use the JDBCUtil.getConnection() method. To close a connection, you will
use the JDBCUtil.closeConnection() method. The getConnection() method uses Java DB-specific JDBC driver class
and connection URL format. You must change the code in the getConnection() method, which will be specific to the
DBMS that you want to connect to. It is important to note that you must be able to run the JDBCUtil class and make
sure that you are able to connect to a DBMS successfully, before you can run other examples in this chapter.
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Tip One of the most common mistakes that beginners make is not including the JDBC driver’s Java classes (usually
a JAR/ZIP file) in the CLASSPATH. Make sure that you have your JDBC driver-related classes included in the CLASSPATH.
For example, include the derby. jar file in the CLASSPATH to use the Java DB embedded JDBC driver.

Setting the Auto-Commit Mode

When you connect to a database, the auto-commit property for the Connection object is set to true by default. If a
connection is in an auto-commit mode, a SQL statement is committed automatically after its successful execution.
If a connection is not in an auto-commit mode, you must call the commit () or rollback() method of the Connection
object to commit or rollback a transaction. Typically, you disable the auto-commit mode for a connection in a JDBC
application, so your application logic controls the final outcome of the transaction. To disable the auto-commit mode,
you need to call the setAutoCommit(false) on the Connection object after connection has been established.

If a connection URL allows you to set the auto-commit mode, you can also specify it as part of the connection URL.
You set the auto-commit mode of your connection in the JDBCUtil.getConnection() method to false after you get

a Connection object.

// Get a connection
Connection conn = DriverManager.getConnection(dbURL, userId, password);

// Set the auto-commit off
conn.setAutoCommit(false);

If you have enabled the auto-commit mode for your connection, you cannot use its commit() and rollback()
methods. Calling the commit() and rollback() methods on a Connection object, which has enabled the auto-commit
mode, throws an exception. JDBC also lets you use save points in a transaction, so that you can apply a partial rollback
to a transaction. I will have an example of using save points later in this chapter.

If the setAutoCommit () method is called to change the auto-commit mode of a connection in the middle
of a transaction, the transaction is committed at that time. Typically, you would set the auto-commit mode of a
connection just after connecting to the database.

Committing and Rolling Back Transactions

If the auto-commit mode is disabled for a connection, you can use the commit () or rollback() method to commit or
rollback a transaction. A typical pseudo code in a JDBC application that performs a database transaction is as shown:

Connection conn = get a connection;

// Disable auto-commit mode
conn.setAutoCommit(false);

// Perform database transaction activities here
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IF transaction is successful THEN
conn.commit(); // Commit the transaction

ELSE

conn.rollback(); // Rollback the transaction
END IF
conn.close(); // Close the connection

The error handling code is not shown. Typically, a try-catch or try-catch-finally block replaces the
IF statement shown above.

Transaction Isolation Level

In a multi-user database, you will often come across the following two terms:
e Data concurrency
e  Data consistency

Data concurrency refers to the ability of multiple users to use the same data concurrently. Data consistency refers
to the accuracy of the data that is maintained when multiple users are manipulating the data concurrently. As the
data concurrency increases (i.e. more users work on the same data), care must be taken to maintain a desired level of
data consistency. A database maintains data consistency using locks and by isolating one transaction from another.
How much a transaction is isolated from another transaction depends on the desired level of data consistency. Let’s
look at three phenomena where data consistency may be compromised in a multi-user environment where multiple
concurrent transactions are supported.

Dirty Read

In a dirty read, a transaction reads uncommitted data from another transaction. Consider the following sequence of
steps, which results in inconsistent data because of a dirty read:

e Transaction A inserts a new row in a table and it has not committed it yet.
e Transaction B reads the uncommitted row inserted by the transaction A.
e Transaction A rollbacks the changes.

e  Atthis point, transaction B is left with data for a row that does not exist.

Non-Repeatable Read

In a non-repeatable read, when a transaction re-reads the data, it finds that the data has been modified by another
transaction that has been already committed. Consider the following sequence of steps, which results in inconsistent
data because of a non-repeatable read:

e  Transaction A reads a row.
e Transaction B modifies or deletes the same row and commits the changes.

e Transaction A re-reads the same row and finds that the row has been modified or deleted.
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Phantom Read

In a phantom read, when a transaction re-executes the same query, it finds more data that satisfies the query.
Consider the following sequence of steps, which results in inconsistent data, because of a phantom read:

e Transaction A executes a query (say Q) and finds X number of rows matching the query.
e Transaction B inserts some rows that satisfy the query Q criteria and commits.

e Transaction A re-executes the same query (Q) and finds Y number of rows (Y > X) matching
the query.

Note that the difference between a non-repeatable read and a phantom read is that the former finds that the rows
have changed between reads and the latter finds that there are more rows matching the same query.

The ANSI SQL-92 standard defines four transaction isolation levels in terms of the above-described three
situations for data consistency. Each isolation level defines what kinds of data inconsistencies are allowed, or not
allowed. The four transaction isolation levels are as follows:

e  Read Uncommitted
e  Read Committed

e Repeatable Read

e  Serializable

Table 6-3 shows the four isolation levels and the three permitted situations. It is up to a DBMS to decide how they
implement these isolation levels. A DBMS may offer additional isolation levels. A DBMS may implement the same
isolation level a little differently. Please consult your DBMS documentation for more details about the isolation levels
that your DBMS supports.

Table 6-3. Four Isolation Levels Defined by ANSI SQL-92

Isolation Level Dirty Read Non-Repeatable Read Phantom Read
Read Uncommitted Permitted Permitted Permitted
Read Committed Not Permitted Permitted Permitted
Repeatable Read Not Permitted Not Permitted Permitted
Serializable Not Permitted Not Permitted Not Permitted

Java defines the following four constants in the Connection interface that correspond to the four isolation levels
defined by the ANSI SQL-92 standard:

e  TRANSACTION_READ UNCOMMITTED
e  TRANSACTION_READ COMMITTED

e  TRANSACTION_REPEATABLE_READ
e  TRANSACTION_SERIALIZABLE

You can set the isolation level of a transaction for a database connection using the
setTransactionIsolation(int level) method of the Connection interface.
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// Get a Connection object
Connection conn = get a connection object...;

// Set the transaction isolation level to read committed
conn.setTransactionIsolation(Connection.TRANSACTION READ COMMITTED);

You can use the getTransactionIsolation() method of the Connection interface to get the current setting for
the transaction isolation level for the connection. The default transaction isolation level is JDBC driver-dependent.
You can also use the following three methods of the DatabaseMetaData interface to get more insight about the
transaction isolation levels supported by a DBMS. The method names are self-explanatory.

e int getDefaultTransactionIsolation() throws SQLException
e boolean supportsTransactions() throws SQLException
e boolean supportsTransactionIsolationLevel(int level) throws SQLException

The Connection interface defines a TRANSACTION_NONE constant to indicate that a JDBC driver does not support
transactions and it is not a JDBC-compliant driver. This constant is not used with the setTransactionIsolation()
method. The getTransactionIsolation() method may return this constant. You can change the transaction isolation
for a Connection object any time. However, the effect of changing the transaction isolation of a connection is JDBC
driver-dependent if it is changed when a transaction is in progress.

JDBC-Types-to-Java-Types Mapping

The JDBC API allows you to access and manipulate data stored in a database in a Java environment. The database
uses its own data types, whereas Java uses its own. Table 6-4 lists the mappings between JDBC data types and Java
data types.

Table 6-4. Data Types Mapping Between JDBC and Java

JDBC Type Java Type

ARRAY java.sql.Array
BIGINT long

BINARY byte[]

BIT boolean

BLOB java.sql.Blob
BOOLEAN boolean

CHAR String

CLOB java.sql.Clob
DATALINK java.net.URL

DATE java.sql.Date

DATE java.time.LocalDate
DECIMAL java.math.BigDecimal
DISTINCT Mapping of underlying type

(continued)
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Table 6-4. (continued)

JDBC Type Java Type

DOUBLE double

FLOAT double

INTEGER int

JAVA_OBJECT underlying Java class
LONGNVARCHAR String
LONGVARBINARY byte[]

LONGVARCHAR String

NCHAR String

NCLOB java.sql.NClob
NUMERIC java.math.BigDecimal
NVARCHAR String

REAL float

REF java.sql.Ref
REF_CURSOR Java.sql.ResultSet
ROWID java.sql.RowId
SMALLINT short

SQLXML java.sql.SQLXML
STRUCT java.sql.Struct
TIME java.sql.Time

TIME java.time.LocalTime

TIME_WITH_TIMEZONE
TIMESTAMP

TIMESTAMP_WITH TIMEZONE

java.time.OffsetTime

java.sql.Timestamp

java.time.OffsetDateTime

TINVINT byte
VARBINARY byte[]
VARCHAR String

Java 8 added the JDBC types named REF_CURSOR, TIME_WITH_TIMEZONE, and TIMESTAMP_WITH_TIMEZONE. Prior to
Java 8, you could work with date, time, and timestamp JDBC types using the Date, Time, and Timestamp classes in the
java.sql package. In Java 8, the date- and time-related JDBC types have also been mapped to the new date and time
classes in the java.time package. For example, you can use a java.sql.Date or a java.time.LocalDate object for the
DATE JDBC type. If you are using the date- and time-related objects from the java.time package for a JDBC DATE type,
you will need to use them as objects and use methods like getObject() and setObject() to get and set their values.
Several methods have been added in the Date, Time, and Timestamp classes in the java.sql package to facilitate
conversion between SQL dates/times and new dates/times in the java.time package.
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Tip At the time of this writing, there is no support for new JDBC types in the JDBC drivers offered by Java DB and
Oracle DBMSs.

All values listed in the JDBC Type column are defined as constants in the Types class. Java 8 added a new enum
type called JDBCType that contains constants with the same name as the constants in the Types class. The JDBCType
enum inherits from the SQLType interface that was also added in Java 8. When a data types expected in a method’s
argument, you will see the argument’s type as int in old methods and you will need to pass one of the constants in the
Type class. Java 8 has overloaded some these methods to use the JDBCType enum instead. Whenever possible, use the
constants in the JDBCType enum for the data types for type safety.

If you have to refer to a JDBC type in your Java code, you need to use the corresponding constant from the
Types class. For example, suppose you need to set a null value for a parameter in a PreparedStatement object.

The parameter type is of int type. The PreparedStatement interface provides a setNull() method as follows:

e void setNull(int parameterIndex, int sqlType) throws SQLException

The second parameter to the setNull() method accepts sq1lType, which is the JDBC data type and is defined by
the constants in the java.sql.Types class. Suppose the index of the parameter in PreparedStatement is 2. You will
call the setNull() method as shown:

myPreparedStmt.setNull(2, java.sql.Types.INTEGER);

This table also tells you about the type of the Java variables you need to use to read data from a database. Suppose
a column is declared varchar(20) in a database table. Table 6-4 maps the JDBC VARCHAR data type to the Java String
type. It means that you need to use a String reference type variable in your Java program to hold the value of a
VARCHAR type in the database. Suppose you are reading the value of a first_name column from a database table using
aResultSet object, which is declared as varchar(20). Your code would be similar to the following code:

String firstName = myResultSet.getString("first name");

The mapping shown in this table is used throughout this chapter when you get, set, or update values that cross a
JDBC-JAVA boundary. You will be using three sets of methods while working with data in JDBC programs: getXxx(),
setXxx (), and updateXxx(), where Xxx indicates a data type such as int, String, Date, etc. These methods are found
in many interfaces that are used in this chapter such as PreparedStatement, ResultSet, etc.

A getXxx() method is used to read data from a JDBC environment to a Java program. A setXxx() method is used
to set a value in a Java program that will finally be passed to a JDBC environment. An updateXxx () method is used
to update a data element that was retrieved from a JDBC environment and the updated value will be passed again to
aJDBC environment. For example, you use getInt(), setInt(), and updateInt() to read, set, and update a value
that is of type INTEGER in a database and is represented as int data type in Java code. You can use the getObject(),
setObject(), and updateObject() methods to work with all data types provided the supplied arguments to the
method are assignment compatible with the actual data types. Wherever possible, an implicit data type conversion
is performed internally by the JDBC API. For example, if a JDBC type maps to a short type in Java, you can use the
getShort () method to read its value. If you use the getInt() method to read a short value, the short value is implicitly
converted to int. Another example of this is to read a JDBC INTEGER value using a getString() method. Suppose you
want to read the value of an INTEGER type column, person_id, from a result set. You can use either of the following two
statements. The JDBC driver will perform implicit conversion from int to String in the second statement.

int personIdInt = myResultSet.getInt("person_id");
String personldStr = myResultSet.getString("person id");

411

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 6 © JDBC API

Knowing About the Database

The same database feature may be supported differently, or not supported at all, by different DBMSs. Sometimes a
JDBC driver may implement a wrapper around the feature supported by the underlying DBMS. An instance of the
DatabaseMetaData interface gives you detailed information about the features supported by a DBMS through the
JDBC driver. The JDBC driver vendor supplies the implementation class for the DatabaseMetaData interface. You can
get a DatabaseMetaData object using the getMetaData() method of the Connection object as shown:

Connection conn = JDBCUtil.getConnection();

// Get DatabaseMetaData object
DatabaseMetaData dbmd = conn.getMetaData();

Listing 6-2 contains the complete code that prints some pieces of information about the database you are
connected to. The output shows the database information about the Java DB, supported features, and JDBC driver.
You may get a different output.

Listing 6-2. Using a DatabaseMetaData Object to Know About a DBMS

// DatabaseMetaDataTest.java
package com.jdojo.jdbc;

import java.sql.Connection;
import java.sql.SQLException;
import java.sql.DatabaseMetaData;

public class DatabaseMetaDataTest {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();

// Get DatabaseMetaData object
DatabaseMetaData dbmd = conn.getMetaData();

System.out.println("About the database...");

String dbName = dbmd.getDatabaseProductName();
String dbVersion = dbmd.getDatabaseProductVersion();
String dbURL = dbmd.getURL();
System.out.println("Database Name:" + dbName);
System.out.println("Database Version:" + dbVersion);
System.out.println("Database URL:" + dbURL);

System.out.printf("%nAbout IDBC driver...%n");

String driverName = dbmd.getDriverName();

String driverVersion = dbmd.getDriverVersion();
System.out.println("Driver Name:" + driverName);
System.out.println("Driver Version:" + driverVersion);
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System.out.printf("%nAbout supported features...%n");
boolean ansi92BiEntry = dbmd.supportsANSI92EntryLevelSQL();
boolean ansi92Intermediate =

dbmd. supportsANSI92IntermediateSQL();
boolean ansi92Full = dbmd.supportsANSI92FullSQL();
boolean supportsBatchUpdates = dbmd.supportsBatchUpdates();
System.out.println("Supports Entry Level ANSI92 SQL:" +

ansi92BiEntry);
System.out.println("Supports Intermediate Level ANSI92 SQL:" +
ansi92Intermediate);
System.out.println("Supports Full Level ANSI92 SQL:" +
ansi92Full);

System.out.println("Supports batch updates:" +
supportsBatchUpdates);
}
catch (SQLException e) {
e.printStackTrace();

}

finally {
JDBCUtil.closeConnection(conn);

}

About the database...

Database Name:Apache Derby

Database Version:10.10.1.3 - (1557168)
Database URL:jdbc:derby:beginninglavaDB

About JDBC driver...
Driver Name:Apache Derby Embedded IDBC Driver
Driver Version:10.10.1.3 - (1557168)

About supported features...

Supports Entry Level ANSI92 SQL:true
Supports Intermediate Level ANSI92 SQL:false
Supports Full Level ANSI92 SQL:false
Supports batch updates:true

The DatabaseMetaData interface has many methods. Please refer to the API documentation on this interface for
more details. Typically, a tool uses this interface to present the user with features supported by a DBMS. If you are
working on a JDBC project that may use different DBMS and JDBC drivers, you will need to use a DatabaseMetaData
object, so you can inform the user at runtime what features your application will support based on the JDBC driver
and the DBMS they use.
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Executing SQL Statements

You can execute different types of SQL statements using a JDBC driver. Based on the type of work that a SQL statement
performs in a DBMS, it can be categorized as follows:

e A Data Definition Language (DDL) Statement: Examples of DDL statements are CREATE
TABLE, ALTER TABLE, etc.

e A Data Manipulation Language (DML) Statement: Examples of DML statements are SELECT,
INSERT, UPDATE, DELETE, etc.

e AData Control Language (DCL) Statement: Examples of DCL statements are GRANT
and REVOKE.

¢ A Transaction Control Language (TCL) Statement: Example of TCL statements are COMMIT,
ROLLBACK, SAVEPOINT, etc.

You can execute DDL, DML, and DCL statements using different types of JDBC statement objects. An instance
of the Statement interface represents a SQL statement in a Java program. You can execute TCL statements using the
methods of a Connection object.

Java uses three different interfaces to represent SQL statements in different formats:

e Statement
e PreparedStatement
e (CallableStatement

The PreparedStatement interface inherits from the Statement interface and the CallableStatement interface
inherits from the PreparedStatement interface. You need not worry about the implementation details of these
interfaces at all. The vendor of the JDBC driver will supply the implementation classes for these interfaces. You just
need to know which method to call on a Connection object to get a specific type of the Statement object.

If you have a SQL statement in the form of a string, you can use a Statement object to execute it. The SQL
statement may or may not return a result set. Typically, a SELECT statement returns a result set with zero or more
records. The SQL statements in the string format are compiled each time they are executed.

You can use a PreparedStatement, if you want to precompile a SQL statement once and execute it multiple times.
It lets you specify a SQL statement in the form of a string that uses placeholders. You need to supply the values of the
placeholders before you execute the statement. Using a PreparedStatement object is preferred over using a Statement
object for the following three reasons:

e The SQL statement in a string form may be subject to hackers attack using a SQL injection
technique. Consider a trivial example of a SQL injection as shown in the following code for a
getSOL() method:

public String getSQL(String personID) {
String SQL = "select * from person " +
"where person_id = " + personld;
return SQL;

}

e The method accepts a personId and returns a SELECT statement. If this method is called as
getSQL("101"), you do not have any problems. You will get a SQL statement as shown:

select * from person where person id = 101
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e  This query will return a maximum of one record from the database assuming that person_id is

the primary key for the person table.

e  However, if this method is called as getSQL("101 or 1 = 1"), it will return a SELECT
statement as follows:

select * from person where person id = 101 or 1 = 1

e The above statement is dangerous to execute in a production database. It will return all
records from the person table to the client, which may pose a security risk. It may also degrade
the performance of the database server and/or application server, which may result in a denial

of service for other users.

e APreparedStatement constructs a SQL in a string format using placeholders. The above

SELECT statement will be written as follows:

String pSQL = "select * from person where person_id = ?";

e Note the use of the question mark in the statement. A question mark is used as a placeholder.

Its value is supplied later using a method of the PreparedStatement object. Using a
PreparedStatement eliminates the threat of a SQL injection.

e  The PreparedStatement improves the performance of your JDBC application by compiling a

statement once and executing it multiple times.

e APreparedStatement lets you use Java data types to supply values in a SQL statement instead
of using strings. For example, say you want to write a query to get person records whose birth

date is later than January 1, 1970. You may write a query as follows:

select * from person where dob > '1970-01-01'

e  However, this query will not execute properly in all databases. It assumes that a date literal
can be specified in the yyyy-mm-dd format. Different databases use different formats for a date

string literal. If you use a PreparedStatement, you can rewrite this query as shown:

select * from person where dob > ?

¢ Youcanusea java.sql.Date object to specify the value for the dob criterion and the JDBC

driver will take care of converting it into a DBMS-specific value of the date data type.

JDBCAPI

You can use a CallableStatement object to execute a database-stored procedure or function in a database.

The stored procedure may return result sets.
Let’s look at the three types of Statement objects one at a time in subsequent sections.

Results of Executing a SQL Statement

When you execute a SQL statement, the DBMS may return zero or more results. The results may include update

counts (number of records affected in the database) or result sets (a group of records).

When you execute a SELECT statement, it returns a result set. When you execute an UPDATE or DELETE statement,

it returns an update count, which is the number of records affected in the database by the SQL.

When you execute a stored procedure, it may return multiple update counts as well as multiple result sets. When
there is a possibility of mixed results of update counts and result sets being returned from a SQL execution, it becomes
trickier to process the results. A JDBC driver will let you get to the results in the order they were returned from the
database. Please refer to the “Handling Multiple Results from a Statement” section later in this chapter for a complete

discussion and examples of how to process multiple result sets and update counts.
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Using the Statement Interface

You can use a Statement to execute any kind of SQL statement, provided the SQL statement is supported by the
JDBC driver and the DBMS. Typically, you use one of its three methods called execute(), executeUpdate(), and
executeQuery() to execute a SQL statement. These methods are overloaded. The following is a list of one of their
versions that accept a SQL statement as a string:

e boolean execute(String SQL) throws SQLException
e int executeUpdate(String SOL) throws SQLException
e ResultSet executeQuery(String SQL) throws SQLException

Before I discuss which one the three methods of a Statement object to use in the code, here are the steps to
execute a SQL statement using a Statement object:

1. Geta connection object.
Connection conn = JDBCUtil.getConnection();

2. Create a Statement object using the createStatement () method of the Connection
object.

Statement stmt = conn.createStatement();

3. Execute one or more SQL statements by calling one of the three methods of the
Statement object.

// Increase everyone's income by 10%
String sql = "update person set income = income * 1.1";
int rowsUpdated = stmt.executeUpdate(sql);

// Execute other SQL statements using stmt
4. Close the Statement object to release the resources.
stmt.close();
5. Commit the transaction.
conn.commit();

The execute() method in the Statement interface is a general-purpose method that you can use to execute any
types of SQL statements. Typically, it is used to execute a SQL statement that does not return a result set, such as a
DDL statement like CREATE TABLE. The returned value from the execute () method indicates the status of the returned
result set. If the first result is a ResultSet object, it returns true. It returns false if the first result is an update count or
no result is returned from the DBMS.

The executeUpdate() method is used to execute a SQL statement that updates the data in the database such as
INSERT, UPDATE and DELETE statements. It returns the number of rows affected in the database by the execution of the
statement. You may use this method to execute other kinds of SQL statements, such as a CREATE TABLE statement,
which do not return anything. The method returns zero when the SQL statement does not return anything. You should
not use this method to execute a SELECT statement.
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Tip Java 8 has added a executelLargeUpdate() method that works the same as the executeUpdate() method,
except that it returns a long instead of an int. Use this method when you expect the update count to exceed
Integer.MAX_VALUE.

The executeQuery () method is especially designed to execute a SQL statement that produces one and only one
result set. It is best suited for executing a SELECT statement. Although you can execute a stored procedure, which
produces a result set, using this method of the Statement interface, you should instead use the specially designed
CallableStatement interface’s execute() method to execute a stored procedure.

A Statement object executes a SQL statement stored in a string. Databases have their own data types. How do you
pass everything in a string format? Sometimes you may need to use some objects in a SQL statement that may not be
expressed in a string format such as a binary large object. You can use a PreparedStatement to have more control over
preparing a SQL statement, which cannot be expressed in a string format.

Most commonly, you will encounter problems in expressing date, time, and timestamp values in a string format.
Suppose you want to increase the income of all persons by 20% whose date of birth is greater than January 25, 1970.
Your update statement may look like the one shown:

String sql = "update person " +
"set income = income * 1.2 " +
"where dob > '1970-01-25"";

Not all DBMSs will recognize '1970-01-25" as a date. JDBC defines escape sequences for the date, time, and
timestamp data types. It is of the form

{<type> '<value>'}

Table 6-5 lists the format and examples for date, time and timestamp escape sequences that you need to use in
your SQL strings. A JDBC driver will convert the escape sequences in a format, which is appropriate for the database.
You can rewrite the above update statement using a date escape sequence as follows:

String sql = "update person " +
"set income = income * 1.2 " +
"where dob > {d '1970-01-25"}";

Table 6-5. JDBC Escape Sequences for Date, Time, and Timestamp Data Types

Data Type <type> <value> format Example

Date d yyyy-mm-dd {d '1970-01-25"}

Time t hh:mm:ss {t '01:09:50'}

Timestamp ts yyyy-mm-dd hh:mm:ss.f... {ts '1970-01-25 01:09:50"}

The (.f...) partin a timestamp format is the fractional part of a second, which is optional.
yyyy - Four digits year

mm - Two digits month

dd - Two digits date

hh - Hour

mm - Minute

ss - Second

f - Fractional part of second
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Most of the examples in this chapter use the person table in the database. It is assumes that you have created
the person table in the database you are using. The generic definition of the person table is shown in Table 6-2. If you
have not created the table yet, you can run the program in Listing 6-3. The program uses the CREATE TABLE syntax for
Java DB. If you are using a DBMS other than Java DB, please change the syntax before running the program. It prints
the following message when the person table is created successfully:

Person table created.
If the person table already exists, the program prints the following error message for Java DB:
Table/View 'PERSON' already exists in Schema 'ROOT'.

The error message may be different for the DBMS other than Java DB, but it will convey the same meaning that
the person table already exists in the database.

Listing 6-3. Creating the person Table in the Database

// CreatePersonTable.java
package com.jdojo.jdbc;

import java.sql.Connection;
import java.sql.SQLException;
import java.sql.Statement;

public class CreatePersonTable {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();

// Create a SQL string

String SQL = "create table person ( " +
"person_id integer not null, " +
"first name varchar(20) not null, " +

"last_name varchar(20) not null, " +
"gender char(1) not null, " +

"dob date, " +

"income double," +

"primary key(person id))";

Statement stmt = null;

try {
stmt = conn.createStatement();
stmt.executeUpdate(SQL);

}

finally {
JDBCUtil.closeStatement(stmt);

}
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// Commit the transaction
JDBCUtil.commit(conn);

System.out.println("Person table created.");

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}

Listing 6-4 contains the complete code that inserts three records in the person table. Note that it uses utility
methods of the JDBCUt1il class (see Listing 6-1) to perform some of the activities such as getting a Connection object,
closing Statement object, committing/rolling back a transaction, etc. If you run the program in Listing 6-4 more than
once, it will print an error message stating that you are trying to insert duplicate key in the person table because you
have defined the person_id as the primary key in the table, and every time you run the program, it inserts the same
set of person_id values.

Listing 6-4. Executing a SQL INSERT Statement Using a Statement Object

// InsertPersonTest.java
package com.jdojo.jdbc;

import java.sql.Connection;
import java.sql.SQLException;
import java.sql.Statement;

public class InsertPersonTest {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();
// Insert 3 person records
insertPerson(conn, 101, "John", "Jacobs",
"M", "{d '1970-01-01'}", 60000);
insertPerson(conn, 102, "Donna", "Duncan",
"F", "{d '1960-01-01'}", 70000);
insertPerson(conn, 103, "Buddy", "Rice",
"M", "{d |1975_01_01|}u, 45000);
// Commit the transaction
JDBCUtil.commit(conn);
System.out.println("Inserted persons successfully.");
}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);
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finally {
JDBCUtil.closeConnection(conn);
}

}

public static void insertPerson(Connection conn, int personld,
String firstName, String lastName, String gender, String dob,
double income) throws SQLException {

// Create a SQL string

String SQL = "insert into person " +
"(person_id, first name, last name," +
" gender, dob, income) " +

"values " +
"(" + personld + ", " +

+ firstName + + ", "+

+ lastName + + ", "+
+ gender + "'" + ", " +
dob + ", " +

income + ")";

Statement stmt = null;

try {
stmt = conn.createStatement();
stmt.executeUpdate(SQL);

}

finally {
JDBCUtil.closeStatement(stmt);

}

You can execute any other SQL statements such as an UPDATE or DELETE statement using a Statement object. Listing 6-5

and Listing 6-6 demonstrate how to execute UPDATE and DELETE statements using a Statement object.

Listing 6-5. Executing a SQL UPDATE Statement Using a Statement Object

// UpdatePersonTest.java
package com.jdojo.jdbc;

import java.sql.Connection;
import java.sql.SQLException;
import java.sql.Statement;

public class UpdatePersonTest {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();

// Give everyone a 5% raise
giveRaise(conn, 5.0);
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// Commit the transaction
JDBCUtil.commit(conn);

System.out.println("Updated person records successfully.");
}
catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}

}

public static void giveRaise(Connection conn, double percentRaise)
throws SQLException {
String SQL = "update person " +
"set income = income + income * " + (percentRaise/100);

Statement stmt = null;

try {
stmt = conn.createStatement();
int updatedCount = stmt.executeUpdate(SQL);
// Print how many records were updated
System.out.println("Gave raise to " +

updatedCount + " person(s).");

}

finally {
JDBCUtil.closeStatement(stmt);

}

}

Listing 6-6. Executing a SQL DELETE Statement Using a Statement Object

// DeletePersonTest.java
package com.jdojo.jdbc;

import java.sql.Connection;
import java.sql.SQLException;
import java.sql.Statement;

public class DeletePersonTest {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();

// Delete the person with person_id = 101
deletePerson(conn, 101);
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// Commit the transaction
JDBCUtil.commit(conn);

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}

}

public static void deletePerson(Connection conn, int personld)
throws SQLException {
String SQL = "delete from person " +

"where person_id = " + personld;
Statement stmt = null;
try {
stmt = conn.createStatement();
int deletedCount = stmt.executeUpdate(SQL);
// Print how many persons were deleted
System.out.println("Deleted " +
deletedCount + " person(s).");
}
finally {
JDBCUtil.closeStatement(stmt);
}

Using the PreparedStatement Interface

The PreparedStatement interface inherits from the Statement interface. It is preferred over the Statement
interface to execute a SQL statement. It precompiles the SQL statement provided DBMS supports a SQL statement
precompilation. It reuses the precompiled SQL statement if the statement is executed multiple times. It lets you
prepare a SQL statement, which is in a string format, using placeholders for input parameters.

A question mark in a SQL string is a placeholder for an input parameter whose value will be supplied before the
statement is executed. Suppose you want to use a PreparedStatement to insert a record in the person table. Your SQL
statement in a string format would be as follows:

String sql = "insert into person " +
"(person_id, first name, last name, gender, dob, income) " +
"values " +
RGP PR PR PO PR O A

In this example, each of the six question marks is a placeholder for a value. The first question mark is a
placeholder for person_id, the second one for first_name, and so on. Each placeholder has an index. The first

placeholder in a SQL string is given an index of 1, the second placeholder an index of 2, and so on. Note that the index
of the placeholder starts at 1, not 0.
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You can create a PreparedStatement using the prepareStatement() method of the Connection object.
The prepareStatement () method is overloaded. In its simplest form, it accepts a SQL string as follows:

String sql = "your sql statement goes here";
Connection conn = JDBCUtil.getConnection();

// Obtain a PreparedStatement for the sql
PreparedStatement pstmt = conn.prepareStatement(sql);

The next step is to supply the values for the placeholders one-by-one using a setXxx () method of the
PreparedStatement interface, where Xxx is the data type of the placeholder. The setXxx() method accepts two
parameters: the first one is the index of the placeholder and the second one is the value for the placeholder.

The second argument for the setXxx() method must be compatible with Xxx, which is the data type of the placeholder.
If you want to set the values for the six placeholders for the INSERT statement to insert a record in the person table,
you do it as follows:

pstmt.setInt(1, 301); // person_id
pstmt.setString(2, "Tom"); // first name
pstmt.setString(3, "Baker"); // last name
pstmt.setString(4, "M"); // gender

/* Set dob as January 25, 1970. This time, you have a lot more control
on the data type. You need to use the java.sql.Date data type to set
the dob. You can use the valueOf() static method to get a java.sql.Date
object from a date in a string format

*/

java.sql.Date dob = java.sql.Date.valueOf("1970-01-25");

pstmt.setDate(5, dob); // dob
pstmt.setDouble(6, 45900); // income

Now it is time to send the SQL statement with the values for the placeholders to the database. You execute a SQL
statement in a PreparedStatement using one of its execute(), executeUpdate(), and executeQuery() methods.
These methods take no arguments. Recall that the Statement interface has the same methods, which take SQL strings
as their arguments. The PreparedStatement interface has added three methods with the same name, which take no
arguments, because it gets its SQL string when it is created.

// Execute the INSERT statement in pstmt
pstmt.executeUpdate();

How do you reuse a PreparedStatement? Simply repopulate the placeholder values and call one of its execute()
methods again. When you invoke the setXxx () method on a PreparedStatement object again, its previously set value
for the specified placeholder is overwritten with the new value. A PreparedStatement keeps holding the set values
for its placeholder even after it is executed. Therefore, if you want to set the same value for a placeholder for multiple
executions, you need to set the value for that placeholder only once. If you want to clear the values of all placeholders,
you can use the clearParameters() method of the PreparedStatement interface. The following snippet of code sets
the values for all six placeholders again, and executes the statement:

// Set new values for placeholder

pstmt.setInt(1, 401); // person_id
pstmt.setString(2, "Pam"); // first name
pstmt.setString(3, "Baker"); // last name
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pstmt.setString(4, "F"); // gender
pstmt.setDate(5, java.sql.Date.valueOf("1970-01-25")); // dob
pstmt.setDouble(6, 25900); // income

// Execute the INSERT statement in pstmt to insert another row
pstmt.executeUpdate();

When you are done with executing the statement in a PreparedStatement object, you need to close it using its
close() method.

// Close the PreparedStatement
pstmt.close();

Listing 6-7 demonstrates how to use a PreparedStatement object to execute an INSERT SQL statement. Note that
this example reuses the PreparedStatement to insert two records in the person table.

Listing 6-7. Using a PreparedStatement Object to Execute an INSERT Statement

// PreparedStatementTest.java
package com.jdojo.jdbc;

import java.sql.Connection;

import java.sql.Date;

import java.sql.PreparedStatement;
import java.sql.SQLException;
import java.sql.Types;

public class PreparedStatementTest {
public static void main(String[] args) {
Connection conn = null;
PreparedStatement pstmt = null;

try {
conn = JDBCUtil.getConnection();
pstmt = getInsertSQL(conn);
// Need to get dob in java.sql.Date object
Date dob = Date.valueOf("1970-01-01");
// Insert two person records
insertPerson(pstmt, 401, "Sara", "Jain", "F", dob, 0.0);
insertPerson(pstmt, 501, "Su", "Chi", "F", null, 10000.0);
// Commit the transaction
JDBCUtil.commit(conn);
System.out.println("Updated person records successfully.");
}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);
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finally {
JDBCUtil.closeStatement(pstmt);
JDBCUtil.closeConnection(conn);

}

public static void insertPerson(PreparedStatement pstmt,
int personld, String firstName, String lastName,
String gender, Date dob, double income) throws SQLException {
// Set all the input parameters
pstmt.setInt(1, personld);
pstmt.setString(2, firstName);
pstmt.setString(3, lastName);
pstmt.setString(4, gender);

// Set the dob value properly if it is null
if (dob == null) {

pstmt.setNull(5, Types.DATE);
}

else {
pstmt.setDate(5, dob);
}

pstmt.setDouble(6, income);

// Execute the statement
pstmt.executeUpdate();

}

public static PreparedStatement getInsertSQL(Connection conn)
throws SQLException {

String SOL = "insert into person " +
"(person_id, first name, last name, gender, dob, income) " +
"values " +
"(?J -?) ?) ?) ?; ?)";

PreparedStatement pstmt = conn.prepareStatement(SQL);

return pstmt;

CallableStatement Interface

The CallableStatement interface inherits from the PreparedStatement interface. It is used to call a SQL stored
procedure or a function in a database. You can also call a stored procedure or a function using the Statement object.
However, using a CallableStatement is the preferred way.

The JDBC API makes it possible to call SQL stored procedures and functions using a standard syntax.
To execute a stored procedure, a different DBMS may use a different syntax. If you are using the JDBC API to call a
stored procedure, you need to learn only one standard way to execute stored procedures in all DBMSs. The JDBC
specification defines an escape sequence for stored procedures/functions to execute them in a database.
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To find out if your DBMS supports stored procedures, you can call the supportsStoredProcedures() method
of a DatabaseMetaData object. It returns true if the DBMS supports stored procedures. A JDBC driver may let you
call a DBMS function using the same syntax. To know if you can call a DBMS function using the same syntax, use
the supportsStoredFunctionsUsingCallSyntax() method of a DatabaseMetaData object. If it returns true, you can
use the same syntax to call a database function. From here on, I will use the phrase “stored procedure” to mean both
database stored procedures and functions.

The general syntax for calling a stored procedure is as follows:

{? = call <procedure_name>(paraml, param2, param3, ...)}

The call to a stored procedure is placed within braces ({}). The first question mark is a placeholder for the return
value from the stored procedure. The placeholder for the return value is followed by = call. If the stored procedure does
not return a value, the ? = part is omitted. <procedure_name> is the name of a stored procedure. If the stored procedure
accepts any parameters, the list of parameters is enclosed in parentheses after the procedure name. If a stored procedure
does not accept any parameters, the opening parenthesis, parameter lists, and closing parenthesis after <procedure_name>
are omitted. Table 6-6 lists some examples using the general syntax for calling stored procedures.

Table 6-6. Examples of Using Stored Procedure Escape Syntax for Calling Database Stored Procedures

Stored Procedure Description The Syntax to Call the Stored Procedure

Accepts no parameters {call <procedure name>}
Returns no value

Accepts two IN parameters {call <procedure name>(?, ?)}
Returns no value

Accepts two IN and one OUT parameters {call <procedure name>(?, ?, ?)}
Returns no value

Accepts no parameters {? = call <procedure_name>}

Returns a value

Accepts two IN parameters {?
Returns a value

call <procedure name>(?, ?)}

Accepts two IN and one OUT parameters {? = call <procedure name>(?, ?, ?)}

Returns a value

A stored procedure may accept different type of parameters: IN, OUT, and INOUT. You can use placeholders
(question marks) for all types of parameters. You cannot distinguish the type of parameters by just looking at a SQL
string that uses placeholders. It is up to you to know which placeholder is of type IN, OUT, or INOUT parameter, and
treat them accordingly. The next three sections will describe how to treat IN, OUT and INOUT parameter types in a
CallableStatement.

Using IN Parameters

An IN parameter type means that caller has to pass a value for that parameter when it calls the stored procedure.
Before executing a CallableStatement, you must call one of the setXxx () methods to set the value for all IN type
parameters. Otherwise, you will get an error when you try to execute a CallableStatement with some IN parameters
not set.
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Suppose there are two IN parameters in a SQL statement and their placeholders are atindex 1 and index 2.
The IN parameter at index 1 is of int type and at index 2 is of double type. Your code logic would resemble the
code shown:

CallableStatement cstmt = prepare the call...;

// Set the value of the IN parameter at index 1
cstmt.setInt(1, 101);

// Set the value of the IN parameter at index 2
cstmt.setDouble(2, 22.56);

// Execute the statement here

Using OUT Parameters

An OUT parameter type means that the caller has to pass a placeholder to the stored procedure for that parameter
and the stored procedure will set the value, which the caller can read after the stored procedure has finished executing.
Before executing a CallableStatement, you must register an OUT parameter by calling the registerOutParameter
(int placeholderIndex, int sqlType) or the registerOutParameter(int parameterIndex, java.sql.SQLType
sqlType) method of the CallableStatement interface. After executing the stored procedure, you need to use one of
the getXxx() methods to read the value of the OUT parameter.

Suppose there is an OUT parameter in a SQL statement that is at index 2 and it is of type double. Here is how you
would register it and read its value:

CallableStatement cstmt = prepare the call...;

// Register the OUT parameter at index 2
cstmt.registerOutParameter(2, java.sql.Types.DOUBLE);

// Execute the statement here

// Read the value of the OUT parameter
double outParamValue = cstmt.getDouble(2);

Using INOUT Parameters

An INOUT parameter works as a combination of IN and OUT parameter types. The caller can pass a value to the stored
procedure using an INOUT parameter type. The stored procedure changes the value of the INOUT parameter during

its execution and the caller can read the value set by the stored procedure after the stored procedure has finished
executing. You must register the INOUT parameter using the registerOutParameter(int placeholderIndex,

int sqlType) or the registerOutParameter(int parameterIndex, java.sql.SQLType sqlType) method of the
CallableStatement interface before executing the stored procedure. You need to use one of the setXxx () methods of
the CallableStatement interface to set the value for an INOUT parameter. After a stored procedure has been executed,
you need to use one of the getXxx() methods of the CallableStatement interface to read the value passed back from
the stored procedure.
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Suppose there is an INOUT parameter in a SQL statement that is at index 1 and it is of type double. Here is how you
would register it, pass a value in it, and read its value:

CallableStatement cstmt = prepare the call...;

// Register the INOUT parameter at index 1
cstmt.registerOutParameter(1, java.sql.Types.DOUBLE);

// Set a value of 55.78 for the INOUT parameter
cstmt.setDouble(1, 55.78);

// Execute the statement here

// Read the value of the INOUT parameter
double inOutParamValue = cstmt.getDouble(1);

Return Parameter is OUT Parameter Type

If a stored procedure returns a value and you want to capture the returned value, its placeholder (the first question
mark) must be registered as an OUT parameter using the registerOutParameter() method of the CallableStatement
interface. If a return value placeholder is present in the call syntax, it is always the first OUT parameter and you need to
use 1 as its index in the registerOutParameter() and getXxx() methods

Executing a CallableStatement

Before you execute a stored procedure, you need to prepare a CallableStatement by calling the prepareCall()
method of the Connection object. The prepareCall () method accepts a SQL string as a parameter. The following
snippet of code shows how to prepare a CallableStatement:

Connection conn = JDBCUtil.getConnection();
String SQL = "{call myProcedure}";
CallableStatement cstmt = conn.prepareCall(SQOL);

The CallableStatement interface does not add any new methods to execute a SQL statement. To execute the
SQL statement, you need to call one of the following three methods with no parameters. All three methods are
inherited from the PreparedStatement interface.

e execute()
e executeUpdate()
e executeQuery()

The method you need to use to execute a SQL statement in a CallableStatement object depends on what is
returned from the execution of the stored procedure.

e Ifitreturns mixed results (result sets and update counts), use the execute() method.
e Ifitreturns an update count, use the executeUpdate () method.
e Ifitreturns a ResultSet, use the executeQuery() method.

Let’s look at some examples of calling a stored procedure with different types of parameters and with/without a
return value.
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Example #1

Stored Procedure: process_salary
Comments: It accepts no parameters and returns no value

Connection conn = JDBCUtil.getConnection();
String sql = "{call process_salary}";
CallableStatement cstmt = conn.prepareCall(sql);
cstmt.execute();

Example #2

Stored Procedure: give raise(integer person_id IN, double raise IN)
Comments: It accepts two IN parameters and does not return any value.

Connection conn = JDBCUtil.getConnection();
String sql = "{call give raise(?, ?)}";
CallableStatement cstmt = conn.prepareCall(sql);

// Set the value for person_id parameter at index 1
cstmt.setInt(1, 101);

// Set the value for raise parameter at index 2
cstmt.setDouble(2, 4.5);

// Execute the stored procedure
cstmt.execute();

Example #3

Stored Procedure: get_employee count(integer dept id IN) RETURNS integer
Comments: It accepts an IN parameter and returns an integer value.

Connection conn = JDBCUtil.getConnection();
String sql = "{? = call get employee count(?)}";
CallableStatement cstmt = conn.prepareCall(sql);

// Register the first placeholder - the return value as an OUT parameter
cstmt.registerOutParameter(1, java.sql.Types.INTEGER);

// Set the value for dept_id parameter at index 2
cstmt.setInt(2, 1001);

// Execute the stored procedure
cstmt.execute();

// Read the returned value - our first OUT parameter has an index of 1
int employeeCount = cstmt.getInt(1);

System.out.println("Employee Count is " + employeeCount);
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Example #4

Stored Procedure: give_raise(person_id int IN, raise double IN, old income double OUT, new_income
double OUT)
Comments: It accepts two IN parameters and two OUT parameters.

Connection conn = JDBCUtil.getConnection();
String sql = "{call give raise(?, ?, ?, 2)}";

CallableStatement cstmt = conn.prepareCall(sql);

// Register the OUT parameters: old income(index 3), new_income(index 4)
cstmt.registerOutParameter(3, Types.DOUBLE);
cstmt.registerOutParameter(4, Types.DOUBLE);

// Set values for person_id at index 1 and for raise at index 2
cstmt.setInt(1, 1001);
cstmt.setDouble(2, 4.5);

// Execute the stored procedure
cstmt.execute();

// Read the values of the OUT parameters old income(index 3)
// and new_income (index 4)

double oldIncome = cstmt.getDouble(3);

double newIncome = cstmt.getDouble(4);
System.out.println("0ld Income:" + oldIncome);
System.out.println("New Income:" + newIncome);

Tip You can pass the value for an IN parameter using a literal value or a placeholder. If you use a placeholder for
an IN parameter, you will need to use the setXxx() method to set its value before executing the stored procedure. It is
preferred to use a placeholder for an IN parameter and use a setXxx() to set its value. For example, suppose a stored
procedure, process_person(integer person_id IN), accepts an IN type parameter. You can prepare the call syntax
as "{call process_person(1001)}" or "{call process person(?)}".In the latter case, you will need to use the
setInt(1, 1001) method to set the value for the person_id parameter.

Let’s discuss an example in which you create a stored procedure in a database and call it using a CallableStatement
in a Java program. You create a stored procedure named give_raise. It accepts two IN parameters called person_id and
raise. It accepts two OUT parameters to pass back the old and new values of the income for a person_id. If the person’s
income is null, it sets the income to 20000. If a person is not found, it passes back null in both OUT parameters.

The following are the SQL scripts for give_raise procedure for some DBMSs. You need to run the script for your
DBMS before you can run the program in Listing 6-9. If you do not find a script for the DBMS you are using, you can
easily write the code for your DBMS by looking at the code in this table for any DBMS whose syntax looks familiar to
you. You will see an example of a stored procedure that generates a result set later in this chapter.
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Adaptive Server Anywhere Database

create procedure give raise(IN @person_id integer, IN @raise double,

OUT @old_income double, OUT @new_income double)
begin
select @old_income = null, @new_income = null;

if exists(select null from person where person_id = @person_id) then
select income into @old_income
from person
where person_id = @person_id;

if @old_income is null then

select 20000.00 into @new_income;
else

select @old income * (1 + @raise/100) into @new_income;
end if;

update person
set income = @new_income
where person_id = @person_id;
end if;
end;

MySQL Database

DELIMITER $$
DROP PROCEDURE IF EXISTS give raise $$

CREATE PROCEDURE give raise(in person_id param int, in raise double,
out old income double, out new_income double)
BEGIN

set old_income = null, new_income = null;

if exists(select null from person where person_id=person_id param) then
select income into old_income
from person
where person_id = person_id param;

if old_income is null then

select 20000.00 into new_income;
else

select old income * (1 + raise/100) into new_income;
end if;

update person

set income = new_income
where person_id = person_id_param;
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end if;
END $$

DELIMITER ;

Oracle Database

create or replace procedure give raise(person id param number,
raise_param number,
old_income out number,
new_income out number)

is

person_count number;
begin

old income := null;
new_income := null;

select count(*)
into person_count
from person
where person_id = person_id param;

if person_count = 1 then
select income into old_income
from person
where person_id = person_id param;

if old_income is null then
new_income := 20000.00;

else
new_income :

end if;

update person
set income = new_income

where person_id = person_id_param;

end if;

old income * (1 + raise param/100) ;

end give raise;

SQL Server Database

-- Drop stored procedure if it already exists
IF EXISTS (
SELECT *
FROM INFORMATION SCHEMA.ROUTINES
WHERE SPECIFIC_SCHEMA = N'dbo'
AND SPECIFIC_NAME = N'give raise'
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DROP PROCEDURE dbo.give raise

GO

CREATE PROCEDURE dbo.give raise

@person_id int,
@raise decimal(s, 2),

@old_income decimal(10, 2) OUTPUT,
@new_income decimal(10, 2) OUTPUT

AS
BEGIN

END;
GO

SET NOCOUNT OFF
SELECT @old_income = null, @new_income = null;

IF EXISTS (SELECT null FROM person WHERE person id = @person_id)
BEGIN
SELECT @old_income = income
FROM person
WHERE person_id = @person_id;

IF @old_income is null
SELECT @new_income = 20000.00;
ELSE
SELECT @new_income = @old_income * (1 + @raise/100);

update person
set income = @new_income
WHERE person_id = @person_id;

END;

DB2 Database

create procedure give raise(IN person_id param int,

IN raise_param double,
OUT old_income double,
OUT new_income double)

language sql

begin

declare person_count int;

set old_income = null;
set new_income = null;

select count(*) into person_count
from person
where person_id = person_id_param;
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if person_count = 1 then
select income into old_income
from person
where person_id = person_id param;

if old_income is null then

set new_income = 20000.00;
else

set new_income = old income * (1 + raise param/100) ;
end if;

update person
set income = new_income
where person_id = person_id param;
end if;
end

e

Note: @ is used as statement terminator in the above syntax to create the stored procedure.

Java DB Database

Java DB lets you write stored procedure using the Java programing language. You can use a static method of a class
as a stored procedure in Java DB. To get the reference of the database connection that executes the stored procedure,
you pass jdbc:default:connection as the connection URL to the DriverManager. Listing 6-8 contains the code for
the JavaDBGiveRaiseSp class whose giveRaise() static method will be used as a stored procedure. You will need to
do some setup work, which is described next, before you can use this method as a stored procedure. For now, just
compile the class and include it in CLASSPATH.

Listing 6-8. The Java Code for the give_raise Stored Procedure in Java DB

// JavaDBGiveRaiseSp.java
package com.jdojo.jdbc;

import java.sql.SOLException;
import java.sql.PreparedStatement;
import java.sql.Connection;

import java.sql.DriverManager;
import java.sql.ResultSet;

public class JavaDBGiveRaiseSp {
public static void giveRaise(int personld, double raise,
double[] oldIncomeOut, double[] newIncomeOut) throws SQLException {
double oldIncome = 0.0;
double newIncome = 0.0;

// Must use the following URL to get the reference of the Conenction
// object in whose context this method is called.

String dbURL = "jdbc:default:connection”;
Connection conn = DriverManager.getConnection(dbURL);
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String sql = "select income from person where person_id = ?";
PreparedStatement pstmt = conn.prepareStatement(sql);
pstmt.setInt(1, personld);

ResultSet rs = pstmt.executeQuery();
if (lrs.next()) {

return;
}

oldIncome = rs.getDouble("income");
if (rs.wasNull()) {

newIncome = 20000.00;
}

else {

}

String updateSql = "update person " +
"set income = ? " +
"where person_id = ?";

PreparedStatement updateStmt =

conn.prepareStatement (updateSql);
updateStmt.setDouble(1, newIncome);

updateStmt.setInt(2, personld);
updateStmt.executeUpdate();

newIncome = oldIncome * (1 + raise / 100);

// Close the statement
updateStmt.close();

oldIncomeOut[0] = oldIncome;
newIncomeOut[0] = newIncome;

After you have written the Java code for the stored procedure, you need to create the stored procedure in your
Java DB database. Use the following command to create the give raise stored procedure:

--Command to create a stored procedure

CREATE PROCEDURE give raise(IN person_id integer, IN raise double, OUT old_income Double, OUT
new_income Double)

PARAMETER STYLE JAVA

LANGUAGE JAVA

MODIFIES SOL DATA

EXTERNAL NAME 'com.jdojo.jdbc.JavaDBGiveRaiseSp.giveRaise';

You can execute the command using the ij command-line tool or NetBeans IDE. Please refer to the “A Brief
Overview of Java DB” section earlier in this chapter for more details on how to execute SQL commands in Java DB.

To get the give_raise stored procedure working in Java DB, you need to install the JavaDBGiveRaiseSp class into
the database after bundling it into a JAR file. Please refer to the Java DB documentation on how to install a Java JAR
into the database. Another way (and the easier way) of making the Java stored procedure code available to the Java DB
is to include the class in the user’s CLASSPATH. You do not need to perform this step if you are running the examples
in this chapter using the NetBeans IDE. The JavaDBGiveRaiseSp class is included in the NetBeans project, and
therefore, the class is already in the CLASSPATH when the examples are run from inside the NetBeans IDE.
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Listing 6-9 shows the complete code to execute the stored procedure give_raise. You can run the
CallableStatementTest class by using different values for person_id and raise in its main() method.

Listing 6-9. Using a CallableStatement Statement to Call a Stored Procedure

// CallableStatementTest.java
package com.jdojo.jdbc;

import java.sql.CallableStatement;
import java.sql.Connection;

import java.sql.SOLException;
import java.sql.Types;

public class CallableStatementTest {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();

// Give a 5% raise to person_id 101
giveRaise(conn, 102, 5.0);

// Give a 5% raise to dummy person_id
giveRaise(conn, -100, 5.0);

// Commit the transaction
JDBCUtil.commit(conn);

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}

}

public static void giveRaise(Connection conn, int personld,
double raise) throws SQLException {
String SOL = "{call app.give raise(?, ?, ?, ?)}";
CallableStatement cstmt = null;
try {
// Prepare the call
cstmt = conn.prepareCall(SQL);

// Set the IN parameters
cstmt.setInt(1, personld);
cstmt.setDouble(2, raise);

// Register the OUT parameters

cstmt.registerOutParameter(3, Types.DOUBLE);
cstmt.registerOutParameter(4, Types.DOUBLE);
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// Execute the stored procedure
int updatedCount = cstmt.executeUpdate();

// Read the OUT parameters values
double oldIncome = cstmt.getDouble(3);
boolean oldIncomeisNull = cstmt.wasNull();

double newIncome = cstmt.getDouble(4);
boolean newIncomeisNull = cstmt.wasNull();

// Display the results
System.out.println("Updated Record:

+ updatedCount);

System.out.println("0ld Income: " + oldIncome +
", New Income: " + newIncome);

System.out.println("0ld Income was null: " +
oldIncomeisNull +

, New Income is null: " +

newIncomeisNull);
}
finally {
JDBCUtil.closeStatement(cstmt);
}

Processing Result Sets

A set of rows obtained by executing a SQL SELECT statement in a database is known as a result set. JDBC lets you
execute a SELECT statement in the database and process the returned result set in the Java program using an instance
of the ResultSet interface. The following sections discuss different ways of processing result sets using the JDBC APIL.

What Is a ResultSet?

When you execute a query (a SELECT statement) in a database, it returns the matching records in the form of a
result set. You can consider a result set as a data arranged in rows and columns. The SELECT statement determines
the number of rows and columns that is contained in the result set. The Statement (or PreparedStatement or
CallableStatement) object returns the result of a query as a ResultSet object. [ am using two phrases here: “result
set” and “ResultSet.” By “result set,” I mean the data in the form of rows and columns, and by “ResultSet,” I mean
an instance of a class that implements the ResultSet interface that lets you access and manipulate that data.

A ResultSet object also contains information about the properties of the columns in the result set such as the data
types of the columns, names of the columns, etc.

A ResultSet object maintains a cursor, which points to a row in the result set. It works similar to a cursor object
in database programs. You can scroll the cursor to a specific row in the result set to access or manipulate the column
values for that row. The cursor can point to only one row at a time. The row to which it points at a particular point in
time is called the current row. There are different ways to move the cursor of a ResultSet object to a row in the result
set. I will discuss all different ways to move the cursor shortly.
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The following three properties of a ResultSet object need to be discussed before you can look at an example:
e Scrollability
e  (Concurrency
e Holdability

Scrollability determines the ability of the ResultSet to scroll through the rows. By default, a ResultSet is
scrollable only in the forward direction. When you have a forward-only scrollable ResultSet, you can move the cursor
starting from the first row to the last row. Once you move to the last row, you cannot reuse the ResultSet object
because you cannot scroll back in a forward-only scrollable ResultSet. You can also create a ResultSet that can scroll
in the forward as well as the backward direction. I will call this ResultSet a bidirectional scrollable ResultSet.

A bidirectional scrollable ResultSet has another property called update sensitivity. It determines whether the changes
in the underlying database will be reflected in the result set while you are scrolling through its rows. A scroll sensitive
ResultSet shows you changes made in the database, whereas a scroll insensitive one would not show you the changes
made in the database after you have opened the ResultSet. The following three constants in the ResultSet interface
are used to specify the scrollability of a ResultSet:

e  TYPE_FORWARD_ONLY: Allows a ResultSet object to move only in the forward direction.

e  TYPE_SCROLL_SENSITIVE: Allows a ResultSet object to move in the forward and backward
directions. It makes the changes in the underlying database made by other transactions or
statements in the same transaction visible to the ResultSet object. This type of ResultSet is
aware of the changes made to its data by other means.

e  TYPE_SCROLL_INSENSITIVE: Allows a ResultSet object to move in the forward and backward
directions. It does not make the changes in the underlying database made by other
transactions or statements in the same transaction visible to the ResultSet object while
scrolling. This type of ResultSet determines its data set when it is open and the data set does
not change if it is updated through any other means except through this ResultSet object
itself. If you want to get up-to-date data, you must re-execute the query.

Concurrency refers to its ability of the ResultSet to update data. By default, a ResultSet is read-only and it does not
let you update its data. If you want to update data in a database through a ResultSet, you need to request an
updatable result set from the JDBC driver. The following two constants in the ResultSet interface are used to specify
the concurrency of a ResultSet:

e  CONCUR_READ_ONLY: Makes a result set read-only.
e  CONCUR_UPDATABLE: Makes a result set updatable.

Holdability refers to the state of the ResultSet after a transaction that it is associated with has been committed.
A ResultSet may be closed or kept open when the transaction is committed. The default value of the holdability of
aResultSet is dependent on the JDBC driver. The holdability of a ResultSet is specified using one of the following
two constants defined in the ResultSet interface:

e  HOLD_CURSORS_OVER_COMMIT: Keeps the ResultSet open after the transaction is committed.
e CLOSE_CURSORS_AT_COMMIT: Closes the ResultSet after the transaction is committed.

You need to verify your JDBC driver’s documentation for support for these properties before using them. You
can get information about the supported properties by a JDBC driver of a ResultSet object using the following
three methods of the DatabaseMetaData interface. Recall that you can get a DatabaseMetaData object using the
getMetaData() method of a Connection object.
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e  supportsResultSetType()
e supportsResultSetConcurrency()
e  supportsResultSetHoldability()

Listing 6-10 demonstrates how to use these methods to check for these ResultSet properties. The calls to these
methods are placed inside a try-catch block to catch a Throwable, because some JDBC drivers throw a runtime
exception when they do not support a feature. The output is for the Java DB DBMS. You may get a different output
when you are connected to a different DBMS.

Listing 6-10. Checking for Properties of a ResultSet Supported by a JDBC Driver

// SupportedResultSetProperties.java
package com.jdojo.jdbc;

import java.sql.Connection;

import java.sql.DatabaseMetaData;

import static java.sql.ResultSet.CLOSE_CURSORS_AT_COMMIT;
import static java.sql.ResultSet.CONCUR_READ ONLY;

import static java.sql.ResultSet.CONCUR_UPDATABLE;

import static java.sql.ResultSet.HOLD CURSORS_OVER_COMMIT;
import static java.sql.ResultSet.TYPE_FORWARD_ONLY;

import static java.sql.ResultSet.TYPE_SCROLL_INSENSITIVE;
import static java.sql.ResultSet.TYPE_SCROLL_SENSITIVE;
import java.sql.SQLException;

public class SupportedResultSetProperties {
public static void main(String[] args) {
Connection conn = null;
try {
conn = JDBCUtil.getConnection();
DatabaseMetaData dbmd = conn.getMetaData();

System.out.println("Supported result set scrollability.");
printScrollabilityInfo(dbmd);

System.out.println();
System.out.println("Supported result set concurrency.");
printConcurrencyInfo(dbmd);

System.out.println();
System.out.println("Supported result set holdability.");
printHoldabilityInfo(dbmd);
}
catch (SQLException e) {
e.printStackTrace();

}

finally {
JDBCUtil.closeConnection(conn);

}
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public static void printScrollabilityInfo(DatabaseMetaData dbmd) {

try {
boolean forwardOnly
= dbmd.supportsResultSetType(TYPE_FORWARD ONLY);
boolean scrollSensitive
= dbmd.supportsResultSetType(TYPE_SCROLL SENSITIVE);
boolean scrollInsensitive
= dbmd.supportsResultSetType(TYPE_SCROLL INSENSITIVE);
System.out.println("Forward-Only: " + forwardOnly);
System.out.println("Scroll-Sensitive: " + scrollSensitive);
System.out.println("Scroll-Insensitive: " + scrollInsensitive);
}

catch (SQLException e) {
System.out.println("Could not get scrollability information.");
System.out.println("Error Message:" + e.getMessage());

}

public static void printConcurrencyInfo(DatabaseMetaData dbmd) {
try {
boolean forwardOnlyReadOnly
= dbmd.supportsResultSetConcurrency(TYPE_FORWARD ONLY,
CONCUR_READ_ONLY);

boolean forwardOnlyUpdatable
= dbmd.supportsResultSetConcurrency(TYPE_FORWARD_ONLY,
CONCUR_UPDATABLE) ;

boolean scrollSensitiveReadOnly
= dbmd. supportsResultSetConcurrency(
TYPE_SCROLL_SENSITIVE,
CONCUR_READ_ONLY);

boolean scrollSensitiveUpdatable
= dbmd. supportsResultSetConcurrency(
TYPE_SCROLL_SENSITIVE,
CONCUR_UPDATABLE) ;

boolean scrollInsensitiveReadOnly
= dbmd. supportsResultSetConcurrency(
TYPE_SCROLL_INSENSITIVE,
CONCUR_READ_ONLY);

boolean scrollInsensitiveUpdatable
= dbmd.supportsResultSetConcurrency(

TYPE_SCROLL_INSENSITIVE,
CONCUR_UPDATABLE);
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System.out.println("Scroll Forward-Only and " +
"Concurrency Read-Only: " +
forwardOnlyReadOnly);

System.out.println("Scroll Forward-Only and " +

"Concurrency Updatable: " +
forwardOnlyUpdatable);

System.out.println("Scroll Sensitive and " +

"Concurrency Read-Only: " +
scrollSensitiveReadOnly);

System.out.println("Scroll Sensitive and " +

"Concurrency Updatable: " +
scrollSensitiveUpdatable);

System.out.println("Scroll Insensitive and " +

"Concurrency Read-Only: " +
scrollInsensitiveReadOnly);

System.out.println("Scroll Insensitive and " +
"Concurrency Updatable: " +
scrollInsensitiveUpdatable);
}
catch (SQLException e) {
System.out.println("Could not get concurrency information.");

System.out.println("Error Message:" + e.getMessage());

}
}
public static void printHoldabilityInfo(DatabaseMetaData dbmd) {
try {
boolean holdOverCommit
= dbmd.supportsResultSetHoldability(
HOLD_CURSORS_OVER_COMMIT);
boolean closeAtCommit
= dbmd.supportsResultSetHoldability(
CLOSE_CURSORS AT _COMMIT);
System.out.println("Hold Over Commit: " + holdOverCommit);
System.out.println("Close At Commit: " + closeAtCommit);
}
catch (SQLException e) {
System.out.println("Could not get concurrency information.");
System.out.println("Error Message:" + e.getMessage());
}
}
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Supported result set scrollability.
Forward-Only: true
Scroll-Sensitive: false
Scroll-Insensitive: true

Supported result set concurrency.

Scroll Forward-Only and Concurrency Read-Only: true
Scroll Forward-Only and Concurrency Updatable: true
Scroll Sensitive and Concurrency Read-Only: false
Scroll Sensitive and Concurrency Updatable: false
Scroll Insensitive and Concurrency Read-Only: true
Scroll Insensitive and Concurrency Updatable: true

Supported result set holdability.
Hold Over Commit: true
Close At Commit: true

Getting a ResultSet

You can get a result set from a database using a Statement, a PreparedStatement, or a CallableStatement. In simple
cases, you call executeQuery () method of a Statement object or a PreparedStatement object with a SELECT statement
that will return a ResultSet. Here is a typical way to get a forward-only scrollable result set:

Connection conn = JDBCUtil.getConnection();

Statement stmt = conn.createStatement();

String sql = "select person_id, first name, last name, dob, income " +
"from person”;

// Execute the query to get the result set
ResultSet rs = stmt.executeQuery(sql);

// Process the result set using the rs variable

The returned ResultSet from the executeQuery() method is already open, and it is ready to be looped through
to get the associated data. In the beginning, the cursor points before the first row in the result set. You must move the
cursor to a valid row before you can access the column’s values for that row. The next () method of the ResultSet is
used to move the cursor to the next row. When the next () method is called for the first time, it moves the cursor to the
first row in the result set.

It is very important to consider the return value of the next () method. It returns a boolean value. It returns
true if the cursor is positioned to a valid row. Otherwise, it returns false. If you call the next () method on an empty
ResultSet object for the first time, it will return false, because there is no valid row to move to. If the current row
is the last row in the result set, calling the next () method will position the cursor after the last row and it will return
false. A typical snippet of code for processing a forward-only scrollable ResultSet object is as follows:

ResultSet rs = get a result set object;
// Move the cursor to the next row by calling the next() method
while(rs.next()) {
// Process the current row in rs here
}

// Done with the ResultSet
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When a cursor is positioned after the last row in a forward-only scrollable ResultSet object, you cannot do anything
with it, except close it using its close() method. A forward-only scrollable object is like a create-use-and-throw item.
You cannot reopen a ResultSet either. To iterate through the result set data again, you must re-execute the query and
obtain a new ResultSet. However, things are different for a bidirectional scrollable ResultSet, which lets you iterate
through the rows as many times as you want. You will look at a bidirectional scrollable ResultSet object shortly.

After the program exits the while-loop, the cursor points to the row after the last row in the result set. What is the
row after the last row and before the first row? They are just two imaginary rows. They do not exist in reality. These
two positions of the cursor of the ResultSet object let you make decisions when you want to loop through the result
set multiple times or when you get a ResultSet object as an argument in your method. When you do not create the
ResultSet, you must know the cursor position correctly in order to process the rows in a specific order. The following
four methods of the ResultSet interface let you know if the cursor is before the first row, on the first row, on the last
row, or after the last row.

e boolean isBeforeFirst() throws SQLException
e boolean isFirst() throws SQLException

e boolean islLast() throws SQLException

e boolean isAfterlast() throws SQLException

The method names are self-explanatory. Support for these methods is optional for a forward-only scrollable
ResultSet. Typically, you do not need to use these methods for a forward-only scrollable ResultSet.

AResultSet object lets you read the value of a column from its current row using one of its getXxx() method,
where Xxx is the data type of the column. There is one getXxx() method for each Xxx data type supported by JDBC. For
example, to read an int, double, String, Object, and Blob value from a column, you can use the getInt(), getDouble(),
getString(), getObject(), and getBlob() methods of the ResultSet interface, respectively. You must specify the index
or name of the column in the getXxx () method whose value you want to read. The getXxx () methods are overloaded.
One version accepts an int parameter, which lets you use the column index and another version accepts a String
parameter, which lets you use the column label. If the column label is not specified in the query, you can specify the
column name. The first column in the result set has an index of 1. Suppose you have the following ResultSet of a query:

select person_id as "Person ID", first name, last _name from person

In the ResultSet, the person_id column has a column index of 1, the first_name column has a column index
of 2, and the last_name column has a column index of 3. You have specified Person ID as the column label for the
person_id column. You have not specified the column labels for the first name and last_name columns. To get the
value of the person_id column, you need to use either getInt(1) or getInt("PERSON ID"). To get the value of the
first name column, you need to use either getString(2) or getString("first name").

Tip Using a column label or name in the getXxx() methods is case-insensitive. That is, you can use
getInt("person id") or getInt("PERSON ID") to get the value of a person_id column. | will use the term “column
name” in this chapter to refer to the column label or name.

The following snippet of code shows how to read column’s values of the current row in a result set:

Connection conn = JDBCUtil.getConnection();

Statement stmt = conn.createStatement();

String SQL = "select person_id, first name, last_name, dob, income " +
"from person";

ResultSet rs = stmt.executeQuery(SQL);
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// Move the cursor to the next row one by one
while(rs.next()) {
// Process the current row in rs
int personld = rs.getInt("person_id");
String firstName = rs.getString("first name");
String lastName = rs.getString("last name");
java.sql.Date dob = rs.getDate("dob");
double income = rs.getDouble("income");

// Do something with column values

You can rewrite the code inside the while-loop using the column indexes.

while(rs.next()) {
// Process the current row in rs
int personld = rs.getInt(1);
String firstName = rs.getString(2);
String lastName = rs.getString(3);
java.sql.Date dob = rs.getDate(4);
double income = rs.getDouble(5);

// Do something with column values

It is a matter of personal preference whether to use a column index or a column name in a getXxx() method
of the ResultSet. Sometimes you may not know the name of the columns in advance, such as when the user
passes you a query to execute, and you have to use the data from the result set. When you do not know the column
names, you should use the column indexes. You can get the names of columns in a ResultSet object using the
ResultSetMetaData object. Please refer to the “ResultSetMetaData” section for more details.

In a ResultSet, when a column has a null value, the getXxx () method returns the default value for the Xxx
data type. For example, for numeric data types (int, double, byte, etc.), the getXxx() method returns zero when the
column has a null value. The reason behind returning the default value for the data type instead of returning a null
is that a primitive data type cannot have a null value in Java. A getXxx() method returns false for the boolean data
type when the column has a null value. The getXxx() returns null if Xxx is a reference type. If you want to know
whether the column value, which you read using a getXxx () method, is null, you need to call the wasNull() method
immediately after calling the getXxx () method. If the wasNull() method returns true, the column value is null in
the result set. If the wasNull () method returns false, the column value is not null in the result set. Note that the
wasNull() method does not accept any parameter and it returns null value status of the last read column using a
getXxx() method. Here is a snippet of code to demonstrate the null value check for a column:

ResultSet rs = get a result set object;

java.sql.Date dob = rs.getDate("dob");

if (rs.wasNull()) {
System.out.println("DOB is null");

}

else {

}

System.out.println("DOB is " + dob);
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The getDate() method of the ResultSet object returns a java.sql.Date object. The toString() method of
the java.sql.Date class returns a string in a yyyy-mm-dd format. If you need the date value converted to any other
format, you need to work with an object of the java.text.SimpleDateFormat class to format your date value. The
getTime() and getTimestamp() methods of a ResultSet return a java.sql.Time object and a java.sql.Timestamp
object, respectively. The toString() method of the java.sql.Time class returns a string in an hh:mm: ss format. The
toString() method of the java.sql.Timestamp class returns a string in a yyyy-mm-dd hh:mm:ss.fffffffff format.

Let’s look at a complete example of processing a ResultSet using a Statement object and a PreparedStatement

object. Listing 6-11 demonstrates how to execute a query in a database and process the results.

Listing 6-11. Getting and Processing a ResultSet Using a Statement and a PreparedStatement

// Quer
package

import
import
import
import
import
import
import

public

yPersonTest. java
com. jdojo.jdbc;

java.sql.Connection;
java.sql.PreparedStatement;
java.util.Date;
java.sql.ResultSet;
java.sql.SQLException;
java.sql.Statement;
java.text.SimpleDateFormat;

class QueryPersonTest {
// Will be used to format dates
private static final SimpleDateFormat sdf =
new SimpleDateFormat("MM/dd/yyyy");

public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();

System.out.println("Using Statement Object...");
displayPersonUsingStatement(conn, 101);
displayPersonUsingStatement(conn, 102);

System.out.println("Using PreparedStatement Object..

displayPersonUsingPreparedStatement(conn, 101);
displayPersonUsingPreparedStatement(conn, 102);

// Commit the transaction
JDBCUtil.commit(conn);

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}
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public static void displayPersonUsingStatement(Connection conn,
int inputPersonId) throws SQLException {
String SQL = "select person_id, first name, last _name, " +
" gender, dob, income from person " +
" where person_id = " + inputPersonld;

Statement stmt = null;
ResultSet rs = null;

try {
stmt = conn.createStatement(
ResultSet.TYPE_SCROLL_SENSITIVE,
ResultSet.CONCUR_UPDATABLE);
rs = stmt.executeQuery(SQL);
printResultSet(rs);
}
finally {
// Closing the Statement closes the associated ResultSet
JDBCUtil.closeStatement(stmt);
}

}

public static void displayPersonUsingPreparedStatement(
Connection conn, int inputPersonld) throws SQLException {
String SQL = "select person_id, first name, last_name, " +

" gender, dob, income from person " +
" where person_id = ?";

PreparedStatement pstmt = null;
ResultSet rs = null;

try {
pstmt = conn.prepareStatement(SQL);

// Set the IN parameter for person_id
pstmt.setInt(1, inputPersonld);

// Execute the query
rs = pstmt.executeQuery();
printResultSet(rs);

}
finally {

// Closing the Statement closes the ResultSet
JDBCUtil.closeStatement(pstmt);

}

public static void printResultSet(ResultSet rs) throws SQLException {
while (rs.next()) {
int personld = rs.getInt("person_id");
String firstName = rs.getString("first name");
String lastName = rs.getString("last name");
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String gender = rs.getString("gender");
Date dob = rs.getDate("dob");
boolean isDobNull = rs.wasNull();

double income = rs.getDouble("income");
boolean isIncomeNull = rs.wasNull();

// Format the dob in MM/dd/YYYY format
String formattedDob = null;
if (!isDobNull) {

formattedDob = formatDate(dob);
}

System.out.print("Person ID:" + personld);
System.out.print(", First Name:" + firstName);
System.out.print(", Last Name:" + lastName);
System.out.print(", Gender:" + gender);

if (isDobNull) {
System.out.print(", DOB:null");
}

else {

}

if (isIncomeNull) {
System.out.println(", Income:null");
}

else {

}

System.out.print(", DOB:" + formattedDob);

System.out.println(", Income:" + income);

}

public static String formatDate(Date dt) {
if (dt == null) {

}

return "";
String formattedDate = sdf.format(dt);
return formattedDate;

The displayPersonUsingStatement () method accepts a Connection object and a person id as parameters. It
uses a Statement object to retrieve the person details in a ResultSet. It calls the printResultSet () method to print
all rows in the ResultSet. Your ResultSet will have a maximum of one row, because person_id is a primary key in
your person table, and you are using it in the where clause of the query. Look at the details of how the cursor is moved
in a while-loop, and each column’s value is read using an appropriate getXxx() method in the printResultSet()
method. The value for the dob column is formatted in the mm/dd/yyyy format before printing it.
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The displayPersonUsingPreparedStatement () method uses a PreparedStatement object to execute the query.
Note that you must use a setXxx() method on a PreparedStatement to set the input parameter for the query.

The code uses pstmt.setInt(1, inputPersonId) to set the person id value in the where clause of the query.

The main() method calls both of these methods to print the details of the same person id. In this example, you are
not benefiting from precompilation of the PreparedStatement object, because you are calling this method separately
for each person id. If you want to execute the same PreparedStatement with different inputs multiple times, you store
the reference of the PreparedStatement in your program and reuse it. The intent of this example is to show you how to
use a PreparedStatement to process a query, and I tried to keep the program logic as simple as possible.

Getting the Number of Rows in a ResultSet

How would you know the number of rows in a ResultSet? The simple answer is that a ResultSet does not know how
many rows it contains. There is no method in the ResultSet interface that returns the number of rows in the result set.

The ResultSet interface contains a getRow() method that returns the current row number in the ResultSet. It
returns zero if there is no current row, such as when the cursor is before the first row or after the last row. The support
for the getRow() method is optional in a forward-only scrollable ResultSet. You can say that the getRow() method is
of no help in determining the number of rows in a ResultSet object. You will need to apply some custom logic to get
the number of rows in a result set. The following are some of the methods you can use to get the number of rows in a
result set. None of them are without disadvantages.

Scrolling Through All Rows

This method applies a logic that loops through all rows using the next () method after getting the ResultSet. It
maintains a counter variable, which is incremented by one for each loop-iteration. After exiting the loop, the counter
variable contains the number of rows in the ResultSet. The following snippet of code shows this logic:

ResultSet rs = get a result set object;

// Initialize rowCount to 0
int rowCount = 0;

while(rs.next()) {
// Increment rowCount by 1
rowCount++;

// Process the result set data for the current row

}

// Now, the rowCount variable contains the number of rows in rs
System.out.println("Row Count: " + rowCount);

If you need the number of rows in a result set before you process its rows, this logic will force you to get the result
set twice: once for getting the number of rows and once for processing the rows. Between the time when you get the
first result set and when you get the second result set, the data in the database might change, which will make the row
count from the first execution invalid. This method is foolproof only if you need the number of rows in the result set
after you have looped through all the rows.
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Executing a Separate Query

This method executes a separate query to get the number of rows in a result set. Suppose you want to know the
number of rows returned in a result set by executing a query, as shown:

select person_id, first name, last_name, gender, dob, income
from person
where dob > {d '1970-01-25"}

To get the number of rows returned by this query, you may execute a query as follows:

select count(*)
from person
where dob > {d '1970-01-25"}

The value for the first column of the first row in the result set will give you the number of rows returned from your
main query. However, this method suffers from the same drawback that rows in the database may change between the
executions of the two queries.

Using a Bidirectional Scrollable ResultSet

In this method, you will need to create a ResultSet object that can scroll in both directions, forward and backward.
You can specify the scrollable property of a ResultSet when you create a Statement object. Please refer to the next
section for more details on creating a scrollable ResultSet object that can scroll in both directions. Make sure that
your JDBC driver supports a ResultSet that can scroll in both directions. After you get the ResultSet, call its last()
method to move its cursor to the last row in the result set. Call the getRow() method when the cursor is at the last row.
The getRow() method will return the row number of the last row, which will be the number of rows in the result set.

If you want to process the result set after getting the number of rows, you can call its beforeFirst () method to scroll
the cursor before the first row and start a while-loop to process the rows in the result set again.

A JDBC driver may not support a ResultSet object that can scroll in both directions. In such cases, it may
return a forward-only scrollable ResultSet object. After getting a ResultSet object, it is very important to check if it
supports bidirectional scrolling before you call the 1last () method on it. A forward-only ResultSet object will throw
a SQLException if you call the last () method. You can get the scrollable property of a ResultSet object by calling its
getType() method. Listing 6-12 demonstrates this approach to get the number of rows in a result set.

Listing 6-12. Getting the Number of Rows in a Bidirectional Scrollable ResultSet

// ResultSetRowCountTest.java
package com.jdojo.jdbc;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Statement;

import static java.sql.ResultSet.CONCUR_READ_ONLY;

import static java.sql.ResultSet.TYPE_SCROLL_INSENSITIVE;

public class ResultSetRowCountTest {
public static void main(String[] args) {
Connection conn = null;
Statement stmt = null;

449

www.it-ebooks.info


http://www.it-ebooks.info/

CHAPTER 6 © JDBC API

450

try {

}

// Get a Connection
conn = JDBCUtil.getConnection();

// Request a bi-directional scrollable ResultSet
stmt = conn.createStatement(TYPE_SCROLL INSENSITIVE,
CONCUR_READ_ONLY);
String SQL = "select person_id, first name, last _name, dob,
"income from person";

// Execute the query
ResultSet rs = stmt.executeQuery(SQL);

// Make sure you got a bi-directional ReseutSet
int cursorType = rs.getType();
if (cursorType == ResultSet.TYPE_FORWARD ONLY) {
System.out.println("IDBC driver returned a " +
"forward - only cursor.");

else {
// Move the cursor to the last row
rs.last();

// Get the last row number, which is the row count
int rowCount = rs.getRow();
System.out.println("Row Count: " + rowCount);

// Place the cursor before the first row to
// process all rows again
rs.beforeFirst();

}

// Process the result set
while (rs.next()) {

System.out.println("Person ID: " + rs.getInt(1));
}

catch (SQLException e) {

e.printStackTrace();

}

finally {
JDBCUtil.closeStatement(stmt);
JDBCUtil.commit(conn);
JDBCUtil.closeConnection(conn);

}
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Bidirectional Scrollable ResultSets

You can request a JDBC driver for a bidirectional scrollable ResultSet by specifying the scrollability property when
you create a Statement, prepare a PreparedStatement, or prepare a CallableStatement using different methods of
the Connection interface. The following is the list of methods of the Connection interface that implicitly or explicitly
let you specify the scrollability property of a ResultSet object. The throws clause from the methods declarations has
been excluded. They all throw a SQLException.

e Statement createStatement()

e Statement createStatement(int scrollability, int concurrency)

e Statement createStatement(int scrollability, int concurrency, int holdability)
e PreparedStatement prepareStatement(String SQL)

e  PreparedStatement prepareStatement(String SQL, int scrollability, int
concurrency)

e PreparedStatement prepareStatement(String SOL, int scrollability, int
concurrency, int holdability)

e (allableStatement prepareCall(String SQL)
e (allableStatement prepareCall(String SQL, int scrollability, int concurrency)

e (allableStatement prepareCall(String SQL, int scrollability, int concurrency,
int holdability)

Not all JDBC drivers support all three types of scrollability properties for a result set. However, all drivers will support
atleast the forward-only result set. The default value of the scrollability of a ResultSet object is TYPE_FORWARD_ONLY.
When you specify a result set’s scrollability in one of these methods and if the JDBC driver does not support that type of
scrollability, the driver will not generate an error. Rather, it will return a result set with the scrollability type that closely
matches the requested scrollability type. If you specify a scrollability of a ResultSet other than forward-only, it is good
practice to check the scrollability type of the returned ResultSet object using the getType() method. The following
snippet of code shows how to test for the scrollability property of a ResultSet object:

Connection conn = JDBCUtil.getConnection();

// Request a bi-directional change insensitive ResultSet

Statement stmt = conn.createStatement(ResultSet.TYPE SCROLL INSENSITIVE,
ResultSet.CONCUR_READ_ONLY);

String SQL = "your select statement goes here";

// Get a result set
ResultSet rs = stmt.executeQuery(SQL);

// Let's see what type of result set the JDBC driver returned
int cursorType = rs.getType();

if (cursorType == ResultSet.TYPE_FORWARD ONLY) {
System.out.println("ResultSet is TYPE_FORWARD ONLY");
}

else if (cursorType == ResultSet.TYPE_SCROLL SENSITIVE) {
System.out.println("ResultSet is TYPE_SCROLL_SENSITIVE");
}
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else if (cursorType == ResultSet.TYPE_SCROLL INSENSITIVE) {
System.out.println("ResultSet is TYPE_SCROLL_INSENSITIVE");
}

The default value for the concurrency of a ResultSet is read-only, as indicated by the constant
ResultSet.CONCUR_READ_ONLY. You can only read data from a ResultSet that has read-only concurrency. If you
want to update data using a ResultSet such as change a column’s value, insert new rows, or delete existing rows,
you must have a ResultSet whose concurrency is ResultSet.CONCUR_UPDATABLE. Not all JDBC drivers support
the updatable concurrency. You may request a JDBC driver that you want a ResultSet object with an updatable
concurrency. If a JDBC driver does not support it, it will return a read-only ResultSet object. You can check for the
concurrency of a ResultSet object as follows:

Connection conn = JDBCUtil.getConnection();

// Request a bidirectional change insensitive ResultSet

// with concurrency as CONCUR_UPDATABLE

Statement stmt = conn.createStatement(ResultSet.TYPE SCROLL INSENSITIVE,
ResultSet.CONCUR_UPDATABLE);

String SOL = "your select statement goes here";

// Get a result set
ResultSet rs = stmt.executeQuery(SQL);

// Let's see what type of concurrency the JDBC driver returned
int concurrency = rs.getConcurrency();

if (concurrency == ResultSet.CONCUR_READ ONLY) {
System.out.println("ResultSet is CONCUR_READ_ONLY");
}

else if (concurrency == ResultSet.CONCUR_UPDATABLE) {
System.out.println("ResultSet is CONCUR_UPDATABLE");
}

The JDBC driver determines the default value for the holdability of a ResultSet. Different JDBC drivers have
different default values for this property. You can check for the holdability of a ResultSet using the getHoldability()
method of the ResultSet. You can also use the getHoldability() method of the Connection to get this property of a
ResultSet object. Here is how you check the holdability of a ResultSet:

Connection conn = JDBCUtil.getConnection();

// Request a bidirectional change insensitive ResultSet with concurrency

// as CONCUR_UPDATABLE and holdability of HOLD_CURSORS_OVER_COMMIT

Statement stmt = conn.createStatement(ResultSet.TYPE_SCROLL INSENSITIVE,
ResultSet.CONCUR_UPDATABLE,
ResultSet.HOLD_CURSORS_OVER_COMMIT);

String SOL = "your select statement goes here";

// Get a result set

ResultSet rs = stmt.executeQuery(SQL);
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// Let's see what type of holdability the JDBC driver returned
int holdability = conn.getHoldability(); // Java 1.4 and later
//int holdability = rs.getHoldability(); // Java 6 and later

if (holdability == ResultSet.HOLD CURSORS OVER COMMIT) {
System.out.println("ResultSet is HOLD CURSORS OVER_COMMIT");

else if (holdability == ResultSet.CLOSE CURSORS AT COMMIT) {
System.out.println("ResultSet is CLOSE_CURSORS AT COMMIT");
}

Tip The getType(), getConcurrency(), and getHoldability() methods throw a SQLException that you will have
to handle in your code.

Scrolling Through Rows of a ResultSet

There are many methods in the ResultSet interface that let you move the cursor position to a row in the result set.
There are two sets of rows that a cursor may point to. One set of rows consists of two imaginary rows-one before the
first row and one after the last row. Another set of rows consists of the rows that match the query. Table 6-7 shows
the rows and column structure of a ResultSet. The cursor in a ResultSet is positioned before the first row when it is
created as shown by > in the table.

Table 6-7. Rows and Column Structures of a ResultSet

Column1  Column2  Column3 Column 4 Column 5 Column 6
Before First Row > An imaginary row
Row 1 101 John Jacobs M 01/01/1970 45000.00
Row 2 102 Donna Duncan F 01/01/1960 35000.00
Row 3 102 Buddy Rice M 01/01/1965 25000.00
After Last Row An imaginary row

The table shows three rows in the result set with data that match the query criteria. Note that a ResultSet does
not retrieve all rows for a query at once. The number of rows a ResultSet will retrieve from the database is JDBC
driver-dependent. It may choose to retrieve one row at a time from a database. You can give a hint to the JDBC driver
using the setFetchSize(int fetchSize) method of the ResultSet object to fetch a specified number of rows from
the database whenever more rows are needed. When does a ResultSet need to fetch more rows from the database?
A ResultSet needs to fetch more rows if you position its cursor to a row that is not in its cache. For example, calling
the next () method of a ResultSet may trigger a fetch from the database. Suppose a ResultSet fetches 10 records at
a time. If you call the next () method the first time, it will fetch and cache 10 records and, for nine subsequent calls to
its next () method, it will give you rows from its cache. Fetching and caching rows for a ResultSet is dependent on a
JDBC driver and the underlying DBMS.

You can use the getRow() method of the ResultSet interface to get the row number of the row at which the
cursor is currently positioned. If the cursor is positioned before the first row or after the last row, the getRow() method
returns zero.
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If you have a ResultSet object that has its scrollability set to forward-only, you can only use its next () method
to move the cursor, which moves its cursor one row in the forward direction. Once the cursor is pointing after the
last row, calling the next () method has no effect. The next () method returns true if it is pointing to a row that was
returned from the query. Otherwise, it returns false.

If a ResultSet has a bidirectional scrollability, you have many methods to change its cursor position. The next ()
method can also be used in this type of ResultSet to move the cursor one row forward from its current position. All
cursor movement methods can be put into two categories:

e  Relative cursor movement methods
e Absolute cursor movement methods

The relative cursor movement methods move the cursor in the forward or backward direction relative to the
current position of the cursor. You have two types of methods in this category: one that moves the cursor one row
forward or backward from the current position, and one that moves the cursor forward or backward a specified
number of rows. An example of this type of cursor movement is moving the cursor to the next/previous row from the
current position. Table 6-8 lists relative cursor movement methods whose categories are shown as Relative.

Table 6-8. The Cursor Movement Methods of the ResultSet Interface

Method Category Description

boolean next() Relative Moves the cursor one row forward from its current position.
It returns true if the cursor is positioned to a valid row in the
result set. It returns false if the cursor is positioned after the
last row. It may throw an exception or return false if you call
it when cursor is already positioned after the last row. This
behavior is JDBC driver-dependent.

boolean previous() Relative It is the counterpart of the next () method. It moves the cursor
one row backward from its current position. It returns true
if the cursor is positioned to a valid row in the result set. It
returns false if the cursor is positioned before the first row.

boolean relative(int rows) Relative Moves the cursor forward or backward by the specified
number of rows from its current position. A positive value
for rows such as relative(5) moves the cursor forward. A
negative value for rows such as relative(-5) moves the
cursor backward. Calling relative(0) has no effect. Calling
relative(1) and relative(-1) has the same effect as calling
next () and previous(), respectively.
If the number of specified rows to move is beyond the range of
rows (including before the first row and after the last row), the
cursor will be positioned before the first row or after the last
row depending on the direction of the specified movement.
It returns true if the cursor is positioned to a valid row.
Otherwise, it returns false.
Some JDBC drivers throw a SQLException when you call this
method and the cursor is not positioned to a valid row, for
example, when it is positioned before the first or after the last
row. Some JDBC drivers just return false in such cases.

(continued)
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Method Category Description

boolean first() Absolute Moves the cursor to the first row in the result set. It returns
true if the cursor is positioned to the first row. It returns false
if the result set is empty.

boolean last() Absolute Moves the cursor to the last row in the result set. It returns
true if the cursor is positioned to the last row. It returns false
if the result set is empty.

void beforeFirst() Absolute Positions the cursor before the first row. Calling this method
has no effect on an empty result set.

void afterLast() Absolute Positions the cursor after the last row. Calling this method has
no effect on an empty result set.

boolean absolute(int row) Absolute Moves the cursor to the specified row number. It accepts a

positive as well as a negative row number. If a positive row
number is specified, the row is counted from the beginning.
If a negative row number is specified, the row number is
counted from the end.

Suppose there are 10 rows in a result set. Calling absolute(1)
will position the cursor to the first row. Calling absolute(2)
will position the cursor to the second row. Calling
absolute(-1) will position the cursor to the first row from
the end, which would be the last row. Calling absolute(-2)
will position the cursor to the second-last row. Calling
absolute(8) and absolute(-3) will have the same effect as
positioning the cursor on the eighth row in a 10-row result set.
Calling absolute(0) positions the cursor before the first row.
It returns true if the cursor is positioned to a valid row.
Otherwise, it returns false.

Any attempt to move the cursor beyond the valid row range
will position the cursor either before the first row or after the
last row depending on the direction of the movement.
Calling absolute(1) is same as calling first(). Calling
absolute(-1) is same as calling last().

The absolute cursor movement methods move the cursor to a specific row irrespective of the current cursor
position. You have two types of methods in this category: one that accepts a row number to move the cursor to
that row such as the row number 8 and another that moves the cursor to a known position such as to the last row.
Examples of this type of cursor movement are moving the cursor to the eighth row, the first row, the last row, before
the first row, or after the last row, etc. Table 6-8 lists the absolute cursor movement methods whose categories are
shown as Absolute. All methods in the table throw a SQLException.
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Tip You can only use the next () method to move the cursor in a forward-only scrollable ResultSet. Using any other
methods on a forward-only scrollable ResultSet will throw an exception. All cursor movement methods can be used
with a bidirectional scrollable ResultSet object. Use the 1ast() method with caution. This method call will force the
JDBC driver to retrieve all rows from the database. If a DBMS does not support a bidirectional scrollable cursor, a JOBC
driver will have to cache all rows on the client. For a very large result set, it may affect the performance of the application
adversely.

Knowing the Cursor Position in a ResultSet

The five methods in the ResultSet interface let you know where the cursor is currently positioned. Four methods
return a boolean value of true if cursor is at the specific position. These methods are isBeforeFirst(), isFirst(),
islast(), and isAfterlLast(). The method names are self-explanatory. They return false if they are called on an
empty result set. The fifth method, called getRow(), returns the current row number as an int. It returns 0 If the
cursor is positioned before the first row, after the last row, or result set is empty.

Closing a ResultSet

You can close a ResultSet object by calling its close() method. Calling the close() method on an already closed
ResultSet has no effect.

ResultSet rs = get a result set object;

// Process the rs object...

// Close the result set
rs.close();

Closing the ResultSet object frees the resources associated with it. A ResultSet object can also be closed
implicitly in the following situations:

e  When the Statement object that produces the ResultSet object is closed, it automatically
closes the ResultSet object.

e  When a Statement object is re-executed, its previously opened ResultSet object is closed.

e IfaStatement object produces multiple result sets, retrieving the next result set closes the
previously retrieved ResultSet.

e Ifitis a forward-only scrollable ResultSet, a JDBC driver may choose to close it when its
next () method returns false as the part of optimization. Once the next () method returns
false for a forward-only scrollable ResultSet, you cannot do anything with that ResultSet

anyway.
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You cannot perform any activities on a closed ResultSet, except calling its close() or isClosed() method.
Calling any other methods will throw a SQLException. However, all is not lost when a ResultSet object is closed.
You can still get to the following pieces of information on a closed ResultSet:

e Ifyouhave accessed a Blob, Clob, NClob, or SQLXML object from a result set when it was open,
those objects are still valid after the ResultSet has been closed. They are valid at least until the
duration of the transaction.

e Ifyouhave a ResultSetMetaData object from a ResultSet object when it was open, you can
still use it to get metadata information about the result set. The following snippet of code
shows the correct and incorrect sequence of statements:

ResultSet rs = get a result set object;
ResultSetMetaData rsmd = rs.getMetaData();
rs.close(); // rs is closed

// You can still use rsmd object to get info about rs
System.out.println("Column Count:" + rsmd.getColumnCount());

// Can use only isClosed() and close() method on rs because it is closed.
ResultSetMetaData rsmd = rs.getMetaData(); // An error

Making Changes to a ResultSet

You can use a ResultSet to perform insert, update, and delete operations on database tables. The concurrency for
the ResultSet object must be ResultSet.CONCUR_UPDATABLE in order to perform updates on the ResultSet. Inserting
a new row and updating an existing row in a ResultSet is a two-step process, whereas deleting a row is a one-step
process. In the two-step process, you need to make changes in the ResultSet object first and then call one of its
methods to send changes to the database. In the one-step process, changes to the ResultSet are propagated to the
database automatically.

Inserting a Row Using a ResultSet

So far, you are aware of only two imaginary rows in a result set. They were rows before the first row and after the last
row. However, there is one more imaginary row that exists in a ResultSet and that is called an insert row. You can
think of this row as an empty new row, which acts as a staging area for a new row that you want to insert. You can
position the cursor to the insert row using the ResultSet object’s moveToInsertRow() method. When the cursor
moves to the insert row, it remembers its previous position. You can call the moveToCurrentRow() method to move the
cursor from the insert row back to the previously current row. So, the first step in inserting a new row is to move the
cursor to the insert row.

// Move the cursor to an insert row to add a new row
rs.moveToInsertRow();

At this point, a new row has been inserted in the staging area and all columns have undefined values. Calling

a getXxx() method to read column values may throw an exception at this point. Once the cursor is positioned at
the insert-row, you need to set the values for all the columns (at least for non-nullable columns) using one of the
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updateXxx() methods of the ResultSet interface, where Xxx is the data type of the column. The first argument to an
updateXxx () method is either the column index or the column name, and the second argument is the column value. If
you want to insert a new row in the person table using a ResultSet, your updateXxx() method call will look as follows:

// Leave dob and income unset to use null values for them
rs.updateInt("person_id", 501);
rs.updateString("first name", "Richard");
rs.updateString("last_name", "Castillo");
rs.updateString("gender", "M");

Once you update the value for a column, you can use a getXxx() method to retrieve the new values from the
ResultSet.

You are not done yet with the new row. You must send the changes to the database before your new row becomes
part of the ResultSet. You can send the newly inserted row to the database by calling the insertRow() method of the
ResultSet interface as shown:

// Send changes to the database
rs.insertRow();

The call to the insertRow() method may or may not make the inserted row a permanent row in the database.
If the auto-commit mode is enabled for the Connection, the insertRow() call will also commit your transaction.

In that case, the new row becomes part of the database permanently. If the auto-commit mode is disabled for the
Connection, you can make the insert permanent by committing the transaction, or cancel the insert by rolling back
the transaction. Note that committing or rolling back a transaction will commit or rollback all pending activities, not
only the newly inserted row.

Once you have sent your inserted row to the database, you can move to the previously current row by calling
the moveToCurrentRow() method. Moving to another row before calling the insertRow() method after calling the
moveToInsertRow() method discards the new row.

Listing 6-13 demonstrates how to use a ResultSet to insert a new row. After getting the ResultSet object in the
addRow() method, it checks if it is updatable. If the ResultSet object is not updatable, it prints a message to indicate
that and does not do anything. In the end, it prints all rows in the result set. The printed records also include the new
row. Note that you do not update the values for dob and income columns for new rows and the JDBC driver will use
null values for them when it inserts a new row in the person table. If you run the program more than once in the
same database, an error message is printed because the program will attempt to insert a person record with the same
person_id again causing a duplicate row in the table.

Listing 6-13. Inserting a New Row Using a ResultSet

// ResultSetInsert.java
package com.jdojo.jdbc;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Statement;

import static java.sql.ResultSet.CONCUR_UPDATABLE;
import static java.sql.ResultSet.TYPE_FORWARD ONLY;

public class ResultSetInsert {

public static void main(String[] args) {
Connection conn = null;
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try {
conn = JDBCUtil.getConnection();
// Add a new row
addRow(conn);
// Commit the transaction
JDBCUtil.commit(conn);

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}

}

public static void addRow(Connection conn) throws SQLException {
String SQL = "select person_id, first name, "
+ "last _name, gender, dob, income
+ "from person";

Statement stmt = null;
try {
stmt = conn.createStatement(TYPE_FORWARD ONLY,
CONCUR_UPDATABLE) ;

// Get the result set
ResultSet rs = stmt.executeQuery(SQL);

// Make sure your resultset is updatable
int concurrency = rs.getConcurrency();

if (concurrency != ResultSet.CONCUR_UPDATABLE) {
System.out.println("The IDBC driver does not " +
"support updatable result sets.");
return;

// First insert a new row to the ResultSet
rs.moveToInsertRow();
rs.updateInt("person_id", 501);
rs.updateString("first name", "Richard");
rs.updateString("last name", "Castillo");
rs.updateString("gender", "M");

// Send the new row to the database
rs.insertRow();

// Move back to the current row
rs.moveToCurrentRow();
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// Print all rows in the result set
while (rs.next()) {
System.out.print("Person ID: " +
rs.getInt("person_id") +
", First Name: " +
rs.getString("first _name") +
", Last Name: " +
rs.getString("last name"));
System.out.println();
}
}
finally {
JDBCUtil.closeStatement(stmt);
}

Updating a Row Using a ResultSet

Here are the steps involved in updating an existing row in a ResultSet object.

1.

Move the cursor to a valid row in the result set. Note that you can update data only for an
existing row. It is obvious that the cursor should not be positioned before the first row or
after the last row if you want to update the data in a row.

Call an updateXxx () method for a column to update the column'’s value.

If you do not want to go ahead with the changes made using updateXxx() method calls,
you need to call the cancelRowUpdates () method of the ResultSet to cancel the changes.

When you are done updating all the column’s values for the current row, call the
updateRow() method to send the changes to the database. If the auto-commit mode is
enabled for the Connection, changes will be committed. Otherwise, you need to commit
the changes to the database.

If you move the cursor to a different row before calling the updateRow(), all your changes
made using the updateXxx() method calls will be discarded.

There is another way to lose your updates to columns in a row. If you call the
refreshRow() method after calling updateXxx(), but before calling updateRow(), your
changes will be lost because the JDBC driver will refresh the row’s data from the database.

Listing 6-14 demonstrates how to update a row using a ResultSet object. It increases the income of every person
with non-null income by 10%. If a person’s income is null, it updates the income to 10000.00.

Listing 6-14. Updating Data Using a ResultSet

// ResultSetUpdate.java

package

com. jdojo.jdbc;

import java.sql.Connection;
import java.sql.ResultSet;
import static java.sql.ResultSet.CONCUR_UPDATABLE;
import static java.sql.ResultSet.TYPE_FORWARD ONLY;
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import java.sql.SQOLException;
import java.sql.Statement;

public class ResultSetUpdate {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();
// Give everyone a 10% raise
giveRaise(conn, 10.0);
// Commit the transaction
JDBCUtil.commit(conn);

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);
e.printStackTrace();

}

finally {
JDBCUtil.closeConnection(conn);

}

}

public static void giveRaise(Connection conn,
double raise) throws SQLException {
String SQL = "select person_id, first name, last name, " +
"income from person";

Statement stmt = null;

try {
stmt = conn.createStatement(TYPE_FORWARD ONLY,
CONCUR_UPDATABLE);

// Get the result set
ResultSet rs = stmt.executeQuery(SQL);

// Make sure our resultset is updatable
int concurrency = rs.getConcurrency();

if (concurrency != CONCUR UPDATABLE) {
System.out.println("The IDBC driver does not "+
"support updatable result sets.");
return;

}

// Give everyone a raise

while (rs.next()) {
double oldIncome = rs.getDouble("income");
double newIncome = 0.0;
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if (rs.wasNull()) {
// null income starts at 10000.00
oldIncome = 10000.00;
newIncome = oldIncome;

}
else {

// Increase the income

newIncome =

oldIncome + oldIncome * (raise / 100.0);
}

// Update the income column with the new value
rs.updateDouble("income", newIncome);

// Print the details about the changes

int personld = rs.getInt("person_id");

String firstName = rs.getString("first name");
String lastName = rs.getString("last name");

System.out.println(firstName + + lastName +

" (person id=" + personId +

") income changed from " +
oldIncome + " to " + newIncome);

// Send the changes to the database
rs.updateRow();

}
}
finally {
JDBCUtil.closeStatement(stmt);
}

Deleting a Row Using a ResultSet

Deleting a row from a ResultSet is easier than updating and inserting a row. Here are the steps to delete a row.
1. Position the cursor at a valid row.
2. Call the deleteRow() method of the ResultSet to delete the current row.

The deleteRow() method deletes the row from the ResultSet object and, at the same time, it deletes the row
from the database. There is no way to cancel the delete operation except by rolling back the transaction. If the auto-
commit mode is enabled on the Connection object, deleteRow() will permanently delete the row from the database.

Typical code for deleting a row from a ResultSet object is as follows:

ResultSet rs = get an updatable result set object;

// Scroll to the row you want to delete, say the first row
rs.next();
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// Delete the current row
rs.delete(); // Row is deleted from the result set and the database

// Commit or rollback changes depending on your processing logic

Handling Multiple Results from a Statement

Sometimes executing a SQL statement may return multiple results. Typically, you get multiple results by executing
a stored procedure. The results include the update counts and result sets. For example, if you execute a stored
procedure that updates some records and returns a result set, you get two results. The first one will be the update
count and the second will be the result set. Some DBMSs let you suppress sending back the update counts. For
example, you can use SET NOCOUNT ON and SET NOCOUNT OFF options inside your stored procedure in SQL Server
DBMS to disable or enable the update count results. Consult your DBMS documentation for the options that are
available to suppress the update count results.

Use the execute () method of the Statement object if it may return multiple results. You need to work with four
things to process multiple results. You may or may not know the order in which the results are returned. The first thing
you need to consider is the return value of the execute () method. You need to work with the following three methods
of the Statement interface to access all results:

e getMoreResults()
e getUpdateCount()
e getResultSet()

The execute() method may generate many results or no results. You must read one result at a time. You must
first scroll to a result before you can read it. The execute () method scrolls to the first result, if there is one. If the first
result is a ResultSet, the execute() method returns true. If the first result is an update count or there is no result, it
returns false. You can retrieve a ResultSet result by calling the Statement object’s getResultSet() method. You can
retrieve an update count by calling its getUpdateCount () method.

You can scroll to the next result by calling the getMoreResults() method of a Statement. The getMoreResults()
method returns true if it scrolls to a ResultSet result. It returns false if it scrolls to an update count result or there are
no more results.

Aren’t the rules to process multiple results confusing? So, what criteria determine that you do have more results
to process? It is a little tricky to tell. You will need to write a few lines of code to process multiple results returned by
executing a statement. The following snippet of code puts the logic together. It uses a CallableStatement object. You
can also use a Statement or PreparedStatement object. The following logic does not depend on the order or the count
of the multiple results:

Callable cstmt = get a callable statement object;
boolean hasResultSet = cstmt.execute();
int updateCount = cstmt.getUpdateCount();

while (hasResultSet || updateCount != -1) {
if (hasResultSet) {
// The cursor is pointing to a ResultSet object
ResultSet rs = cstmt.getResultSet();

// Process the result set here
System.out.println("CGot a result set");
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else {

}

System.out.println("Got an update Count: " + updateCount);

// Move the cursor to the next result
hasResultSet = cstmt.getMoreResults();

// Get the new update count
updateCount = cstmt.getUpdateCount();

}

// When we get to this point, all results have been processed.

Tip When you call the getMoreResults() method, the ResultSet that was previously obtained by using the
getResultSet() method is closed. If you want to keep the previously accessed ResultSet, you can use another version
of the getMoreResults() method that accepts an argument, which lets you specify what to do with the open ResultSet
objects. As usual, closing the Statement object will close all ResultSets.

Getting a ResultSet from a Stored Procedure

I have covered a great deal of details on processing result sets that are produced by executing a SELECT statement

(see Listing 6-11). A stored procedure can also produce a result set. Producing a result set in a stored procedure is easy
in most of the databases. It is just a matter of writing a SELECT statement inside a stored procedure. The following is

an example of creating a stored procedure in Adaptive Server Anywhere DBMS that returns a result set. The name of
the stored procedure is get_person_details. It accepts one parameter, which is of type integer and is the value for
person_id. To return a result set, it simply selects columns from the person table for the person_id that is passed in.

-- Adaptive Server Anywhere 9.0
create procedure get person details(@person_id integer)
as
begin
select person_id, first name, last name, gender, dob, income
from person
where person_id = @person_id
end

Producing a result set inside a stored procedure in Oracle database is a little different. You need to work with
aREF CURSOR type in an Oracle database to produce a result set. First, you work with an example of dealing with
result sets produced by a stored procedure by a DBMS other than Oracle. Please refer to your DBMS and its JDBC
documentation on how it supports producing a result set inside a stored procedure. At the end of this section, you will
see an example of producing a result set in a stored procedure using Oracle DBMS.

This section contains the database script to create a get_person_details stored procedure in some DBMSs. If
you are working with one of these DBMSs, you need to run the script for your DBMS before you can run the examples
in this section. If your DBMS is not listed, you can duplicate the logic and create a get_person_details stored
procedure in your DBMS, which produces a result set.
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If your stored procedure produces only one result set, it is straightforward to process that result set. Here are the
steps to process one result set from a stored procedure:

Construct the stored procedure call in a string format using the JDBC standard syntax.
String sql = "{call get person details(?)}";

Prepare a CallableStatement using the SQL syntax created in the previous step.
CallableStatement cstmt = conn.prepareCall(sql);

Set any IN parameters that need to be passed to the stored procedure. In your case, you will
pass a person_id to the stored procedure and you need to set a person_id as the IN parameter.

cstmt.setInt(1, 101);

Call the executeQuery() method of the CallableStatement object, which will return the
result set produced by the stored procedure as a ResultSet.

ResultSet rs = cstmt.executeQuery();

Process the ResultSet object as usual by looping through its rows and using the getXxx()
methods to read the columns values.

Tip

If your stored procedure returns multiple result sets, you need to use the execute() method of the

CallableStatement interface instead of the executeQuery() method. Please refer to the “Handling Multiple Results
from a Statement” section for more details on how to handle multiple result sets produced by a stored procedure.

The following are the database scripts for creating the get_person_details stored procedure in different DBMSs.

MySQL Database
DELIMITER $$

DROP PROCEDURE IF EXISTS get person_details $$

CREATE PROCEDURE get person details(in person_id param int)

BEGIN

select person_id, first name, last_name, gender, dob, income
from person
where person_id = person_id_param;

END $$

DELIMITER ;
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Adaptive Server Anywhere Database

create procedure get person details(@person_id integer)
as
begin
select person_id, first name, last_name, gender, dob, income
from person
where person_id = @person_id
end

Oracle Database

CREATE OR REPLACE

PACKAGE JDBC_TEST_PKG

AS

type person_cursor_type is ref cursor;
END JDBC_TEST_PKG;

create or replace PROCEDURE GET_PERSON DETAILS
( person_id param IN NUMBER,
person_cursor OUT jdbc_test_pkg.person_cursor_type
)
AS
BEGIN
open person_cursor for
select person_id, first name, last _name, gender, dob, income
from person
where person_id = person_id_param;
END GET_PERSON_DETAILS;

SQL Server Database

-- Drop stored procedure if it already exists
IF EXISTS (
SELECT *
FROM INFORMATION_SCHEMA.ROUTINES
WHERE SPECIFIC SCHEMA = N'dbo'
AND SPECIFIC_NAME = N'get person details'

)
DROP PROCEDURE dbo.get person_details
GO

CREATE PROCEDURE dbo.get_person_details
@person_id int
AS
BEGIN
SELECT person_id, first name, last name, gender, dob, income
FROM person
WHERE person_id = @person_id;
END;
GO
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DB2 Database

create procedure get person details(in person_id param int)
result sets 1
language sql
begin
declare c1 cursor with return for
select person_id, first name, last name, gender, dob, income
from person
where person_id = person_id_param;
open ci1;
end

e

The @ sign is used as the statement terminator in the above syntax.

Java DB Database

For the Java DB database, you need to write the stored procedure as a method in a Java class as shown in Listing 6-15.

Listing 6-15. The Java Code for the get_person_details Stored Procedure in Java DB

// JavaDBGetPersonDetailsSp.java
package com.jdojo.jdbc;

import java.sql.Connection;

import java.sql.DriverManager;
import java.sql.PreparedStatement;
import java.sql.ResultSet;

import java.sql.SQLException;

public class JavaDBGetPersonDetailsSp {
public static void getPersonDetails(int personld,
ResultSet[] personDetailRs) throws SQLException {

// Must use the following URL to get the reference of
// the Connection object in whose context this method
// is called.

String dbURL = "jdbc:default:connection";

Connection conn = DriverManager.getConnection(dbURL);
String sql = "select person_id, first name, " +

"last_name, gender, dob, income " +

"from person " +
"where person_id = ?";
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PreparedStatement pstmt = conn.prepareStatement(sql);
pstmt.setInt(1, personld);

ResultSet rs = pstmt.executeQuery();
personDetailRs[0] = rs;

/* Do not close pstmt or rs here. They are meant to be
procssed and closed by the caller of this stored
procedure.

*/

The command to create the get_person_details stored procedure in the Java DB database is as follows. For
more details on working with stored procedures in Java DB, please refer to Listing 6-8 and the related steps in the
section containing this listing.

-- Command to create the stored procedure

CREATE PROCEDURE get_person_details(IN person_id integer)

PARAMETER STYLE JAVA

LANGUAGE JAVA

READS SOL DATA

DYNAMIC RESULT SETS 1

EXTERNAL NAME 'com.jdojo.jdbc.JavaDBGetPersonDetailsSp.getPersonDetails’;

Listing 6-16 contains the complete code that executes a stored procedure and processes the result set produced
by the stored procedure. It uses the printResultSet () static method of the QueryPersonTest class (see Listing 6-11)
to print a person’s details. This program is valid for a database that has native support for a result set on the server
side. Please refer to the example later in this section to process a result set produced by a stored procedure in an
Oracle database.

Listing 6-16. Processing a ResultSet Produced by a Stored Procedure

// StoredProcedureResultSetTest.java
package com.jdojo.jdbc;

import java.sql.CallableStatement;
import java.sql.Connection;
import java.sql.ResultSet;

import java.sql.SQLException;

public class StoredProcedureResultSetTest {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();
// Print details for person_id 101
printPersonDetails(conn, 101);
JDBCUtil.commit(conn);

}
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catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}

}

public static void printPersonDetails(Connection conn,
int personId) throws SQLException {
String SOL = "{ call get person details(?) }";
CallableStatement cstmt = null;

try {
cstmt = conn.prepareCall(SQL);
// Set the IN parameters
cstmt.setInt(1, personld);
ResultSet rs = cstmt.executeQuery();
// Process the result set
QueryPersonTest.printResultSet(rs);

}

finally {
JDBCUtil.closeStatement(cstmt);

}

JDBCAPI

Now, it is time to work with an Oracle database only. Here are the steps that you will need to use to process a
result set produced by a stored procedure in an Oracle database.

1.

Construct the stored procedure call in a string format using the JDBC standard syntax.
You will have an additional OUT parameter for an Oracle stored procedure. In an Oracle
database, the stored procedure will pass back the reference of a REF CURSOR type in

that OUT parameter. In your case, the first parameter is of the IN type and it will be used
to pass a person_id. The second parameter is an OUT parameter of type oracle. jdbc.
OracleTypes.CURSOR. Note that you must have the JAR file(s) for the Oracle JDBC driver
included in the CLASSPATH to use the oracle. jdbc.OracleTypes.CURSOR interface.

String sql = "{call get person details(?, ?)}";
Prepare a CallableStatement using the SQL syntax created in the previous step.
CallableStatement cstmt = conn.prepareCall(sql);

Set any IN parameters that need to be passed to the stored procedure. In your case, you
will pass a person_id to the stored procedure and you need to set that person_id as an IN
parameter. Register the OUT parameter as oracle.jdbc.OracleTypes.CURSOR type.

cstmt.setInt(1, 101);
cstmt.registerOutParameter(2, oracle.jdbc.OracleTypes.CURSOR);

www.it-ebooks.info

469


http://www.it-ebooks.info/

CHAPTER 6 © JDBC API

4. Call the execute() method of the CallableStatement object.
cstmt.execute();

5.  Getthe ResultSet object, which is passed back in the second OUT parameter using the
getObject() method and cast it as ResultSet.

ResultSet rs = (ResultSet)cstmt.getObject(2);

6. Process the ResultSet object as usual by looping through its rows and using its getXxx()
methods to read the column values.

Listing 6-17 contains the complete code that executes the get_person_details stored procedure in an
Oracle database and processes the result set produced by the stored procedure. Make sure that you have the
JDBCUtil.getConnection() method (see Listing 6-1) that returns a connection to an Oracle database. You must also
compile the necessary package and procedure in the Oracle database as listed in this section for Oracle before you can
run the program in Listing 6-17. Note that you will need to uncomment the following statement that appears inside
the printPersonDetails() method:

//cstmt.registerOutParameter(2, oracle.jdbc.OracleTypes.CURSOR);

I have commented it so the entire class will compile. You will need to add the Oracle JDBC driver JAR file in
CLASSPATH to compile the class, after uncommenting this statement.

Listing 6-17. Processing a ResultSet from a Stored Procedure in Oracle Database

// OracleStoredProcedureResultSetTest.java
package com.jdojo.jdbc;

import java.sql.CallableStatement;
import java.sql.Connection;
import java.sql.ResultSet;

import java.sql.SQLException;

public class OracleStoredProcedureResultSetTest {
public static void main(String[] args) {
Connection conn = null;

try {
conn = JDBCUtil.getConnection();
// Print details for person_id 101
printPersonDetails(conn, 101);
JDBCUtil.commit(conn);

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}
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public static void printPersonDetails(Connection conn,

int personId) throws SQLException {

String sql = "{ call get person details(?, ?) }";
CallableStatement cstmt = null;

try {

}
finally

}

cstmt = conn.prepareCall(sql);

// Set the IN parameters
cstmt.setInt(1, personld);

/* Uncomment the following statement after you have
the Oracle JDBC driver in CLASSPATH.
Register the second parameter as an OUT parameter
which will return the REF CURSOR (the ResultSet) */

//cstmt.registerOutParameter(2,

// oracle.jdbc.OracleTypes.CURSOR);

// Execute the stored procedure
cstmt.execute();

// Get the result set from the OUT parameter
ResultSet rs = (ResultSet) cstmt.getObject(2);

// Process the result set
QueryPersonTest.printResultSet(rs);

{
JDBCUtil.closeStatement(cstmt);

cstmt.registerOutParameter(2, JDBCType.REF_CURSOR);

JDBCAPI

Many databases support the REF CURSOR type. Java 8 has added direct support for REF CURSOR data type in the
JDBC API by adding the JDBCType.REF_CURSOR enum constant that represents REF CUSROR data type in Java. Using
this JDBC type, you will be able to work with the REF CURSOR type without using proprietary JDBC classes in your
Java program. For example, you will be able to register the OUT parameter of the REF CURSOR database type in the
printPersonDetails() method as follows:

Tip At the time of this writing, the JDBCType.REF_CURSOR type has not been implemented in the Oracle JDBC driver.
If you use this type to register a REF CURSOR database type, you will get a runtime error with an error message that this
data type has not been implemented yet. Use the supportsRefCursors() method of the DatabaseMetaData interface,
which was added in Java 8, to know if the database supports REF CURSOR.
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ResultSetMetaData

A ResultSet object contains the rows of data returned by executing a query and detailed information about the
columns. The information that it contains about the columns in the result set is called the result set metadata. An
object of the ResultSetMetaData interface represents the result set metadata. You can get a ResultSetMetaData
object by calling the getMetaData() method of the ResultSet interface.

ResultSet rs = get result set object;
ResultSetMetaData rsmd = rs.getMetaData();

A ResultSetMetaData contains a lot of information about all columns in a result set. All of the methods, except
getColumnCount(), in the ResultSetMetaData interface accept a column index in the result set as an argument.
It contains the table name, name, label, database data type, class name in Java, nullability, precision, etc. of a column.
It also contains the column count in the result set. Its getTableName () method returns the table name of a column;
the getColumnName () method returns the column’s name; the getColumnLabel () method returns the column’s label;
the getColumnTypeName () method returns the column type in database; and the getColumnClassName () method
returns Java class used to represent the data for the column. Its getColumnCount () method returns the number of
columns in the result set.

The column label is a nice printable text that is used in a query after the column name. The following query uses
"Person ID" asthe column label for the person_id column. The first_name column does not have a specified label.

select person_id as "Person ID", first name from person

The getColumnLabel (1) method call will return "Person ID", whereas getColumnName(1) will return person_id
if the above query is used for a result set. If the column label is not specified in a query, the getColumnLabel () method
returns the column name.

Listing 6-18 demonstrates how to use a ResultSetMetaData object to know more about a result set. The output
is shown for Java DB. You may get a different output when you use a different JDBC driver because database-column-
type-to-JDBC-column-type mapping depends on the JDBC driver.

Listing 6-18. Using a ResultSetMetaData Object to Get Information About a ResultSet

// ResultSetMetaDataTest.java
package com.jdojo.jdbc;

import java.sql.Connection;
import java.sql.ResultSet;

import java.sql.ResultSetMetaData;
import java.sql.SOLException;
import java.sql.Statement;

public class ResultSetMetaDataTest {
public static void main(String[] args) {
Connection conn = null;
try {
conn = JDBCUtil.getConnection();
String SOL = "select person_id as \"Person ID\", " +

"first_name as \"First Name\", " +
"gender as Gender, " +
"dob as \"Birth Date\", " +

"income as Income " +
"from person";
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// Print the reSult set matadata
printMetaData(conn, SQL);

JDBCUtil.commit(conn);

}

catch (SQLException e) {
System.out.println(e.getMessage());
JDBCUtil.rollback(conn);

}

finally {
JDBCUtil.closeConnection(conn);

}

}

public static void printMetaData(Connection conn, String SOL)

throws SQLException {

Statement stmt = conn.createStatement();

try {
ResultSet rs = stmt.executeQuery(SQL);
ResultSetMetaData rsmd = rs.getMetaData();
int columnCount = rsmd.getColumnCount();
System.out.println("Column Count:" + columnCount);

for (int i = 1; i <= columnCount; i++) {
System.out.println("Index:" + i +
", Name:" + rsmd.getColumnName(i) +
, Label:" + rsmd.getColumnLabel(i) +
", Type Name:" + rsmd.getColumnTypeName(i) +
", Class Name:" + rsmd.getColumnClassName(i));

}
}
finally {
JDBCUtil.closeStatement(stmt);
}

Index:1, Name:Person ID, Label:Person ID, Type Name:INTEGER, Class Name:java.lang.Integer
Index:2, Name:First Name, Label:First Name, Type Name:VARCHAR, Class Name:java.lang.String
Index:3, Name:GENDER, Label:GENDER, Type Name:CHAR, Class Name:java.lang.String

Index:4, Name:Birth Date, Label:Birth Date, Type Name:DATE, Class Name:java.sql.Date
Index:5, Name:INCOME, Label:INCOME, Type Name:DOUBLE, Class Name:java.lang.Double

If you have to write generic code to process any or an unknown result set, you will find a ResultSetMetaData
object indispensable. For example, suppose you want to develop a Swing application that will let the user enter
in a query and you will display the query data in a JTable. To construct the JTable, you must know the number
of columns in the result set. You can use the getColumnCount () method of a ResultSetMetaData object to know
the number of columns in a result set. You can use many other methods available in this object to construct an
appropriate JTable.
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Using RowSets

An instance of the RowSet interface is a wrapper for a result set. The RowSet interface inherits from the ResultSet
interface. In simple terms, a RowSet is a Java object that contains a set of rows from a tabular data source. The tabular
data source could be a database, a flat file, a spreadsheet, etc. The RowSet interface is in the javax. sql package.

The following are the advantages of the RowSet over the ResultSet:

e ARowSet makes JDBC programming simpler. When you use a ResultSet object, you must deal
with the Connection and Statement objects at the same time. A RowSet hides the complexities
of using the Connection and Statement objects from the developers. All you have to work with
is only one object, which is a RowSet object.

e AResultSetisnotSerializable and therefore, it cannot be sent over the network or saved to
the disk for later use. A RowSet is Serializable. It can be sent over the network or saved to a
disk for later use.

e  AResultSet is always connected to a data source. A RowSet object does not need to be
connected to its data source all the time. It can connect to the database when needed such as
to retrieve/update data in the data source.

e  ARowSet is by default scrollable and updatable.

e The two properties of a RowSet, serialization and connectionlessness, makes it very useful in
a thin client environment such as a mobile device or a web application. A thin client does not
need to have a JDBC driver. It may get the data in a disconnected RowSet from a middle tier.

It may modify the data and send the modified RowSet to the middle tier, which can connect to
the data source and update the data. You can use this technique in an applet or a web page.
You can have a servlet that can connect to a database, retrieve data in a disconnected RowSet,
and pass it to an applet. The applet can modify the data and send the modified RowSet to the
servlet, which can connect to the database to update the data. This way, an applet does not
need to use a JDBC driver or anything related to database connectivity at all. There is also a
RowSet type available for web usage that works with XML data.

e AResultSet uses a database as its data source. You are not restricted to using only a database
as a data source with a RowSet. You can implement a RowSet to use any tabular data source.

e ARowSet follows the JavaBeans model for properties setting and events notifications, which makes
it possible to develop a RowSet using a visual tool that supports the JavaBeans development.

e ARowSet also supports filtering of data after the data has been retrieved. Filtering of data
is not possible in a ResultSet. You must use a WHERE clause in a query to filter data in the
database itself if you use a ResultSet.

e  ARowSet makes it possible to join two or more data sets based on their column’s values
after they have been retrieved from their data sources. One data set can be retrieved from a
database and another from a flat file. This is simply not possible when you use a ResultSet.
When you use a ResultSet, joining multiple data sets is possible using SQL joins in the query
that fills the ResultSet.

You also need to be aware of a few disadvantages of using a RowSet.

e  Aspecific RowSet implementation may cache data in memory. You need to be careful when
using such type of RowSets. You should not fetch large volumes of data using these RowSets.
Otherwise, it may slow down the application.

e  With cached data in a RowSet, there are more possibilities of data inconsistency between the
data in the RowSet and data in the data source, when changes are applied to the data source.
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The following interfaces in the javax.sql.rowset package define five types of rowsets:
e JdbcRowSet
e  CachedRowSet
e  WebRowSet
e FilteredRowSet
e JoinRowSet

Each type of rowset has features that are suitable for specific needs. All these rowset interfaces inherit, directly
or indirectly, from the RowSet interface. The RowSet interface is inherited from the ResultSet interface. Therefore,
all methods in the ResultSet interface are also available in all types of rowsets. Figure 6-7 depicts a class diagram for
rowset interfaces.

&l

Wrapper

&

: ResultSet

ﬂ

Joinable

]
I‘j] CachedRowSet ‘ lﬂl JdbcRowSet J

[IJ WebRowSet

.

a
[[j] FilteredRowSet ][ JoinRowSet

Figure 6-7. A class diagram for the interfaces defining rowsets

Who provides the implementation classes for the rowsets interfaces? Typically, database vendors are supposed
to provide implementation classes for rowsets. They may provide them as part of their JDBC driver or as a separate
bundle. Third parties can also provide rowset implementation classes. As a developer, you can also provide rowset
implementations to suit specific needs.
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Creating a RowSet

An instance of the RowSetFactory interface lets you create different types of RowSet objects without caring about

the rowset implementation classes. To get a RowSetFactory, you need to use the newFactory() static method of the
RowSetProvider class. The RowSetFactory interface has five methods to create five types of rowsets. Those methods
are named as createXxxRowSet (), where Xxx can be Cached, Filtered, Jdbc, Join, and Web. For example, you will use
the createJdbcRowSet () method of a RowSetFactory to create a JdbcRowSet. The following snippet of code shows
how to create a JdbcRowSet:

import java.sql.SQLException;

import javax.sql.rowset.JdbcRowSet;
import javax.sqgl.rowset.RowSetFactory;
import javax.sql.rowset.RowSetProvider;

JdbcRowSet jdbcRs = null;

try {
// Get the RowSetFactory implementation
RowSetFactory rsFactory = RowSetProvider.newFactory();
// Create a JdbcRowSet object
jdbcRs = rsFactory.createJdbcRowSet();
// Work with jdbcRs here
}

catch (SQLException e) {
e.printStackTrace();

}
finally {
if (jdbcRs != null) {
try {
// Close the RowSet
jdbcRs.close();
}
catch (SQLException e) {
e.printStackTrace();
}
}
}

The newFactory() method of the RowSetProvider class searches for the implementation class for the
RowSetFactory interface as follows:

e Itlooks for the value of the javax.sql.rowset.RowSetFactory system property. You can specify
this property value on the command line. The following command sets this property value to
the com. jdojo.MyRowSetFactoryImpl class when running the com. jdojo.jdbc.Test class:

java -Djavax.sql.rowset.RowSetFactory=com.jdojo.MyRowSetFactoryImpl com.jdojo.jdbc.Test

e  The service provider API looks for a class name in all available JAR files to the runtime under
META-INF/services/javax.sql.rowset.RowSetFactory.

e Itlooks for the platform’s default implementation for the RowSetFactory interface.
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The RowSetProvider class has another static method called newFactory(String factoryClassName,
ClassLoader cl) thatlets you specify the class name of the RowSetFactory implementation to use. This method is
useful when multiple RowSetFactory providers are available at runtime and you want to use a specific one. Suppose
you have created a class com. jdojo. jdbc.MyRowSetFactory that implements the RowSetFactory interface. The
following snippet of code shows how to use this version of the newFactory() method to use your own implementation
of the RowSetFactory class:

String factoryClassName = "com.jdojo.jdbc.MyRowSetFactory";

// Use null as the second argument to use the current Thread's context classlLoader
RowSetFactory factory = RowSetProvider.newFactory(factoryClassName, null);

// Create a JdbcRowSet
JdbcRowSet jdbcRs = factory.createJdbcRowSet();

Setting RowSet Connection Properties

A RowSet is a JavaBeans component. You can set its properties at design time using a visual development tool. You can
also set its properties at runtime. Typically, a RowSet will need to connect to a data source to retrieve and update data.
You can set the database connection properties for a RowSet in terms of a JDBC URL or a data source name. When you
use a JDBC URL, the RowSet will use a JDBC driver to connect to the database registered with the DriverManager class.
You can set the JDBC connection properties for a RowSet object as follows:

// Register the JDBC driver with the DriverManager here

// Create a RowSet
RowSet rs = create a RowSet;

// Set the conection properties for the RowSet
rs.setUrl("jdbc:derby:beginningJavaDB");
rs.setUsername("root");
rs.setPassword("chanda");

You do not need to establish a connection to the database. The RowSet will take care of establishing connection
when it is needed.

Alternatively, you can set a data source name for the RowSet object. It will look up the data source name using a
JNDI service to get a DataSource object for connecting to the database.

RowSet rs = create a RowSet;
rs.setDataSourceName("jdbc/myTestDB");

You need to set either a data source name or a JDBC URL. If you set both, the most recently set non-null value will
be used to connect to the database.

Not all RowSets connect to a database. For example, if you use a RowSet to send data over the network, you do not
need to set its connection properties. However, if a RowSet object needs to interact with a database, you must set these
properties before you call any methods of that RowSet needing a database connection.
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Setting a Command for a RowSet

You learned in the previous section that you do not need to worry about a Connection object to use a RowSet.

The benefits of using a RowSet do not stop there. When you work with a RowSet, you do not need to worry about
Statement, PreparedStatement, and CallableStatement objects either. However, you must specify a command
that will generate the result set for the RowSet object. The command will be in a string in the form of a SQL SELECT
statement or a stored procedure call. You can use a question mark as a placeholder for any parameter that you
would like to pass to your command at runtime. To set a parameter value at runtime, you need to use one of
setXxx(int paramIndex, Xxx paramValue) methods of the RowSet interface. Working with parameters in a
command for a RowSet is the same as working with parameters for a PreparedStatement. The following snippet of
code contains some examples of setting a command for a RowSet object:

RowSet rs = create a RowSet;

/* Example 1 */
// Command to select all rows from the person table
String sqlCommand = "select person_id, first name, last_name from person";

// Set the command to the RowSet object
rs.setCommand(sqlCommand);

/* Example 2 */

// Command to select rows from the person table with two parameters that
// will be the range of the income

String sqlCommand = "select person_id, first name, last name, income " +

"from person " +
"where income between ? and ?;

// Set the command to the RowSet object
rs.setCommand(sqlCommand);

// Set the range of income between 20000.0 and 30000.0
rs.setDouble(1, 20000.0);
rs.setDouble(2, 30000.0);

/* Example 3 */

// Command to execute a stored procedure that accepts two parameters that will //be the
// range of the income. The getPersons() stored procedure produces a result set

String sqlCommand = "{call getPersons(?, ?)}";

// Set the command to the RowSet object
rs.setCommand(sqlCommand);

// Set the range of income between 20000.0 and 30000.0

rs.setDouble(1, 20000.0);
rs.setDouble(2, 30000.0);
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Populating a RowSet with Data
A RowSet may be populated with data in many ways:
e  Byexecuting a command such as a SQL SELECT or a stored procedure
e  Bysupplying it with a ResultSet in which it will read all its data from the supplied ResultSet
e Byreading XML data into it
e  Byusing any other custom methods

If you want to populate a RowSet with data by executing its command, you need to call its execute() method
as shown:

// Execute its command to populate the RowSet
rs.execute();

After the execute() method is executed, the RowSet has the data in it and you need to scroll to a row to read/
update its column’s value. Other methods of populating a RowSet depend on the type of the RowSet. I will discuss an
example of each type shortly in the section that describes the specific types of RowSets.

Scrolling Through Rows of a RowSet

In simple terms, a RowSet is a wrapper for a ResultSet. It inherits all cursor movement methods from the

ResultSet interface. By default, all RowSet objects are bidirectional scrollable and updateable. However, check the
implementation documentation for your RowSet to see if it imposes any restrictions on scrollability or updatability.
The following snippet of code shows a typical while-loop that is used to scroll through all rows and read some column
values from rows. It is the same as what you have been using to scroll through a ResultSet object.

RowSet rs = create a RowSet;

while(rs.next()) {
// Read values for person_id and first name from the current row
int personID = rs.getInt("person_id");
String firstName = rs.getString("first name");

// Perform other processing here

Updating Data in a RowSet

Updating data in a RowSet is similar to updating data in a ResultSet. To update a column’s value, you need to move
the cursor to a row, use one of the updateXxx() methods to set the new value for a column, and call the updateRow()
method of the RowSet to make the changes permanent in the RowSet.

To insert a new row, you need to move the cursor to the insert row by calling the moveToInsertRow() method of
the RowSet. You need to set values for columns in the insert row using one of updateXxx () methods. Finally, you call
the insertRow() method of the RowSet.

To delete a row, you need to move the cursor to the row you want to delete and call the deleteRow() method of
the RowSet.

How and when the changes made to a RowSet object are propagated to the database depends on the type of the
RowSet. I will discuss updating different types of RowSet in the next few sections.
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Tip You can make a RowSet read-only by calling its setReadOnly(true) method.

The RowSetUtil Class

You need to use repetitive code in examples in using rowsets such as to supply database connection properties, to get
a RowSetFactory instance, and to print rows of a RowSet. Listing 6-19 contains the complete code for a RowSetUtil
class that you will use in this section. Its setConnectionParameters() method loads a JDBC driver and sets its
connection parameters. Its getRowSetFactory () method returns a RowSetFactory instance. Its printPersonRecord()
method prints records from a RowSet, assuming that the RowSet contains at least person_id, first_name, and last_name
columns from the person table.

Listing 6-19. A Utility Class to Help Working With a RowSet

// RowSetUtil.java
package com.jdojo.jdbc;

import java.sql.Driver;

import java.sql.DriverManager;

import java.sql.SOLException;

import javax.sql.RowSet;

import javax.sql.rowset.RowSetFactory;
import javax.sql.rowset.RowSetProvider;

public class RowSetUtil {
private static boolean driverlLoaded = false;

public static void setConnectionParameters(RowSet rs) throws SQLException {
// Register the JDBC driver only once for your database
if (!driverLoaded) {
// Change the JDBC driver class for your database
Driver derbyEmbeddedDriver =
new org.apache.derby.jdbc.EmbeddedDriver();
DriverManager.registerDriver(derbyEmbeddedDriver);

driverlLoaded = true;

}

// Set the rowset database connection properties

String dbURL = "jdbc:derby:beginninglavaDB;create=true;";
String userId = "root";

String password = "chanda";

rs.setUrl(dbURL);

rs.setUsername(userId);

rs.setPassword(password);
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public static RowSetFactory getRowSetFactory() {

try {
RowSetFactory factory = RowSetProvider.newFactory();
return factory;

}

catch (SQLException e) {
throw new RuntimeException(e);

}

}

// Print person id and name for each person record
public static void printPersonRecord(RowSet rs) throws SQLException {
while (rs.next()) {
int personld = rs.getInt("person_id");
String firstName = rs.getString("first name");
String lastName = rs.getString("last name");
System.out.println("Row #" + rs.getRow() + ":" +
" Person ID:" + personld +
, First Name:" + firstName +
, Last Name:" + lastName);

}

System.out.println();

JdhcRowSet

A JdbcRowSet is also called a connected rowset because it always maintains a database connection. You can think of
a JdbcRowSet as a thin wrapper for a ResultSet. As aResultSet always maintains a database connection, so does a
JdbcRowSet. It adds some methods that let you configure the connection behaviors. You can use its setAutoCommit ()
method to enable or disable the auto-commit mode for the connection. You can use its commit () and rollback()
methods to commit or rollback changes made to its data.

A JDBC driver or underlying database may not support a bidirectional scrollable and updatable result set. In
such cases, a JdbcRowSet implementation may provide such features. Listing 6-20 uses a JdbcRowSet to read records
for all person_id in a specified range from the person table. Note that the code attempts to print the number of rows
retrieved by using the last () method of the RowSet. At the end, it uses the printPersonRecord() method of the
RowSetUtil class to print the records in the rowset.

Listing 6-20. Using a JdbcRowSet to Read Records from a Table
// JdbcRowSetTest.java
package com.jdojo.jdbc;

import java.sql.SQLException;
import javax.sql.rowset.JdbcRowSet;
import javax.sql.rowset.RowSetFactory;

public class JdbcRowSetTest {

public static void main(String[] args) {
RowSetFactory factory = RowSetUtil.getRowSetFactory();
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// Use a try-with-resources block

try (JdbcRowSet jdbcRs = factory.createJdbcRowSet()) {
// Set the connection parameters
RowSetUtil.setConnectionParameters(jdbcRs);

// Set the command and input parameters
String sqlCommand = "select person_id, first name, " +

"last_name from person " +
"where person_id between ? and ?";

jdbcRs. setCommand (sqlCommand);
jdbcRs.setInt(1, 101);
jdbcRs.setInt(2, 301);

// Retrieve the data
jdbcRs.execute();

// Scroll to the last row to get the row count It may throw an
// exception if the underlying JdbcRowSet implementation
// does not support a bi-directional scrolling result set.

try {
jdbcRs.last();
System.out.println("Row Count: " + jdbcRs.getRow());
// Position the cursor before the first row
jdbcRs.beforeFirst();

}

catch(SQLException e) {
System.out.println("JdbcRowSet implementation" +
" supports forward-only scrolling");

}

// Print the records in the rowset
RowSetUtil.printPersonRecord(jdbcRs);

}

catch (SQLException e) {
e.printStackTrace();

}

Updating data using a JdbcRowSet is similar to updating data using a ResultSet. Make sure that you set the
auto-commit mode for the rowset appropriately. In case of a JdbcRowSet, all methods will be used on a JdbcRowSet
object instead of a ResultSet object.

Listing 6-21 contains the complete code that retrieves a person record and updates its income to 65000.00. Note
that you must call the updateRow() method of the JdbcRowSet after updating the column’s value and before you scroll
to another row. Otherwise, your changes will be lost as it is lost in the case of updating data in a ResultSet. In case of
JdbcRowSet, you do not have a direct access to the Connection object. You need to use JdbcRowSet object’s commit ()
and rollback() methods to commit and rollback changes to the database.
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Listing 6-21. Updating Data in a JdbcRowSet

// JdbcRowSetUpdateTest. java
package com.jdojo.jdbc;

import java.sql.SQLException;
import javax.sql.rowset.JdbcRowSet;
import javax.sql.rowset.RowSetFactory;

public class JdbcRowSetUpdateTest {
public static void main(String[] args) {
RowSetFactory factory = RowSetUtil.getRowSetFactory();

// Use a try-with-resources block

try (JdbcRowSet jdbcRs = factory.createJdbcRowSet()) {
// Set the connection parameters
RowSetUtil.setConnectionParameters(jdbcRs);

// Set the auto-commit mode to false
jdbcRs. setAutoCommit(false);

// Set the command and input parameters

String sqlCommand = "select person_id, first name, " +
"last_name, income from person " +
"where person_id = ?";

jdbcRs. setCommand (sqlCommand);

jdbcRs.setInt(1, 101);

// Retrieve the data
jdbcRs.execute();

// If a row is retrieved, update the first row's income

// column to 65000.00

if (jdbcRs.next()) {
int personId = jdbcRs.getInt("person_id");
jdbcRs.updateDouble("income", 65000.00);
jdbcRs.updateRow();

// Commit the changes
jdbcRs.commit();

System.out.println("Income has been set to " +
"65000.00 for person_id=" + personld);

}
else {

}
}
catch (SQLException e) {
e.printStackTrace();
}

System.out.println("No person record was found.");
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CachedRowSet

A CachedRowSet is also called a disconnected rowset because it is disconnected from a database when it does not
need a database connection. It keeps the database connection open only for the duration it needs to interact with the
database. Once it is done with the connection, it disconnects. For example, it connects to a database when it needs to
retrieve or update data.

It retrieves all data generated by the command and caches the data in memory. Care should be taken not to
retrieve a large volume of data in a CachedRowSet. Otherwise, it may degrade the performance of the application. It
provides a new feature called paging, which lets you deal with large volume of data in chunks. You will see an example
of paging in this section.

